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**CMP 305 L – Data Structures and Algorithms**

**Lab. Assignment 6 – Stack and Queue**

***Objectives:***

* To understand stacks and to develop a stack-based application
* To understand queues and to develop a queue-based application

***Note:***

***Lab:*** Exercises 1 and 2 (10 marks)

***Bonus*:** Exercise 3 (1 mark)

Stack and Queue libraries

Stack: <http://www.cplusplus.com/reference/stack/stack/?kw=stack>

Queue: <http://www.cplusplus.com/reference/queue/queue/?kw=queue>

***Exercise 1:***

Write a program to check for balancing symbols in the C++ language using stack. Consider (), [], {} symbols only. Your program should prompt the user for a file name that consist of C++ codes.

void main()

{

int ary[10];

for( int i=0;i<=10;i++)

ary[i] = i;

}

Make sure that your program works for all cases. Your program should process three (test1,txt, test2.txt, test3.txt) given text files

Write an appropriate output message that resembles C++ compiler error messages, e.g Error at line 2, [ is not closed in the program.

***Exercise 2:***

You are developing a queue system for Immigration counters at the airport. There are two counters open at this hour to serve travelers. You may assume that both counters have more or less the same number of families.

Each traveler/set of travelers is called an instance of the Family class.

class Family

{

private:

int noOfKids;

int noOfElders ;

int id;

public:

//provide required functions

//Constructors, setter and getters

//overloaded operators such as ==,=,!= .

};

Each Counter is a queue of Family objects.

Sample for counters:

|  |  |
| --- | --- |
| Counter 1 | Counter 2 |
| Family(100,2,3)  ID=100, elders=2, kids=3  Family(200,2)  ID=200, elders=2, kids=0  Family(400,1)  ID=400, elders=1, kids=0 | Family(300,2,1)  ID=300, elders=2, kids=1  Family(500,1,3)  ID=500, elders=1, kids=3  Family(405,1,2)  ID=400, elders=1, kids=2 |

Implement the following two different scenarios,

1. A new counter is opened and you want to move families with more than 3 kids to new counter. Write a function that returns a new queue with corresponding families.
2. A new counter is opened to process the travelers fast. You function should return a new queue after adjusting equal numbers of families in all three queues.

Newly opened counter should be filled by choosing alternate families from existing queues. For example, if existing two counters have 10 families each. New counter should have families in this order- counter1’s 8th family, counter2’s 8th family, counter1’s 9th family, counter2’s 9th family, counter1’s 10th family and counter2’s 10th family.

Note: Moving the families to other counters should be done from the cutoff point of the queue.

**Note**: Family class is provided. You may continue working on the provided skeleton of main function.

**Bonus:**

***Exercise 3:***

One of the Stack data structure usages is to evaluate the values of postfix mathematical expressions. Postfix notation is a parenthesis-free way of writing arithmetic expressions, where one places the operator symbol after the operator's two operands. For example, the addition of 3 to 2 is written 3 2 +, and the multiplication of the result by 4 is written as 3 2 + 4 \*. Remarkably, parentheses are never needed. An example like

((3 + 2) \* 4) / (5 - 1)

is written

3 2 + 4 \* 5 1 - /

and gets manually computed as follows:

3 2 + 4 \* 5 1 - /

=> 5 4 \* 5 1 - /

=> 20 5 1 - /

=> 20 4 /

=> 5

We see that an operator evaluates with the two operands that immediately precede it. This explains why the division operator is written last in the original expression, because the division is performed only after all the other sub expressions are evaluated. To automate the computation of a postfix expression, one may use a stack data structure as follows:

Implement an application program that reads a postfix expression from the user and uses a stack to compute its value and returns it to the user. The expression will be assumed to contain integers and the following binary arithmetic operators, namely, + (addition), - (subtraction), \* (multiplication) and / (division).