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**CMP305L - Data Structures and Algorithms Lab**

**Lab. Assignment 8-Recursion**

**Objectives:**

* Understand Recursion
* Develop functions using recursion
* Implement recursive traversal of linked lists

***Note:***

***Lab:*** Exercises 1,2,3,4 and 5 (10 marks)

***Bonus*:** Exercise 6 (1 mark)

**Exercise 1**

1. Develop and test a recursive function that calculates the harmonic series:

F(n) =  ![1 + {1 \over 2} + {1 \over 3} + {1 \over 4} + {1 \over 5} + \cdots = \sum_{n=1}^\infty {1 \over n}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMEAAAAsCAYAAADcmNzAAAAAAXNSR0ICQMB9xQAAAAlwSFlzAAAOxAAADsQBlSsOGwAAABl0RVh0U29mdHdhcmUATWljcm9zb2Z0IE9mZmljZX/tNXEAAAwASURBVHja7V0NUFNXGgWrSBe0QIiQQgiggIYMFlH+xBAlIhsBi5JlQamFsdBizYoohYoVFRX/RUV0qNUFq8iAW2YsqHSLCdiSllJd63bcLlO6tdax4Ja1Dqu7O3fP7YiTpYAY4L23zM3MGcmLyTvv3O/c7/tubhKLTZs2WQgFHR0dKRUVFcTHx2cLnzw6Ozu3FBcXExcXl2Q+eRBCrNva2i6uWrWK2NraTuWZyySDwfD3hQsXfmthYTFGSHEzVPBOAOKOb2pqUm7bti0zNzeXODg4EC8vr8088Hiurq5OVVRUtOe1114j9vb2xNvbO5knTVxLSkpUhw8frtdoNMTR0ZH4+fnxYoJ79+75ZmZmqvbt23fL19eXuLq6flVZWclMMNwzTGNj4wdKpVIfGhr6hVQqJR4eHnyYQFFbW6sPCgrSz5w5s43ymDJlCl8m0CIT6YODgy9Nmzatk3KBIXkxQVdX1yadTqcPCwszYFz+5e7u3sZMMIJQKBQaf39/IpPJeC2HwGH1Cy+8QHkk860JeLwnl8uJp6fnVL65IBt1YGK4ycqhEURAQEDco+DbwjOP7OnTpwvFBOeQDXg3QVRUlBVM0MlMMPLBt1gIJkAmeIOZ4BcmGM9MwEzATMBMwEzATMBMwEzATMBMwEzATMBMMMIICgqKfrRE+hbPZlxDzSiVShP41mTGjBk11AQSicRdAIakS6TfjiYD/MIEhBCZXC534JqETqcbj5lGgdtaLy8vIhKJjqtUKkVDQ4MCnGy54qFWqydQHr6+vocmT55MxGLxW/R+U1MT5WHFpSbJyclO4KPAeHzi6upKt3AsysjIULS1tXlxPT5ardYjPDx8Bgzwb2jyEzKCX2FhoaK7u9t1VJng+vXrr5SWlj6E6Pu5JpGamuoZHR1t9PDw+NTS0vJzCN0yZ84co16vNyL4ZnHFIzExMSwmJsbo7OzcQnkg+D7VaDTGZtzoVgYuNUlISMiIjIw02trafoby43NMDp+kp6cb29vbK7ken7i4uJKQkJBPxowZ0zp27NhWTFbGPXv2GLu6ujaPChMg+LWZmZlv5uXl/bxfBrXnodGW7hgYnmSC2rCwsHOoxw3u7u4EZcABc14I5lGibpXwfUHe3t7jcB3zwceaby7gIAbmCkATT/Q3IUIIOOgxC/AWZDmEMi8QTRjdvHbQnBeCeT7GxcUJQGQ74K8CMaQaurQKQJNVGNdzQgg48KjEJPWmIE0wa9asCLoiYq4JIPRFIFoAA/4crqEV/zrxzQWNpAo89ALQJA2anBFIJjgOrGEmYCZgJhilJrgAaAQg8oRHJhALoBxSohy6JABNXoEmFQIxwTtAJssEIyvyxEcmmMQywejIBJ2dnXuUSqVBLpe/r9VqJ/Z+nBCSotPpDK6uroa4uDj/Xo9NraioMDg4OBgiIyNfHxYTREdHy4OCgoyOjo7GSZMm/QwnJyfjhAkTfhSJRDfo3z3HXVxcjJgJd/frQAsLG+AiYHwC+lxNwEX9BpyNOO/jc4rF4s9sbGzug19rzzEKNzc3I8R/uR8e7oPg8CFg19+1REREbMXM/5gL1QHCfwld/mGqCQUaQ8oloB8uvx4El7f744FgOUGvtWd86Lnt7e2/njhxYmdvHjKZ7CPweH6A8ckeBJfVfT0XwSoKCQnRm56T/g0eP9jZ2X1jelwikVA9Tg9gAn1UVBQJDAz8J4Jd1IcJtubk5BD64aPly5dH9HosqKamhu5CIPHx8YeGxQS4uGdhAgWEVSDgHgMu/AhBv9L0mFQqVeDiZAOIPAaYBiiegD6XO9VqtcjPz683l2Cc988QNrwPLuJ+eIwfBAc58Ex/1wIuUgzC/3CBHik4b4spDwrwoLDph4vdILh49sdDpVJNptdqygNjkw+c780D/88XxrUaYHyeHwSXPlfhELRjESfy3ucEj/eAnX1o0u874Xfv3nXC5CujGvf10U4Eut3GjRtlAQEBsrS0NOtej43Hc+hOCFlycrL9gCaYPXt2KF0ixSy118zUXwfMF0AdboXs00LLIr65QPgQaNIggLLsZehxSgjlEMamlC7ZCqonoB+bg8vCFQpFNt0vgzRahzSmqq+vV8FFg24u2eoQ6wn+b1eHaIqIiYn5IwbsElLbB0ijH9Ja7uLFi3qYQDnYF4LIQzJBVVXVAo1Go/X399cipUcXFhY6mGsCZDOzTEBTZ1lZmQYln3bp0qVaZEfN7du3I3B8orkmgC7DYgI0fMENDQ10YnrGHBNAE7NNgHJlxsmTJ6kOP7/rnJ+fH4FY8TfntcBDuEukQ4WPj48Rg77YjMB7tqmpKefAgQMEGakWfUktjNA+c+bM8oEa0f6AutAOXL5GKfJU7xh3d3eLmpubd+/fv79jyZIltUlJSbWhoaGduE+QFc3ayz916tT54HJlqNq2tLTMi4yMvF9dXf3QnF21KBF14FFn7vmtra2boQnZtWvXfYxxXmZmJsnIyLhqZpxUgc/6UWkCBN/rtEl92ucVFxdP2bFjx0/ISCk9x7Kzs/PDwsIIGqtyzMyuT8njWZgoh75f8DTPO3bsmBLNFfH19S3tOZaenv4O3cYcHx+/o62t7TkzNPECVg9V29zc3FYEDyktLf0eJrAxg8dsaJJq7vnt7Owa6BdvoWQmyNIEhjx88+bNlWbGyTJg3qg0gbmQSqV0NeNvsbGxWpPVACVmYWNwcDDR6XRRXPDYvXt3eEpKCrGysqruOVZeXv57uliwdetWcuPGDTkf+qxYsWJJVlbWtzA1gVHNMsFQERERoV+zZs3bBQUFb9XV1WUIKYBHhQlwc6Oz7fz582/2Or7FycmJfvNaBBc8rl+/7rx3796VLi4uj2cp9AXHJBKJ2ZlgqEDAJ5aUlDw4f/48oWY8cuQILyZAKdSE/kg22oJfSCb4FepM2oQ+Dr4HDx4sXrRo0VcwAEEgqvng1d7enqRUKr9JTEwklZWVPnxwQJ/0h3379h1pbGxsQWnImwnUarVh+fLlH69bt+79tWvXnnvxxRe3MROMMLZv316AxpgUFhYS1J6cmqCmpkaDBrARPUlXWloawf0s2rxzrcGFCxdST58+3bl+/frwq1evVoeEhPBmAmShy3FxcRtQlsVv2LDhdzAEXUrfwUwwQkDtvSghIeGOVqsl165dW4dBn8Dl+dGIO+7cuVOFDBU0Z86cCyjTrtHPO4OHJZc88vLyTqI8K0EWsm1ubjbwaQKUhG6m95GVXkKT/J+ioqLtzAQjAH9///X0q9Ex+G/wUIM7mH6gvrq6+gDKNBIeHv59fn6+O0ccxmP2X3Xp0qXv7t+/H0OPtba20pqcNsa38DinX3eCyciW/k5CrxLW183NjcTGxp5lJhhmYOZNS01N/REzzHo62Ldu3RKhIbXhIvBQ9vy2oaHhbktLS7HJ8TGWlpb19PcBBtrbMpzo6OhYBh4kPT29HFrMoFnozJkzn9Ovotm8efMPMOOsO3fueHI1JtOnTy9DH9ANAypMTfBIE0FsxRg1JsAAp6AEuHPw4MGsnmPl5eVVx48f13JgAvd33333S/o7AKh9y02Ou4hEosvjxo2jvxQzhQsdTpw4EZuTk/MnulMXjfnHc+fONS5cuPAe/fESZIOHyJItt2/ffpurcbGxsXkf/dFfdDrd5J4JA+ZcSj+PnpSU9B4zwfAEoPXZs2dT6a/UZGdnf7Rx40b6ptVciB6BVPwpgnIxFzzEYrGSrgShBDrac6y+vv4durOWvluKJt2HL43oj4cEBgYSGPU7rs+9evVqPRriTSbjJaZjhR7lYVVVVS4zwTDg6NGjHq+++ipxdnYm8+bNo+8XkAULFhDMgoT2BgUFBQu44BEdHe1Fv0sH+AJlWQb6gAwM9JfLli0jly9f/hCD78yHPmq1esGKFSs66MxL9QDPl7g8v8FgyMIYkbS0tJ2RkZEZyFCboQ0dqxy2OjRcBCws7IEi4BBQbAqk3eK6ujrOZmBkJHfMeqWhoaGnMNCngoODS69cuXIIBrDnSx8EW5ZEIjlC9UFJdhiTwy6uOZSVla2kPQomp1PgU47GXVAb4Ebd6hADAzMBAwMzAQMDMwEDAzMBAwMzAQMDh/gvjLKsLaPKsYoAAAAASUVORK5CYII=)

double Harmonic(double n) {

if (n == 1) return 1;

return 1.0 / n + Harmonic(n - 1);

}

int main(){

cout << Harmonic(3);

return 0;

}
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1. Develop and test a recursive function that calculates the alternate series:
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double Harmonic(int n) {

if (n == 1) return 1;

if (n % 2 == 0) return ((-1.0 / n) + Harmonic(n - 1));

else return ((1.0 / n) + Harmonic(n - 1));

}

int main(){

cout << Harmonic(3);

return 0;

}
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**Exercise 2**

Develop and test the following *recursive function* that takes an *integer* (0 to 9) and prints the output as shown in sample the input/output.

void IntegerPalindrome(int value);

*Sample Input/Output:*

Enter an integer: 0

0123456789876543210

Enter an integer: 5

567898765

**Hint:** Remember lines of code after the recursive call are executed in reverse order of the calls.

void IntegerPalindrome(int value) {

cout << value;

if (value == 9) return;

IntegerPalindrome(value + 1);

cout << value;

}

int main() {

IntegerPalindrome(5);

return 0;

}
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**Exercise 3**

Develop and test a recursive *function* to check if positive integer ***n*** is a prime. An integer ***n*** is a prime if is divisible only by ***1*** and ***itself*** and *not* by any integer in the range from 2 to *sqrt(n)* (both inclusive).

***Note:*** 0 and 1 are not prime numbers. The *sqrt* function provided by <cmath> library returns a double and you must consider only the integral part of it.

#include <iostream>

#include<cmath>

using namespace std;

bool isPrime(int n, int x = 2) {

if (n % x == 0) return false;

if (x > sqrt(n)) return true;

return isPrime(n, x + 1);

}

int main() {

int n = 1223;

if (isPrime(n)) cout << n << " is prime!!!" << endl;

else cout << n << " is NOT prime!" << endl;

return 0;

}
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**Exercise 4**

Develop and test a recursive function that converts the given decimal number into equivalent binary number. No data structure should be used.

void toBin(int dec) {

if (dec == 0) return;

toBin(dec / 2);

cout << dec % 2;

}

int main() {

toBin(252);

return 0;

}
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**Exercise 5**

Write the following recursion function on a singly linked list developed in Lab3.

A function compare that takes two lists and returns true if both the lists have same values, if not return false.

#include <iostream>

using namespace std;

template <typename Object>

struct SingleNode {

Object data;

SingleNode\* next;

SingleNode(const Object& d = Object{}, SingleNode\* n = nullptr) //constructor initializing data to empty object and

: data{ d }, next{ n } { } //next pointer to null

};

template <typename Object>

SingleNode<Object>\* createSLL(Object ary[], int size) //arguments are array of Object and size of array

{

SingleNode<Object>\* first = new SingleNode<Object>(ary[0]); //create structure instance and point to first element of array

SingleNode<Object>\* temp = first; //create temp instance and point to first element of array

for (int i = 1; i < size; i++)

{

SingleNode<Object>\* node = new SingleNode<Object>(ary[i]); //create instances called nodes and point to array elements

temp->next = node; //next pointer of first element points to node

temp = node; //with each iteration, the previous node's next pointer will point to current node

}

return first; //return pointer to first element of array

}

template <typename Object>

void printSLL(SingleNode<Object>\* head)

{

while (head != nullptr)

{

cout << head->data << "\t";

head = head->next;

}

cout << endl;

}

template <typename Object>

bool isEqual(SingleNode<Object>\* l1, SingleNode<Object>\* l2) {

if (l1 == nullptr && l2 == nullptr) return true;

if (l1 == nullptr || l2 == nullptr) return false;

isEqual(l1->next, l2->next);

}

int main() {

int arr[5] = { 1,2,3,4,5 };

int arr2[5] = { 1,2,3,4,5 };

int arr3[6] = { 1,2,3,4,5,6 };

SingleNode<int>\* l1 = createSLL(arr,5);

SingleNode<int>\* l2 = createSLL(arr2, 5);

SingleNode<int>\* l3 = createSLL(arr3, 6);

cout << "l1 and l2:" << endl;

if(isEqual(l1, l2)) cout << "THEY ARE EQUAL!" << endl;

else cout << "THEY ARE NOT EQUAL!" << endl;

cout << "l1 and l3:" << endl;

if (isEqual(l1, l3)) cout << "THEY ARE EQUAL!" << endl;

else cout << "THEY ARE NOT EQUAL!" << endl;

return 0;

}
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**Bonus:**

**Exercise 6:**

Write the following recursion function on a singly linked list developed in Lab3.

Write a single function, findMinMax that traversals the given linked list once to find both the minimum and maximum and returns a pair that contains min and max of the list.

template <typename Object>

pair<Object,Object> findMinMax (SingleNode<Object>\*lst,Object min,Object max)

Reference: <https://www.cplusplus.com/reference/utility/pair/pair/>

#include <iostream>

#include<utility>

using namespace std;

template <typename Object>

struct SingleNode {

Object data;

SingleNode\* next;

SingleNode(const Object& d = Object{}, SingleNode\* n = nullptr) //constructor initializing data to empty object and

: data{ d }, next{ n } { } //next pointer to null

};

template <typename Object>

SingleNode<Object>\* createSLL(Object ary[], int size) //arguments are array of Object and size of array

{

SingleNode<Object>\* first = new SingleNode<Object>(ary[0]); //create structure instance and point to first element of array

SingleNode<Object>\* temp = first; //create temp instance and point to first element of array

for (int i = 1; i < size; i++)

{

SingleNode<Object>\* node = new SingleNode<Object>(ary[i]); //create instances called nodes and point to array elements

temp->next = node; //next pointer of first element points to node

temp = node; //with each iteration, the previous node's next pointer will point to current node

}

return first; //return pointer to first element of array

}

template <typename Object>

pair<Object, Object> findMinMax(SingleNode<Object>\* lst, Object min, Object max) {

if (lst == nullptr) return make\_pair(min, max);

if (lst->data >= max) max = lst->data;

if (lst->data <= min) min = lst->data;

return findMinMax(lst->next, min, max);

}

int main() {

int arr[5] = { 1,2,3,4,5 };

SingleNode<int>\* l1 = createSLL(arr, 5);

pair<int, int> result = findMinMax(l1, l1->data, l1->data);

cout << "The minimum is: " << result.first << endl;

cout << "The maximum is: " << result.second << endl;

return 0;

}
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