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Sumário

Este trabalho consiste no desenvolvimento de um protocolo de ligação de dados baseado na matéria lecionada. Será concretizado na prática através do envio de um ficheiro entre duas máquinas utilizando uma porta série.

Os objetivos relativos à realização do trabalho foram cumpridos, tendo sido desenvolvida uma aplicação que permite o envio de um ficheiro de uma máquina para outra, pelo que o trabalho foi concluído com sucesso.

Introdução

O principal objetivo do trabalho é desenvolver e implementar um protocolo de ligação de dados, seguindo o guião disponibilizado pelos docentes, bem como testar o mesmo protocolo com recurso a uma aplicação simples que permite transferir ficheiros. O relatório servirá o propósito de complemento e apoio teórico à componente prática desenvolvida em laboratório e segue uma estrutura bem definida:

1. **Introdução:** Exposição dos objetivos do trabalho realizado;
2. **Arquitetura:** Indicação dos blocos funcionais e da interface;
3. **Estrutura do Código:** API’s, principais estruturas de dados, principais funções e a sua relação com a arquitetura;
4. **Casos de Uso Principais:** Identificação dos Casos de Uso Principais e das sequências de chamada de funções;
5. **Protocolo de Ligação Lógica:** Descrição dos principais aspetos funcionais e da estratégia de implementação dos mesmos, com recurso a extratos de código;
6. **Protocolo de Aplicação:** Semelhante ao ponto **5**, neste caso relativamente à aplicação;
7. **Validação:** Descrição dos testes efetuados e apresentação dos seus resultados
8. **Eficiência do Protocolo de Ligação de Dados:** Caracterização estatística da eficiência do protocolo, recorrendo a medidas sobre o código desenvolvido;
9. **Conclusões:** Síntese final e reflexão sobre os objetivos de aprendizagem.

Arquitetura

Neste trabalho estão presentes dois blocos funcionais, um dedicado ao emissor de dados e outro ao recetor. Em cada um dos blocos é feita uma divisão por camadas. A camada de ligação de dados é responsável pelo protocolo de ligação de dados, estabelecendo a ligação, transmitindo os dados com verificação de erros recorrendo ao reenvio de tramas com erros e ao *stuffing* e *destuffing* para essa verificação e, por fim, terminando a ligação. A camada da aplicação lerá de e escreverá no ficheiro. A nível da interface, o utilizador indica os parâmetros na chamada da aplicação.

Estrutura do Código

Relativamente ao código, este encontra-se dividido em dois ficheiros: sender.c e reciever.c, dedicados ao envio e receção, respetivamente.

No ficheiro sender.c, encontram-se as 3 funções da camada da aplicação: **llopen**, que estabelece a ligação através do envio da trama SET e da espera pela receção da trama UA, **llwrite**, que envia as tramas de controlo START e END, que indicam o início e o fim da transmissão de dados além de também enviarem informações relevantes sobre o ficheiro tais como o nome e o tamanho, bem como as tramas de dados do ficheiro a transmitir, esperando sempre confirmação de sucesso, reenviado as tramas se não for esse o caso e **llclose** que trata do envio da trama DISC, espera por uma trama DISC e, por fim, envia uma trama UA, finalizando a desconexão.

No ficheiro reciever.c, repetem-se as funções **llopen**, que neste caso espera a receção de SET e envia como resposta UA, estabelecendo a ligação e **llclose**, que espera receber DISC, envia DISC de volta e espera receber UA para terminar a ligação. Para além destas funções está também presente **llread**, que irá esperar receber as tramas de controlo, para iniciar e terminar a receção de dados e as tramas de dados em concreto, sendo que para cada uma enviará RR e irá guardar os dados nesta mesma trama para o ficheiro com o nome do ficheiro recebido antecedido de “received”, se for recebida corretamente, ou, caso contrário, REJ.

# Casos de Uso Principais

Esta aplicação terá como principais casos de uso (1) a transferência de um ficheiro (com qualquer formato, desde .gif até png, jpeg, txt, ect.) de uma máquina para outra através de uma porta série e (2) a interface da aplicação, que permite ao utilizador especificar com que parâmetros se fará a transmissão, bem como visualizar informação sobre a transferência (quais as transmissões de tramas que formam bem ou mal sucedidas).

Relativamente à transferência do ficheiro, é feita a seguinte sequência de chamadas de funções do lado do **emissor** (chamada das funções deve ser lida da esquerda para a direita visto estarem ordenadas):

- main -> llopen | llwrite | llclose

- llopen -> setConnection

- setConnection -> sendSetWithAlarm | readUA

- sendSetWithAlarm -> *write*

- readUA -> *read*

- llwrite -> sendStartOrEnd | sendFileData | sendStartOrEnd

- sendStartOrEnd -> transferData

- sendFileData -> transferData

- transferData -> sendDataWithAlarm | readDataResponse

- sendDataWithAlarm -> *write*

- readDataResponse -> *read*

- llclose -> disconnect

- disconnect -> sendDisconnectWithAlarm | readDisc | sendUA

- sendDisconnectWithAlarm -> *write*

- readDisc -> *read*

- sendUA -> *write*

Do lado do **recetor**:

-main -> llopen | llread | llclose

- llopen -> setProtocol

- setProtocol -> readSet | sendUA

- readSet -> *read*

- sendUA -> *write*

- llread -> receiveStart | dataProtocol | writeToFile

- receiveStart -> dataProtocol

- dataProtocol -> readData | sendREJ | sendRR | saveFileData

- readData -> *read*

- sendREJ -> *write*

- sendRR -> *write*

- saveFileData -> receiveEnd

- llclose -> disconnectProtocol

- disconnectProtocol -> readDisc | sendDiscWithAlarm

- readDisc -> *read*

- sendDiscWithAlarm -> *write*

Na interface da aplicação, o utilizador, na chamada do programa emissor, escolhe a porta série por onde efetuar a transferência, o ficheiro a transferir, o tamanho de cada trama e o rácio de erros em tramas (*Frame Error Ratio*). Poderá ver informação sobre os dados que está a transmitir. Na chamada do programa recetor, apenas é indicada a porta série e é possível ver informação sobre os dados a serem recebidos.

# Protocolo de Ligação Lógica

O Protocolo de Ligação Lógica tem como objetivo principal providenciar um serviço de de comunicação de dados entre dois sistemas ligados por uma porta série. Este serviço deve ser fiável, procurando também cumprir objetivos de **estabelecimento e terminação da ligação**, **confirmação positiva**, se for recebida uma trama sequencialmente correta (sendo este numero de sequencia verificado para verificar se é um duplicado) e sem erros (tanto no header do pacote como nos dados em si), **controlo de fluxo** e **controlo de erros**. Este último será atingido recorrendo a um mecanismo Stop-and-Wait, em que o emissor só envia a trama seguinte de dados após a receção de uma confirmação de receção correta da trama anterior. Neste departamento, pode surgir o caso de o emissor não receber esta confirmação durante um período de tempo e decidir reenviar a trama de dados, sendo isto implementado com recurso a temporizadores, ou o caso de o emissor receber uma confirmação negativa, sendo então reenviada a trama de dados. Estes dois casos podem resultar em transmissões de duplicados, que são detetados e eliminados.

Este protocolo é caracterizado pelo **sincronismo de trama**, organizando a transmissão em tramas, que podem ser de Informação, de Supervisão ou Não Numeradas. Estas tramas têm um cabeçalho com um formato comum, sendo que as de Informação têm um campo para transporte de dados, a ser preenchido por um pacote gerado pela aplicação, bem como um campo que permite a **numeração de trama**. É garantida a transmissão de dados independentemente das tramas estarem codificadas, ou seja, existe transparência, assegurada pela técnica de byte stuffing. Além disso, todas as tramas estão protegidas com um campo de proteção, o BCC, que é verificado em todas as transmissões. Todas as tramas têm tanto no início como no fim uma flag que as delimita sendo o início precedido do header do pacote que além de indicar o address (se é do recetor ou do emissor) contém também o control que indica que tipo de pacote é este e como deve ser interpretado.

# Protocolo de Aplicação

Os principais aspetos funcionais que caracterizam o protocolo de aplicação, do lado do emissor, são o envio do pacote de controlo START indicativo do início da transmissão de dados, a leitura do ficheiro a transmitir, a transmissão de dados em si e o envio, no fim da transmissão, do pacote de controlo END. Ambos estes pacotes START e END têm o seu conteúdo comparado e apenas no caso de ser igual a transferência de ficheiro é dada por finalizada .A transmissão dos dados envolve a divisão do ficheiro em partes mais pequenas (tramas) com tamanho definido pelo utilizador.

No caso do recetor, este recebe os pacotes de controlo e os dados, juntando estes últimos e escreve-os para o ficheiro que criou para o efeito. À medida que vai recebendo uma trama e a declara como aceite (não tendo erros nem sendo duplicada) esta é guardada sendo escrita para o fim do ficheiro com o nome recebido antecedido por “received”.

É de notar que existe uma clara segregação entre o protocolo de Aplicação e o de Ligação Lógica, tanto no emissor como no recetor, apesar de estarem no mesmo ficheiro ambas as funcoes de protocolos diferentes apenas por conveniência. A Aplicação não depende do processo nem precisa de saber como é feito todo o “heavy lifting” da Ligação Lógica, apenas ordenando através de chamadas de funcções que operações “high level” sejam realizadas (i.e. sendFileData, dataProtocol, writeToFile, setConnection, ect.).

# Validação

Foram realizados vários testes sobre a aplicação desenvolvida:

* Transmissão de diferentes ficheiros, variantes no tamanho e tipo (i.e. txt, gif, png);
* Transmissão de um ficheiro com diferentes tamanhos de tramas, desde tamanho com dois dígitos até tamanhos superiores ao do ficheiro a ser enviado;
* Transmissão de um ficheiro com diferentes taxas de erros, provocados para efeito do teste, desde 0% até valores acima dos 90%;
* Transmissão de um ficheiro com diferentes baudrates, nomeadamente os recomendados entre outros;
* Desligar a porta série durante a transmissão de um ficheiro de forma a causar a ativação do mecanismo STOP and WAIT e a retransmissão de tramas atendendo ao tempo concedido máximo para o fazer. E de seguida voltar a ligar a porta verificando que a aplicação consegue proceder como desejado.
* Simulação de um tempo de propagação desde valores quase nulos até alguns poucos segundos.

# Eficiência do Protocolo de Ligação de Dados

As várias execuções da aplicação feitas para tirar as medidas necessárias para testar a eficiência do Protocolo de Ligação de Dados foram realizadas utilizando uma porta série virtual. Mediu-se o tempo de execução do programa fazendo variar alguns parâmetros e usou-se esse tempo para calcular R = bits/tempo. Com R calculou-se S = R/C, sendo C a capacidade de ligação. Concretamente, um valor S maior corresponderá a uma transmissão mais eficiente e um valor S menor a uma transmissão menos eficiente. Foram realizadas duas execuções para obter 2 medidas de tempo, pelo que é apresentado nos gráficos a média dos dois S calculados. O tamanho base de trama foi de 100 bits.

Para melhor apresentação dos resultados, alguns dos gráficos foram desenhados com escala logarítmica e as imagens correspondentes aos gráficos encontram-se no anexo II.

## Diferentes Frame Error Ratio

Conclui-se que, como esperado, com o aumento da probabilidade de erro a transmissão será menos eficiente. Com o FER bastante alto verifica-se que a eficiência do protocolo reduz drasticamente.

## Diferentes Tempos de Propagação

Pode-se concluir que um aumento no tempo de propagação piorará exponencialmente a eficiência, ou seja, um aumento pequeno no atraso pode gerar grande perda de eficiência. Daí a extrema importância e foco na atualidade em obter tecnologias que permitam um tempo de propagação reduzido.

## Diferentes Tamanho das Tramas

Como é possível verificar no gráfico, uma trama muito pequena é pouco eficiente, mas uma trama muito grande também o será, pelo que há uma gama de tamanhos ideal.

## Diferentes Capacidades de Ligação

Com o aumento do baudrate, S diminui, pelo que se conclui que um menor baudrate é mais eficiente.

# Conclusões

O Protocolo de Ligação de Dados procura disponibilizar um serviço para a transmissão integral e fiável de dados entre dois computadores ligados por um cabo série. Foi implementado recorrendo ao uso de duas camadas, idealmente independentes uma da outra, a da ligação de dados e a da aplicação. Assim, as camadas não necessitam de estabelecer relações entre elas para esta implementação funcionar e uma alteração numa das camadas não seria sentida na outra.

Concluindo, os objetivos foram alcançados, tendo sido registado sucesso na realização prática do trabalho, bem como foi engrandecido o conhecimento teórico do tema. Consideramos que uma das maiores mais valias deste trabalho é a análise feita posterior ao código fazendo variar diferentes parâmetros como especificado na secção anterior, o que sentimos que ajuda a pôr a matéria numa perspetiva mais quantitativa sendo mais fácil verificar os diferentes impactos destes parâmetros bem como a sua importância para todo o conceito de redes de computadores.

# Anexo I - Código Fonte

## sender.c

/\*Non-Canonical Input Processing\*/

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

#include <termios.h>

#include <stdio.h>

#include <stdlib.h>

#include <signal.h>

#include <string.h>

#define BAUDRATE B38400

#define MODEMDEVICE "/dev/ttyS1"

#define \_POSIX\_SOURCE 1 /\* POSIX compliant source \*/

#define FALSE 0

#define TRUE 1

#define FLAG 0x7e

#define ESC 0x7d

#define STUFF 0x20

#define BYTE\_TO\_BINARY\_PATTERN "%c%c%c%c%c%c%c%c"

#define BYTE\_TO\_BINARY(byte) \

(byte & 0x80 ? '1' : '0'), \

(byte & 0x40 ? '1' : '0'), \

(byte & 0x20 ? '1' : '0'), \

(byte & 0x10 ? '1' : '0'), \

(byte & 0x08 ? '1' : '0'), \

(byte & 0x04 ? '1' : '0'), \

(byte & 0x02 ? '1' : '0'), \

(byte & 0x01 ? '1' : '0')

volatile int STOP = FALSE;

int nAlarm = 0;

int fd;

int setConnection();

void sendSetWithAlarm();

int readUA();

int frameMaxSize = 256;

int frameErrorRate = 0; //To begin error from 1 -> 100

char\* globalData;

int currentDataSize = 0;

int dataFrameNum = 0;

int resend = 0;

int sendDataWithAlarm();

int readDataResponse();

int disconnect();

int readDisc();

int sendDisconnectWithAlarm();

int sendUA();

char openBuf[26];

int llopen(int porta, int flag);

int llwrite(char\* filename);

int sendStartOrEnd(char\* filename, int start);

int numOfFrame = 0;

int sendFileData(char\* filename);

int llclose(int fd);

int main(int argc, char \*\*argv)

{

int c, res;

struct termios oldtio, newtio;

int i, sum = 0, speed = 0;

if ((argc < 5) ||

((strcmp("/dev/ttyS10", argv[1]) != 0) &&

(strcmp("/dev/ttyS11", argv[1]) != 0) &&

(strcmp("/dev/ttyS0", argv[1]) != 0) &&

(strcmp("/dev/ttyS1", argv[1]) != 0) &&

(strcmp("/dev/ttyS5", argv[1]) != 0)))

{

printf("Usage:\tnserial SerialPort FileName FrameMaxSize FrameErrorRate<0-100>\n\tex: nserial /dev/ttyS10 pinguim.gif 256 10\n");

exit(1);

}

char\* nameOfFile = argv[2];

frameMaxSize = atoi(argv[3]);

frameErrorRate = atoi(argv[4]);

/\*

Open serial port device for reading and writing and not as controlling tty

because we don't want to get killed if linenoise sends CTRL-C.

\*/

fd = open(argv[1], O\_RDWR | O\_NOCTTY);

if (fd < 0)

{

perror(argv[1]);

exit(-1);

}

if (tcgetattr(fd, &oldtio) == -1)

{ /\* save current port settings \*/

perror("tcgetattr");

exit(-1);

}

bzero(&newtio, sizeof(newtio));

newtio.c\_cflag = BAUDRATE | CS8 | CLOCAL | CREAD;

newtio.c\_iflag = IGNPAR;

newtio.c\_oflag = 0;

/\* set input mode (non-canonical, no echo,...) \*/

newtio.c\_lflag = 0;

newtio.c\_cc[VTIME] = 0; /\* inter-character timer unused \*/

newtio.c\_cc[VMIN] = 5; /\* blocking read until 5 chars received \*/

/\*

VTIME e VMIN devem ser alterados de forma a proteger com um temporizador a

leitura do(s) pr�ximo(s) caracter(es)

\*/

tcflush(fd, TCIOFLUSH);

if (tcsetattr(fd, TCSANOW, &newtio) == -1)

{

perror("tcsetattr");

exit(-1);

}

globalData = malloc(frameMaxSize\*2);

llopen(10,0);

llwrite(nameOfFile);

llclose(fd);

printf("Closing\n");

// sleep(1);

if (tcsetattr(fd, TCSANOW, &oldtio) == -1)

{

perror("tcsetattr");

exit(-1);

}

close(fd);

return 0;

}

#pragma region ////////Connect

int setConnection()

{

nAlarm = 0;

STOP = FALSE;

printf("\nConnecting...\n");

(void)signal(SIGALRM, sendSetWithAlarm);

sendSetWithAlarm();

//Leitura da mensagem do receptor UA

while (STOP == FALSE && nAlarm < 3)

{ /\* loop for input \*/

if (readUA() == 0)

STOP = TRUE;

}

return 0;

}

int readUA()

{

char buf[1];

printf("\n%s\n", "Waiting for UA...");

int stop = 0;

int flag = 0;

int res = 0;

while (stop == 0)

{ //state machine

if(flag == 0)

res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //flag

int res = read(fd, buf, 1);

if (buf[0] == 0b00000001)

{ //address

int res = read(fd, buf, 1);

if (buf[0] == 0b00000111)

{ //control

int res = read(fd, buf, 1);

if (buf[0] == (0b00000001 ^ 0b00000111))

{ //bcc

int res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //final flag

stop = 1;

}

else

printf("Not the correct final flag\n");

}

else

printf("Not the correct bcc\n");

}

else

printf("Not the correct control\n");

}

else

printf("Not the correct address\n");

}

flag = 0;

if(buf[0] == 0b01111110) //if its a flag

flag = 1;

}

printf("UA received sucessfuly!\n");

return 0;

}

void sendSetWithAlarm() // atende alarme

{

char buf[255];

if (nAlarm < 3)

{

char flag = 0b01111110; //todas as flags teem este valor, slide 10

char address = 0b00000011; //header do emissor, slide 10

char control = 0b00000011; //SET ,slide 7

char bcc = (address ^ control); //XOR dos bytes anteriores ao mesmo

buf[4] = flag;

buf[3] = bcc;

buf[2] = control;

buf[1] = address;

buf[0] = flag;

printf("%s\n", "Sending SET...");

/\* COMMENT

for (size\_t i = 0; i < 5; i++)

{

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(buf[i]));

} \*/

write(fd, buf, 5);

printf("\nalarme # %d\n", nAlarm + 1);

nAlarm++;

}

else

{

printf("\nCan't connect\n");

exit(1);

}

alarm(3);

}

#pragma endregion

#pragma region ////////Transfer Data

int transferData(){

nAlarm = 0;

STOP = FALSE;

printf("\nTransfering Data...\n");

(void)signal(SIGALRM, sendDataWithAlarm);

sendDataWithAlarm();

//Leitura da mensagem do receptor UA

while (STOP == FALSE && nAlarm < 3)

{ /\* loop for input \*/

int res = readDataResponse();

if (res == 0) //Obteve resposta RR cm o dataFrameNum correto

STOP = TRUE;

else if (res == 1){ //Obtever REJ, resend

resend = 1;

STOP = TRUE;

}

}

if(resend == 1){

printf("Resending Data...\n");

transferData();

return 0;

}

dataFrameNum = 1- dataFrameNum;

printf("\nData Transfered with success!\n");

return 0;

}

int sendDataWithAlarm(){

char buf[frameMaxSize\*2];

if (nAlarm < 3)

{

char flag = 0b01111110; //todas as flags teem este valor, slide 10

char address = 0b00000011; //header do emissor, slide 10

char control;

if(dataFrameNum == 0) //S e N(s), slide 7

control = 0b00000000;

else

control = 0b01000000;

char bcc1 = (address ^ control); //XOR dos bytes anteriores ao mesmo

buf[3] = bcc1;

buf[2] = control;

buf[1] = address;

buf[0] = flag;

int i, n = 4;

char bcc2 = 0; //XOR dos bytes de Data

for(i = 0; i < currentDataSize; i++){

if (globalData[i] == 0b01111110 || globalData[i] == 0b01111101)

{

buf[n] = ESC;

buf[++n] = globalData[i] ^ STUFF;

n++;

}

else

{

buf[n] = globalData[i];

n++;

}

bcc2 ^= globalData[i];

}

if (bcc2 == 0b01111110 || bcc2 == 0b01111101)

{

buf[n] = ESC;

buf[++n] = bcc2 ^ STUFF;

}

else

buf[n] = bcc2;

buf[++n] = flag;

printf("%s", "Sending Data...");

int size = ++n;

/\* COMMENT

printf("\n%s%d ->", "Size: ", size);

for (size\_t i = 0; i < size; i++)

{

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(buf[i]));

} \*/

//FER - frame error rate

/\* for( int i = 4; i < size-2; i++){

int random = rand() % 10000 + 1; // 1 -> 10000

if(random <= frameErrorRate)

buf[i] = buf[i] ^ 0x0F;

} \*/

int random = rand() % 100 + 1; // 1 -> 100

if(random <= frameErrorRate)

buf[size-2] = buf[size-2] ^ 0x0F;

write(fd, buf, size);

printf("\nalarme # %d\n", nAlarm + 1);

nAlarm++;

}

else

{

printf("\nCan't transfer the data\n");

exit(1);

}

alarm(3);

}

int readDataResponse(){

char buf[1];

printf("\n%s\n", "Waiting for Response...");

int stop = 0;

int flag = 0;

int res = 0;

resend = 0;

int tempDataFrameNum = 0;

while (stop == 0)

{ //state machine

if(flag == 0)

res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //flag

int res = read(fd, buf, 1);

if (buf[0] == 0b00000001)

{ //address

int res = read(fd, buf, 1);

char controlRR;

char controlREJ;

tempDataFrameNum = 1-dataFrameNum;

if(tempDataFrameNum == 0){ //RR e R = dataFrameNum ,slide 7

controlRR = 0b00000101;

controlREJ = 0b10000001;

}

else{

controlRR = 0b10000101;

controlREJ = 0b00000001;

}

if (buf[0] == controlRR)

{ //control

int res = read(fd, buf, 1);

if (buf[0] == (0b00000001 ^ controlRR))

{ //bcc

int res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //final flag

stop = 1;

}

else

printf("Not the correct final flag\n");

}

else

printf("Not the correct bcc\n");

}

else if(buf[0] == controlREJ){

printf("Received REJ!\n");

return 1;

}

else

printf("Not the correct control\n");

}

else

printf("Not the correct address\n");

}

flag = 0;

if(buf[0] == 0b01111110) //if its a flag

flag = 1;

}

printf("Response received sucessfuly!\n");

return 0;

}

#pragma endregion

#pragma region ////////Disconnect

int disconnect()

{

//Send Disc

nAlarm = 0;

STOP = FALSE;

printf("\nDisconnecting...\n");

(void)signal(SIGALRM, sendDisconnectWithAlarm);

sendDisconnectWithAlarm();

//Leitura da mensagem do receptor Disc

while (STOP == FALSE && nAlarm < 3)

{ /\* loop for input \*/

if (readDisc() == 0)

STOP = TRUE;

}

//Send UA

sendUA();

printf("\nDisconnected sucessfully!\n");

return 0;

}

int sendDisconnectWithAlarm()

{

char buf[255];

if (nAlarm < 3)

{

char flag = 0b01111110; //todas as flags teem este valor, slide 10

char address = 0b00000011; //header do emissor, slide 10

char control = 0b00001011; //DISC ,slide 7

char bcc = (address ^ control); //XOR dos bytes anteriores ao mesmo

buf[4] = flag;

buf[3] = bcc;

buf[2] = control;

buf[1] = address;

buf[0] = flag;

printf("%s\n", "Sending DISC...");

/\* COMMENT

for (size\_t i = 0; i < 5; i++)

{

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(buf[i]));

} \*/

write(fd, buf, 5);

printf("\nalarme # %d\n", nAlarm + 1);

nAlarm++;

}

else

{

printf("\nCan't disconnect\n");

exit(1);

}

alarm(3);

}

int readDisc()

{

char buf[1];

printf("\n%s\n", "Waiting for Disc...");

int stop = 0;

int flag = 0;

int res = 0;

while (stop == 0)

{ //state machine

if(flag == 0)

res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //flag

int res = read(fd, buf, 1);

if (buf[0] == 0b00000001)

{ //address

int res = read(fd, buf, 1);

if (buf[0] == 0b00001011)

{ //control

int res = read(fd, buf, 1);

if (buf[0] == (0b00000001 ^ 0b00001011))

{ //bcc

int res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //final flag

stop = 1;

}

else

printf("Not the correct final flag\n");

}

else

printf("Not the correct bcc\n");

}

else

printf("Not the correct control\n");

}

else

printf("Not the correct address\n");

}

flag = 0;

if(buf[0] == 0b01111110) //if its a flag

flag = 1;

}

printf("Disc received sucessfuly!\n");

return 0;

}

int sendUA()

{

//Send UA back

char buf[255];

int res;

printf("\n%s\n", "Sending UA back...");

char flagUA = 0b01111110; //todas as flags teem este valor, slide 10

char addressUA = 0b00000011; //header do emissor, slide 10

char controlUA = 0b00000111; //UA ,slide 7

char bccUA = (addressUA ^ controlUA); //XOR dos bytes anteriores ao mesmo

buf[4] = flagUA;

buf[3] = bccUA;

buf[2] = controlUA;

buf[1] = addressUA;

buf[0] = flagUA;

/\* COMMENT

for (size\_t i = 0; i < 5; i++)

{

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(buf[i]));

} \*/

res = write(fd, buf, 5);

printf("%s\n", "\nUA sent!");

return 0;

}

#pragma endregion

#pragma region //////APP

int llopen(int porta, int flag){ //TO DO utilizar o port e a flag

printf("\nllopen\n");

//Establish Logic connection

printf("New termios structure set\n");

setConnection();

printf("\nConnection SET!\n");

}

int llwrite(char\* filename){

sendStartOrEnd(filename,1);

sendFileData(filename);

sendStartOrEnd(filename,0);

}

int sendStartOrEnd(char\* filename, int start){

memset(openBuf, 0, 26);

char c; //Slide 23

if(start == 1){

printf("\nSending Start...\n");

c = 2;

} else {

printf("\nSending End...\n");

c = 3;

}

int sizeName = strlen(filename);

char\* str = "./";

char nameDest[sizeName+2];

strcpy(nameDest,str);

strcat(nameDest,filename);

struct stat st;

if(stat(nameDest,&st) == -1){

printf("\nError reading the file\n");

return -1;

}

off\_t fileSize = st.st\_size;

char t1 = 0b00000000; //tamanho ficheiro

char l1 = 0b00000100; //tamanho v

int v1 = (int)(fileSize);

char t2 = 0b00000001; //nome

char l2 = 0b00001011;

char v2[sizeName];

strcpy(v2,filename);

char t3 = 0b00000010;

char l3 = 0b00000100;

int v3 = frameMaxSize;

openBuf[0] = c;

openBuf[1] = t1;

openBuf[2] = l1;

int x = (v1) & 0xFF;

openBuf[3] = (v1 >> 24) & 0xFF;

openBuf[4] = (v1 >> 16) & 0xFF;

openBuf[5] = (v1 >> 8) & 0xFF;

openBuf[6] = (v1) & 0xFF;

openBuf[7] = t2;

openBuf[8] = l2;

openBuf[9] = v2[0];

openBuf[10] = v2[1];

openBuf[11] = v2[2];

openBuf[12] = v2[3];

openBuf[13] = v2[4];

openBuf[14] = v2[5];

openBuf[15] = v2[6];

openBuf[16] = v2[7];

openBuf[17] = v2[8];

openBuf[18] = v2[9];

openBuf[19] = v2[10];

openBuf[20] = t3;

openBuf[21] = l3;

openBuf[22] = (v3 >> 24) & 0xFF;

openBuf[23] = (v3 >> 16) & 0xFF;

openBuf[24] = (v3 >> 8) & 0xFF;

openBuf[25] = (v3) & 0xFF;

currentDataSize = 26;

memset(globalData, 0, frameMaxSize\*2);

memcpy(globalData, openBuf, currentDataSize);

transferData();

if(start == 1)

printf("\nStarted File Data Communication\n");

else

printf("\nEnded File Data Communication\n");

return 0;

}

int sendFileData(char\* filename){

printf("\n\n\nFILE\n\n\n");

FILE \*fileptr;

char \*buffer;

long filelen;

fileptr = fopen(filename, "rb"); // Open the file in binary mode

fseek(fileptr, 0, SEEK\_END); // Jump to the end of the file

filelen = ftell(fileptr); // Get the current byte offset in the file

rewind(fileptr); // Jump back to the beginning of the file

buffer = (char \*)malloc(filelen \* sizeof(char)); // Enough memory for the file

fread(buffer, filelen, 1, fileptr); // Read in the entire file

fclose(fileptr); // Close the file

printf("File len is : %d\n",filelen);

int numFramesToSend = filelen / frameMaxSize;

int bytesLeft = filelen - (numFramesToSend\*frameMaxSize);

if(bytesLeft == 0)

printf("Num of frames to send is %d\n", numFramesToSend);

else

printf("Num of frames to send is %d\n", numFramesToSend+1);

char c = 1;

char n = 0;

unsigned char l2;

unsigned char l1;

if(frameMaxSize > 256){

l2 = frameMaxSize / 256;

l1 = frameMaxSize - (l2\*256);

} else {

l2 = 0;

l1 = frameMaxSize;

} //TO DO

currentDataSize = frameMaxSize;

int j = 0;

for(int i = 0; i < numFramesToSend; i++){

memset(globalData, 0, frameMaxSize\*2);

memcpy(globalData, buffer + j, currentDataSize);

transferData();

j += currentDataSize;

numOfFrame++;

printf("Num of frame %d\n",numOfFrame);

}

if(bytesLeft>0){

currentDataSize = bytesLeft;

memset(globalData, 0, frameMaxSize\*2);

memcpy(globalData, buffer + j, bytesLeft);

transferData();

numOfFrame++;

printf("Num of frame %d\n",numOfFrame);

}

}

int llclose(int fd){

disconnect();

}

#pragma endregion

## reciever.c

/\*Non-Canonical Input Processing\*/

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

#include <termios.h>

#include <stdio.h>

#include <signal.h>

#define BAUDRATE B38400

#define \_POSIX\_SOURCE 1 /\* POSIX compliant source \*/

#define FALSE 0

#define TRUE 1

#define FLAG 0x7e

#define ESC 0x7d

#define STUFF 0x20

#define BYTE\_TO\_BINARY\_PATTERN "%c%c%c%c%c%c%c%c"

#define BYTE\_TO\_BINARY(byte) \

(byte & 0x80 ? '1' : '0'), \

(byte & 0x40 ? '1' : '0'), \

(byte & 0x20 ? '1' : '0'), \

(byte & 0x10 ? '1' : '0'), \

(byte & 0x08 ? '1' : '0'), \

(byte & 0x04 ? '1' : '0'), \

(byte & 0x02 ? '1' : '0'), \

(byte & 0x01 ? '1' : '0')

volatile int STOP = FALSE;

int setProtocol(int fd);

int readSet(int fd);

int sendUA(int fd);

int maxFrameSize = 256; //default value, only for receiving start

char \*data;

int dataFrameNum = 0;

int duplicate = 0;

int isStart = 0;

int dataProtocol(int fd);

int readData(int fd);

int sendRR(int fd);

int sendREJ(int fd);

int disconnectProtocol(int fd);

int readDisc(int fd);

int sendDiscWithAlarm(int fd);

int readUA(int fd);

int llopen(int porta,int flag);

int llread(int fd, char\* buffer);

char\* fileData;

int fileSize;

int cntFileBytesRead = 0;

int ignore = 0;

int numOfFrame = 0;

int saveFileData(int fd);

int writeToFile();

int llclose(int porta);

char\* start;

char\* fileName;

int startSize;

int recieveStart(int fd);

int recieveEnd(int fd);

int nAlarm = 0;

int main(int argc, char \*\*argv)

{

int fd, c, res;

struct termios oldtio, newtio;

if ((argc < 2) ||

((strcmp("/dev/ttyS10", argv[1]) != 0) &&

(strcmp("/dev/ttyS11", argv[1]) != 0) &&

(strcmp("/dev/ttyS0", argv[1]) != 0) &&

(strcmp("/dev/ttyS1", argv[1]) != 0) &&

(strcmp("/dev/ttyS5", argv[1]) != 0)))

{

printf("Usage:\tnserial SerialPort\n\tex: nserial /dev/ttyS11\n");

exit(1);

}

/\*

Open serial port device for reading and writing and not as controlling tty

because we don't want to get killed if linenoise sends CTRL-C.

\*/

fd = open(argv[1], O\_RDWR | O\_NOCTTY);

if (fd < 0)

{

perror(argv[1]);

exit(-1);

}

if (tcgetattr(fd, &oldtio) == -1)

{ /\* save current port settings \*/

perror("tcgetattr");

exit(-1);

}

bzero(&newtio, sizeof(newtio));

newtio.c\_cflag = BAUDRATE | CS8 | CLOCAL | CREAD;

newtio.c\_iflag = IGNPAR;

newtio.c\_oflag = 0;

/\* set input mode (non-canonical, no echo,...) \*/

newtio.c\_lflag = 0;

newtio.c\_cc[VTIME] = 0; /\* inter-character timer unused \*/

newtio.c\_cc[VMIN] = 5; /\* blocking read until 5 chars received \*/

/\*

VTIME e VMIN devem ser alterados de forma a proteger com um temporizador a

leitura do(s) pr�ximo(s) caracter(es)

\*/

tcflush(fd, TCIOFLUSH);

if (tcsetattr(fd, TCSANOW, &newtio) == -1)

{

perror("tcsetattr");

exit(-1);

}

printf("%s\n", "New Termios Structure set");

llopen(fd,1);

llread(fd,data);

llclose(fd);

//sleep(2);

tcsetattr(fd, TCSANOW, &oldtio);

close(fd);

return 0;

}

#pragma region ///////SET

int setProtocol(int fd)

{

//Read Input SET

STOP = FALSE;

while (STOP == FALSE)

{ /\* loop for input \*/

if (readSet(fd) == 0)

STOP = TRUE;

}

sendUA(fd);

return 0;

}

int sendUA(int fd)

{

//Send UA back

char buf[255];

int res;

printf("\n%s\n", "Sending UA back...");

char flagUA = 0b01111110; //todas as flags teem este valor, slide 10

char addressUA = 0b00000001; //header do emissor, slide 10

char controlUA = 0b00000111; //UA ,slide 7

char bccUA = (addressUA ^ controlUA); //XOR dos bytes anteriores ao mesmo

buf[4] = flagUA;

buf[3] = bccUA;

buf[2] = controlUA;

buf[1] = addressUA;

buf[0] = flagUA;

/\* COMMENT

for (size\_t i = 0; i < 5; i++)

{

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(buf[i]));

} \*/

res = write(fd, buf, 5);

printf("%s\n", "\nUA sent!");

return 0;

}

int readSet(int fd)

{

char buf[1];

printf("\n%s\n", "Waiting for SET...");

int stop = 0;

int flag = 0;

int res = 0;

while (stop == 0)

{ //state machine

if(flag == 0)

res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //flag

int res = read(fd, buf, 1);

if (buf[0] == 0b00000011)

{ //address

int res = read(fd, buf, 1);

if (buf[0] == 0b00000011)

{ //control

int res = read(fd, buf, 1);

if (buf[0] == (0b00000011 ^ 0b00000011))

{ //bcc

int res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //final flag

stop = 1;

}

else

printf("Not the correct final flag\n");

}

else

printf("Not the correct bcc\n");

}

else

printf("Not the correct control\n");

}

else

printf("Not the correct address\n");

}

flag = 0;

if(buf[0] == 0b01111110) //if its a flag

flag = 1;

}

printf("SET received sucessfuly!\n");

return 0;

}

#pragma endregion

#pragma region ///////DATA

int dataProtocol(int fd){

//Read Data and then answer

STOP = FALSE;

while (STOP == FALSE)

{ /\* loop for input \*/

int res = readData(fd);

if (res == -1) // has received Disc

STOP = TRUE;

else if (res == 1) // bcc2 detected errors

sendREJ(fd);

else{

sendRR(fd);

if(isStart == 1)

STOP = TRUE;

if(duplicate == 0 && isStart == 0) //discard data if duplicate

saveFileData(fd);

}

}

return 0;

}

int readData(int fd){

memset(data, 0, maxFrameSize\*2);

char tmpData[maxFrameSize\*2];

char buf[1];

printf("\n%s\n", "Waiting for Data...");

int flag = 0;

int stop = 0;

int res = 0;

int control;

char bcc2;

duplicate = 0;

while (stop == 0)

{ //state machine

if(flag == 0)

res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //flag

int res = read(fd, buf, 1);

if (buf[0] == 0b00000011)

{ //address

int res = read(fd, buf, 1);

if(dataFrameNum == 0){ //S e N(s), slide 7

control = 0b00000000;

if(buf[0] == 0b01000000)

duplicate = 1;

}

else{

control = 0b01000000;

if(buf[0] == 0b00000000)

duplicate = 1;

}

if (buf[0] == control)

{ //control

int res = read(fd, buf, 1);

if (buf[0] == (0b00000011 ^ control))

{ //bcc1

//DATA

int receiving = 0;

int i = 0;

int res = read(fd, buf, 1);

bcc2 = buf[0];

while(receiving == 0){

int res = read(fd, buf, 1);

if (buf[0] == 0b01111110){ //final flag

receiving = 1;

stop = 1;

} else {

tmpData[i] = bcc2;

bcc2 = buf[0];

/\* COMMENT

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(tmpData[i])); \*/

}

i++;

}

char stuffflag = STUFF ^ FLAG;

char stuffesc = STUFF ^ ESC;

if (tmpData[i-2] == ESC)

{

i--;

if(bcc2 == stuffflag)

{

bcc2 = FLAG;

}

else if (bcc2 == stuffesc)

{

bcc2 = ESC;

}

}

int xor = 0, n = 0, j;

for(j = 0; j < (i-1); j++)

{

if (tmpData[j] == ESC)

{

j++;

if(tmpData[j] == stuffflag)

{

data[n] = FLAG;

}

else if (tmpData[j] == stuffesc)

{

data[n] = ESC;

}

}

else

data[n] = tmpData[j];

xor ^= data[n];

n++;

}

/\* COMMENT

printf("\nData after Destuffing:\n");

for(int w = 0; w < n; w++)

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(data[w])); \*/

if(bcc2 != xor){

printf("BCC2 shows errors in data fields!\n");

return 1;

}

}

else

printf("Not the correct bcc1\n");

}

else if(duplicate == 1){

dataFrameNum = 1-dataFrameNum; //para pedir de novo a trama seguinte visto que esta era duplicate

printf("Data was a Duplicate\n");

return 0;

}

else

printf("Not the correct control\n");

}

else

printf("Not the correct address\n");

}

flag = 0;

if(buf[0] == 0b01111110) //if its a flag

flag = 1;

}

printf("\n\*\*Data received sucessfuly!\*\*\n");

return 0;

}

int sendRR(int fd){

//Send RR back

char buf[255];

int res;

printf("\n%s\n", "Sending RR back...");

char flagRR = 0b01111110; //todas as flags teem este valor, slide 10

char addressRR = 0b00000001; //header do emissor, slide 10

char controlRR;

dataFrameNum = 1-dataFrameNum;

if(dataFrameNum == 0) //RR e R = dataFrameNum ,slide 7

controlRR = 0b00000101;

else

controlRR = 0b10000101;

char bccRR = (addressRR ^ controlRR); //XOR dos bytes anteriores ao mesmo

buf[4] = flagRR;

buf[3] = bccRR;

buf[2] = controlRR;

buf[1] = addressRR;

buf[0] = flagRR;

/\* COMMENT

for (size\_t i = 0; i < 5; i++)

{

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(buf[i]));

} \*/

res = write(fd, buf, 5);

printf("\nRR with R = %d sent!\n", dataFrameNum);

return 0;

}

int sendREJ(int fd){

//Send REJ back

char buf[255];

int res;

printf("\n%s\n", "Sending REJ back...");

char flagREJ = 0b01111110; //todas as flags teem este valor, slide 10

char addressREJ = 0b00000001; //header do emissor, slide 10

char controlREJ;

if(dataFrameNum == 0) //REJ e R = dataFrameNum ,slide 7

controlREJ = 0b00000001;

else

controlREJ = 0b10000001;

char bccREJ = (addressREJ ^ controlREJ); //XOR dos bytes anteriores ao mesmo

buf[4] = flagREJ;

buf[3] = bccREJ;

buf[2] = controlREJ;

buf[1] = addressREJ;

buf[0] = flagREJ;

/\* COMMENT

for (size\_t i = 0; i < 5; i++)

{

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(buf[i]));

} \*/

res = write(fd, buf, 5);

printf("\nREJ with R = %d sent!\n", dataFrameNum);

return 0;

}

#pragma endregion

#pragma region ///////DISC

int disconnectProtocol(int fd)

{

//Read Disc

STOP = FALSE;

while (STOP == FALSE)

{ /\* loop for input \*/

if (readDisc(fd) == 0)

STOP = TRUE;

}

//Send Disc

nAlarm = 0;

STOP = FALSE;

printf("\nDisconecting...\n");

(void)signal(SIGALRM, sendDiscWithAlarm);

sendDiscWithAlarm(fd);

//Read UA

while (STOP == FALSE && nAlarm < 3)

{ /\* loop for input \*/

if (readUA(fd) == 0)

STOP = TRUE;

}

printf("\nDisconnected Sucessfully!\n");

return 0;

}

int readDisc(int fd)

{

char buf[1];

printf("\n%s\n", "Waiting for DISC...");

int stop = 0;

int flag = 0;

int res = 0;

while (stop == 0)

{ //state machine

if(flag == 0)

res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //flag

int res = read(fd, buf, 1);

if (buf[0] == 0b00000011)

{ //address

int res = read(fd, buf, 1);

if (buf[0] == 0b00001011)

{ //control

int res = read(fd, buf, 1);

if (buf[0] == (0b00000011 ^ 0b00001011))

{ //bcc

int res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //final flag

stop = 1;

}

else

printf("Not the correct final flag\n");

}

else

printf("Not the correct bcc\n");

}

else

printf("Not the correct control\n");

}

else

printf("Not the correct address\n");

}

flag = 0;

if(buf[0] == 0b01111110) //if its a flag

flag = 1;

}

printf("DISC received sucessfuly!\n");

return 0;

}

int sendDiscWithAlarm(int fd)

{

char buf[255];

if (nAlarm < 3)

{

//Send Disc back

int res;

printf("\n%s\n", "Sending DISC back...");

char flag = 0b01111110; //todas as flags teem este valor, slide 10

char address = 0b00000001; //header do emissor, slide 10

char control = 0b00001011; //UA ,slide 7

char bcc = (address ^ control); //XOR dos bytes anteriores ao mesmo

buf[4] = flag;

buf[3] = bcc;

buf[2] = control;

buf[1] = address;

buf[0] = flag;

/\* COMMENT

for (size\_t i = 0; i < 5; i++)

{

printf(" " BYTE\_TO\_BINARY\_PATTERN, BYTE\_TO\_BINARY(buf[i]));

} \*/

res = write(fd, buf, 5);

printf("%s\n", "\nDISC sent!");

printf("\nalarme # %d\n", nAlarm + 1);

nAlarm++;

}

else

{

printf("\nCan't connect\n");

exit(1);

}

alarm(3);

}

int readUA(int fd)

{

char buf[1];

printf("\n%s\n", "Waiting for UA...");

int stop = 0;

int flag = 0;

int res = 0;

while (stop == 0)

{ //state machine

if(flag == 0)

res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //flag

int res = read(fd, buf, 1);

if (buf[0] == 0b00000011)

{ //address

int res = read(fd, buf, 1);

if (buf[0] == 0b00000111)

{ //control

int res = read(fd, buf, 1);

if (buf[0] == (0b00000011 ^ 0b00000111))

{ //bcc

int res = read(fd, buf, 1);

if (buf[0] == 0b01111110)

{ //final flag

stop = 1;

}

else

printf("Not the correct final flag\n");

}

else

printf("Not the correct bcc\n");

}

else

printf("Not the correct control\n");

}

else

printf("Not the correct address\n");

}

flag = 0;

if(buf[0] == 0b01111110) //if its a flag

flag = 1;

}

printf("UA received sucessfuly!\n");

return 0;

}

#pragma endregion

#pragma region //////APP

int llopen(int porta,int flag){

setProtocol(porta);

}

int llread(int fd, char\* buffer)

{

data = malloc(maxFrameSize\*2);

recieveStart(fd);

data = malloc(maxFrameSize\*2);

fileData = malloc(fileSize);

dataProtocol(fd);

writeToFile();

}

int saveFileData(int fd){ //TO DO receber tudo em pacotes de aplicacoa

printf("Trying to save\n");

int numOfFrames = fileSize / maxFrameSize;

int bytesLeft = fileSize - (numOfFrames\*maxFrameSize);

int bytes = 0;

if(cntFileBytesRead < fileSize){

if(cntFileBytesRead != (fileSize-bytesLeft)){

memcpy(fileData + cntFileBytesRead, data, maxFrameSize);

cntFileBytesRead += maxFrameSize;

bytes = maxFrameSize;

} else {

memcpy(fileData + cntFileBytesRead, data, bytesLeft);

cntFileBytesRead += bytesLeft;

bytes = bytesLeft;

}

numOfFrame++;

printf("SAVED DATA -> %d | Total Bytes read %d | Num of frame %d\n", bytes, cntFileBytesRead, numOfFrame);

} else{

printf("Data ignored %d\n", cntFileBytesRead);

if(recieveEnd(fd) == 0)

STOP = TRUE;

}

}

int writeToFile(){

printf("Writing file data to File:");

int sizeName = strlen(fileName);

char\* str = "./received";

char nameDest[sizeName+2];

strcpy(nameDest,str);

strcat(nameDest,fileName);

printf(" %s\n", nameDest);

FILE \*fp;

fp = fopen(nameDest, "w+");

fwrite(fileData,1,fileSize,fp);

fclose(fp);

}

int recieveStart(int fd)

{

printf("\nRecieving START...\n");

isStart = 1;

dataProtocol(fd);

char c = data[0];

if(c != 2){

printf("Not a start frame");

return 1;

}

//FILE SIZE

char \*v1;

int t1 = data[1]; //type

int l1 = data[2]; //length

startSize = 3;

v1 = malloc(l1);

for (int i = 0; i < l1; i++)

{

v1[i] = data[startSize]; //value

startSize++;

}

int aux0;

if(v1[0] < 0)

aux0 = (v1[0] & 0xFFFF) ^ 0xFF00;

else

aux0 = v1[0];

int aux1;

if(v1[1] < 0)

aux1 = (v1[1] & 0xFFFF) ^ 0xFF00;

else

aux1 = v1[1];

int aux2;

if(v1[2] < 0)

aux2 = (v1[2] & 0xFFFF) ^ 0xFF00;

else

aux2 = v1[2];

int aux3;

if(v1[3] < 0)

aux3 = (v1[3] & 0xFFFF) ^ 0xFF00;

else

aux3 = v1[3];

fileSize = (aux0 << 24) | (aux1 << 16) | (aux2 << 8) | (aux3);

printf("File size is %d\n",fileSize);

//FILE NAME

int t2 = data[startSize];

int l2 = data[++startSize];

startSize++;

fileName = malloc(l2);

for (int i = 0; i < l2; i++)

{

fileName[i] = data[startSize]; //value

startSize++;

}

printf("Name is %s\n", fileName);

//MaxFrameSize

char \*v3;

int t3 = data[startSize]; //type

int l3 = data[++startSize]; //length

startSize++;

v3 = malloc(l3);

for (int i = 0; i < l3; i++)

{

v3[i] = data[startSize]; //value

startSize++;

}

if(v3[0] < 0)

aux0 = (v3[0] & 0xFFFF) ^ 0xFF00;

else

aux0 = v3[0];

if(v3[1] < 0)

aux1 = (v3[1] & 0xFFFF) ^ 0xFF00;

else

aux1 = v3[1];

if(v3[2] < 0)

aux2 = (v3[2] & 0xFFFF) ^ 0xFF00;

else

aux2 = v3[2];

if(v3[3] < 0)

aux3 = (v3[3] & 0xFFFF) ^ 0xFF00;

else

aux3 = v3[3];

maxFrameSize = (aux0 << 24) | (aux1 << 16) | (aux2 << 8) | (aux3);

printf("Max frame size is %d\n",maxFrameSize);

printf("\nSTART Recieved!\n");

start = malloc(startSize);

strcpy(start, data);

isStart = 0;

return 0;

}

int recieveEnd(int fd)

{

printf("\nRecieving End...\n");

char c = data[0];

if(c != 3){

printf("Not a end frame");

return 1;

}

if (strncmp(start+1, data+1, startSize-1) != 0)

{

printf("\nEND different from START\n");

return 1;

}

printf("\nEND Recieved and value is correct!\n");

return 0;

}

int llclose(int porta){

disconnectProtocol(porta);

}

#pragma endregion

# Anexo II - Gráficos

## Variação de Frame Error Ratio
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## 

## Variação do Tamanho das Tramas

## 

## Variação da Capacidade de Ligação (Baudrate)

![](data:image/png;base64,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)

## Variação do Tempo de Propagação

## 