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一、词法分析

词法分析这部分比较容易，刚开始写的时候根据书上的算法就能很清晰容易地写出来。其中有几点需要注意：

1. 字母包含下划线\_

2. 整数不能有前0（这部分我容错处理了）

3. 字符和字符串存储的时候要加上 ’ ’和 “ ” 一起，这样后期处理比较方便。

二、语法分析

语法分析部分书上也有部分代码示例，我就模仿书上的代码写完了这部分内容，逻辑也是比较清楚的，不是很难，但是代码量很大。

这部分我遇到的问题是读到某些单词之后需要进行回溯，但是我词法分析的时候采用的是infile.get()函数，文件指针回指不是很方便，一开始是准备改词法分析那边的读文件的方式，后来思考了一下，有回溯的只有很少的几种情况，以int /char 标识符 开头的可能是变量定义，也可能是函数；以标识符开头的可能是单个的标识符，也有可能是数组或者函数调用。因为我的词法分析str只能存储当前的单词，前面的会被覆盖掉，这就出现了想要回溯的时候无法找到之前内容的情况。于是，我就开了一个小型的string 类型的数组，一旦遇到int 或者char 或者标识符，我就将它们首先存进string数组中，这样在回溯的时候，首先直接在数组中寻找就可以了。

三、符号表管理

符号表管理这部分我写得比较简单，采用了一个无序表来存储。符号表的数据结构包括了名字，种类，类型，常量的值，参数个数或者数组大小，层数，在函数中的相对位置。

这边我一共遇到了三个问题：

1. 查找符号表的时候如何区分两个相同名字的变量或者常量是重复命名，不允许存在；还是在两个不同的函数中，可以存在。（这部分的解决方法是将函数名也存储到符号表中，查表的时候从后往前查，在遇到第一个函数名，即该变量或常量所属的函数前，若发现有相同的名字，那就是重复命名。如果是在遇到的第一个函数名之后发现有相同的名字，那就是属于不同的函数，这种情况可以存在，将常量或者变量加入符号表。）

2. 刚开始的时候，我没有写在函数中的相对位置，直到生成目标代码的时候发现需要使用到在函数中的相对位置，于是从头开始，给每个加入符号表的常量或者变量又加上了相对位置，思路很简单，但是要修改的地方非常多，很麻烦。

3. 生成四元式的过程中会产生一些临时变量，这些临时变量在生成目标代码的时候也要被使用，于是就在生成四元式的过程中又往符号表中插入了一些临时变量。

四、语义分析和四元式生成

这部分真的是有点难了，刚开始的时候不知道怎么下手，开始写之后又遇到了很多问题，后来又因为没有具体记录每种四元式的存储内容代表什么，在生成目标代码的时候带来了极大的不便。

就四元式生成而言，我认为以下两个问题还是值得注意的：

1. 表达式的四元式生成

生成四元式的过程中很多地方都涉及到表达式，表达式部分的四元式生成是一个很重要的难点。表达式还涉及到项和因子，首先是因子部分，因子包含多种情况，如果有数组，直接先生成一个使用数组的四元式，然后将存储数组的中间变量返回，传递到项中去；同理，函数调用的情况，将中间变量返回；如果是整数，要将负数特殊处理一下，也要先生成一个四元式处理负数，然后将中间变量返回；如果是标识符，就直接将标识符返回给项。项利用因子传递过来的返回值，生成含有乘除运算符的四元式，并且将存储结果的中间变量返回给表达式。同理，表达式利用项传递过来的返回值，生成含有加减运算符的四元式，并且最终返回一个中间变量。

2. 另一个比较难的地方是label的设置

在if、do-while、switch这类语句中会涉及到跳转语句，跳转位置就需要设置标签来标记了。

在处理if语句的时候，已进入if语句，就生成一个新的label，存储在一个全局的string label里面，然后将if的条件生成四元式，然后生成BZ label这条四元式，它的含义是，不满足就跳转。在处理完if之后，将刚刚生成的label设置在这里。这整个的含义是，进入if之后先判断是否满足条件，如果不满足，直接跳转到if结束后面的label，不执行if内部的四元式。

但是，如果出现多层循环嵌套就会出现label混乱的情况，例如：在一个if里面嵌套另一个do-while，生成四元式的过程是这样的，首先在进入外层if的时候生成label1，此时label = label1；然后在进入内层do-while的时候生成label2，此时label = label2，在此处设置label；结束内层do-while的时候，BZ label，此时label = label2；结束外层if的时候设置外层label，但是，此时的全局变量label已经被改变了，不是label1了，这就会出现label混乱的情况。

我采用的处理方法是，将全局变量label改成局部变量，然后在函数中添加一个参数，用来传递label，这样就避免了刚刚描述的那种情况了。

五、目标代码生成

目标代码生成这部分就很难了，主要是运行栈的设计和数组的处理。

代码运行最开始的时候，将$fp = $sp，然后根据符号表中的顺序存储局部常量，局部变量和临时变量，在存储之前，需要为这些常量或者变量在运行栈中开出一段空间（通过$sp向下移动来实现开空间，通过符号表中存储的相对位置和与$fp之间的偏移量来找到应该存储的位置）。遇到函数调用的时候，首先记录此处的$sp，然后再给调用函数的参数开一段内存，接着存储之前记下的$sp，$fp，$ra。此时再将$fp = $sp，首先存储一下该函数的参数，然后与之前过程相同存储局部常量变量等等，如果改函数调用内部还有函数调用。在函数执行结束之后，跳转到$ra所指的指令，恢复$sp， $fp，继续执行下面的指令。需要注意的是，函数执行的结果存放在$v0里面，该寄存器不能用作其他功能。

另一个需要注意的就是数组了，第一数组在进行存储的时候不能像其他常量或者变量一样开空间的时候之间-4，而是要计算数组的大小，然后在修改$sp的值。第二，在进行数组赋值或者数组使用的时候，需要通过下标计算具体的存储位置，需要注意的是，如果数组是全局变量（即存在.data里面），注意随着下标的增加，在内存中的位置是不断增大的；而如果是局部变量（即存在运行栈中），随着下标的增加，在内存中的位置是不短减小的。

六、错误处理

错误处理这一部分，我认为没有什么难点，只要注意一下处理完错误之后应该读到哪个有效字符就可以了。但是，错误处理涉及语法错误和语义错误这两部分，其中语法错误有很多种情况，非常繁琐，需要花大量的时间来写。

七、代码优化

1. 消除公共子表达式

关于消除基本块内公共子表达式，书上给的算法是先划分基本块，然后再利用DAG图消除局部公共子表达式，我认为对于我们目前写的编译器其实有更加简单的做法。

首先，对于基本块，其实是可以不用划分的，通过大量四元式的分析，我发现其实能够划分在同一个基本块中并且有公共子表达可以消除的，只有和+ - \* / = 有关的四元式，而且这些四元式一定是连在一起的。所以我们可以直接用两个循环来实现和划分基本块一样的功能。其次，对于消除公共子表达式，我们可以通过操作符一样，两个源操作数一样来确定这是两个相同的子表达式，值得注意的是两个源操作数不能被二次修改，并且这些判断是在同一个函数内部进行的。

找到相同的子表达式之后，将对应的使用的目标变量替换，并且删除该公共子表达式。

2.活跃变量分析

逆向遍历四元式，用数组来存储活跃变量，用邻接矩阵来存储各活跃变量之间的联系。

根据use和def来增减活跃变量数组中的值，每加进去一个活跃变量，就将它与数组中的其他活跃变量连接起来（在邻接矩阵中找到对应的下标，将元素置1，表示有连接）。要注意循环和分支的情况，循环和分支可能会删掉一些不该删除的活跃变量，所以，可以将遇到的循环和分支中的活跃变量单独处理，存在一个单独的数组中，然后将该数组中的值加进之前的数组中。

最后得到的邻接矩阵就是一个冲突图了，graph[i][j] = 1，表示活跃变量数组中的i和j下标所对应的活跃变量冲突。

3.全局寄存器分配（着色算法）

该算法参照课本376页的算法15.1，此处不再赘述。实现起来还是比较简单的。

总之，冲突图的构建是优化部分最难的内容了。