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Ex-1: Show that if unions are performed by height, then the depth of any tree is O(log(N)).

The height tree is almost the same as the size tree. Since the new unionized tree is placed into a tree that is at least twice as deep as before (mentioned in page 337), and the depth grows at log(N) pace. Since the find function takes O(log(N)), it can be said that the entire tree is at most log(N) depth.

Ex-2: Write the code to implement the Kruskal’s minimum spanning tree. Test the code for the graph of figure 9.84 (page 420). The code also should display the total cost of all paths of this minimum spanning tree.
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Code:

|  |
| --- |
| import java.util.\*;  public class Kruskal {  public static ArrayList<Edge> kruskal(List<Edge> edges, int numberOfVertices) {  DisjointSet set = new DisjointSet(numberOfVertices);  PriorityQueue<Edge> pq = new PriorityQueue<Edge>(edges);  ArrayList<Edge> minSpanTree = new ArrayList<Edge>();    while(minSpanTree.size() != numberOfVertices - 1) {  Edge edge = pq.remove();  int uset = set.find(edge.getVert1());  int vset = set.find(edge.getVert2());  if (uset != vset) {  minSpanTree.add(edge);  set.union(uset, vset);  }  }  return minSpanTree;  }    public static int totalCost(ArrayList<Edge> edges) {  int cost = 0;  for (Edge edge: edges) {  cost += edge.getWeight();  }  return cost;  }    public static void main(String[] args) {  ArrayList<Edge> edges = new ArrayList<Edge>();  final int A = 0;  final int B = 1;  final int C = 2;  final int D = 3;  final int E = 4;  final int F = 5;  final int G = 6;  final int H = 7;  final int I = 8;  final int J = 9;  edges.add(new Edge(A, B, 3));  edges.add(new Edge(A, D, 4));  edges.add(new Edge(A, E, 4));  edges.add(new Edge(B, C, 10));  edges.add(new Edge(B, E, 2));  edges.add(new Edge(B, F, 3));  edges.add(new Edge(C, F, 6));  edges.add(new Edge(C, G, 1));  edges.add(new Edge(D, E, 5));  edges.add(new Edge(D, H, 6));  edges.add(new Edge(E, F, 11));  edges.add(new Edge(E, H, 2));  edges.add(new Edge(E, I, 1));  edges.add(new Edge(F, G, 2));  edges.add(new Edge(F, I, 3));  edges.add(new Edge(F, J, 11));  edges.add(new Edge(G, J, 8));  edges.add(new Edge(H, I, 4));  edges.add(new Edge(I, J, 7));  ArrayList<Edge> mintree = kruskal(edges, 10);  for (Edge edge: mintree) {  System.out.println(edge.toString());  }  System.out.println(totalCost(mintree));  }  }  class Edge implements Comparable<Edge> {  private int u;  private int v;  private int weight;    public Edge(int vertex1, int vertex2, int weight) {  u = vertex1;  v = vertex2;  this.weight = weight;  }    public int getVert1() {  return u;  }    public int getVert2() {  return v;  }    public int getWeight() {  return weight;  }  public int compareTo(Edge edge) {  if (this.weight < edge.getWeight()) {  return -1;  } else if (this.weight > edge.getWeight()) {  return 1;  } else {  return 0;  }  }    public String toString() {  return u + " --> " + v + " Cost: " + weight;  }  }  class DisjointSet {  private int[] set;  public DisjointSet(int numberOfElements) {  this.set = new int[numberOfElements];  for (int i = 0; i < set.length; i++) {  set[i] = -1;  }  }  public void union(int root1, int root2) {  if (set[root2] < set[root1]) {  set[root1] = root2;  } else {  if (set[root1] == set[root2]) {  set[root1]--;  }  set[root2] = root1;  }  }  public int find(int x) {  if (set[x] < 0) {  return x;  } else {  return set[x] = find(set[x]);  }  }  } |

Console:

![](data:image/png;base64,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)

Ex-3: Section 8.7 described the generating of mazes. Suppose we want to output the path in the maze. Assume that the maze is represented as a matrix; each cell in the matrix stores information about what walls are present (or absent).

a. Write a program that computes enough information to output a path in the maze. Give output in the form SEN... (representing south, then east, then north, etc.).

Code:

|  |
| --- |
| import java.util.\*;  public class Maze {  class Cell {  boolean north, east, south, west = false;  int number;  public Cell(int number) {  this.number = number;  }  }  private Cell[][] cells;  private DisjointSet set;  int prev;  public Maze(int rows, int cols) {  cells = new Cell[rows][cols];  set = new DisjointSet(rows \* cols);  int count = 0;  int prev = 0;  for (int i = 0; i < cells.length; i++) {  for (int j = 0; j < cells[0].length; j++) {  cells[i][j] = new Cell(count);  }  }  for (int i = 0; i < cells.length; i++) {  for (int j = 0; j < cells[0].length; j++) {  set.union(maze[i][j].number, maze[i++][j]);  }  }  }    public String getPath() {  return "";  }    public static void main(String[] args) {  Maze maze = new Maze(2, 2);  System.out.println(maze.getPath());  }  } |

(Extra Credit)

b. Write a program that draws the maze and, at the press of a button, draws the path.