CS146Section8Lab3 Name: Michael Huang Due Date: February 24th, 2016

Ex-1: Given two sorted lists, L1 and L2, write a procedure to compute intersection of L1 and L2 using only the basic list operations. Test your code!

Code:

import java.util.List;

import java.util.ArrayList;

public class Intersection {

public static <T> ArrayList<T> intersect(List<T> l1, List<T> l2) {

ArrayList<T> list = new ArrayList<T>();

for (T element: l1) {

if (l2.contains(element) && !list.contains(element)) {

list.add(element);

}

}

return list;

}

public static void main(String[] args) {

List<Integer> a = new ArrayList<Integer>();

List<Integer> b = new ArrayList<Integer>();

a.add(1);

a.add(2);

a.add(3);

a.add(4);

b.add(1);

b.add(3);

b.add(4);

b.add(4);

b.add(5);

b.add(6);

System.out.println(a);

System.out.println(b);

System.out.println("Intersection: " + intersect(a, b));

}

}

Console output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAL8AAAA2CAIAAAAZN99BAAAAAXNSR0IArs4c6QAABbpJREFUeF7tXL1u4kAQ3pzuMUwUiZcwipSGLt0VHCeloklHlSIdRboUVHRpqFIgejqaSBF+CXQo+DVOutkfe+1g49ld/7LrAkXRzu7szOeZ/fk8V79+/yGEHP4e4Pcn+Qe/7nEWQFrgB7Kda+YscGoBhx6HCn0L5KGnP3nb8Gc21O+97ZLDmZjk26Tfdl3bqN+Z2BOup/fwvGxjvQWkNPEkAanjq9jRm42OOJ8DV0Hqv32hM5yuwza6pgM64TMXuO+ZvGpbuj957q2or8BZZPSs/K5zR2uLU1cMZ4tBGDiklAdLPHrAfY/LvfbI++WjiGL7r5B4vRvtnkAw/FJXZDh78tav70eTcZ1s2gJ49JRmuf61R4JPmQ+xHYvctRjspolsipTm2DFAP3Icu5rVjh5IH6Nwru5+QqLcteotVJfygB0yN4mcdoECPdta0UMXreDG5EIcrahsuP0MiHetsEfqT8Y+8Z/Y9mox8tif+itvDY0vVqQM9LCUUrgRA+jQqHMKHZy49MDw1g93H/HCp1gcllxixc33V8H83mgJd7FgUJ4YHj182RG9u0m4HI6wj/Fvz54LwZYL3vooAqTQhhGH/ZI4mdlsxsdpMgmhxJXt4gQwFrjKueeCSAH7c+RSAVxrkpCaFWenQPi5YoxqTRt87Mk2CTt/g+2MxjaIdtisuDVermqiZ2IPTVLwwCpBZ4dUlcKl9kujnk97hHN1ZJwtdfyud5aHnq7Py+lfhwVMM1cdOrox2moBh562eqYLetnN0GjWQ93nh9TH0KiEYqHo/u8MDay4JJfoM55OsdJ9fgg+cxkyNOJrKk2GBnW0IcXCTJyeUPNHfQtK0QeHnFz8gjZ3ePQYMjTSr3kDFIsGGRrDhxG5yAt+PHqwUT6/XZMUC3OGhrhm1bhfBUpKuPu6E1TfS7qfrRM9zVEsTBka8p6VEiMXhTfCJ2+QNxqTV5a35qEGsdL8za2mhzrRE82gbopFmQyN/ccOmJEq/BA26zBOXDB5Q2JlNUDQ6rUM9BRzJNKqlUuxKB79LEOjWDylPCxhIA2p8EMIAcSR0QOnIFAkh8eDlq/aJ4RHjxlDozqKhSFDAyUud+z0QliZH7Jfvq69iJ0WXhDJ0TE0HD9EP6bhY0/2GM1SLDo9ur7TWiNpN0OjWTd0nx/iGBrNIqjbo5tmrm7P3mlvZgGHHjP72S19oehhy2n1I2FVLHSk0khlVJBM9CTIFMWMBGrB6v2U59dmR2enyKVWGqmEx1IZFSQTPXy0ecC+m9NhJKi+w6W3Z8fL6kwKcz26z2NRsQE+c4FdZpOoJhS/KGaBW34fKL/vTbCp4rCUko+jVaKlvHzOEofhEu8l7TVv9LhZKiJm9JkxI2E6xeuLhMG7zmNRwQ4hePRAv/6Il+CZBx67t2FvePRtryQ+AQtLlOqBpuRJosIfRBfNgfj0FK6N4OPkNGsqW1wcCScIWjmjcxpaus4Q/QoaSm+I+j+eVOn7jNSMV0nrJnksqhNSQk8gal+wu6Hch1ZYicgw4nMp0TZYiRIo4GCeVqAn2jQZJbLF6c3q+l29bAsbuX838OKx98uVvOXOmREDYBOJD5Rtjseiih3F2IPr/qbniaVkMRNTXH9/3srVuYo4TqFutqqbx6JjJaXYkzkAKwWWJLxQBktESECqBO8bpBqezbLFIUhldnoyetaIlJTjj0WxOwxHQn/dkz9h1T7L5bEgHaHY7MyOHb7R5QmoYD++fad8O1bigi9xti/TiJAQ/y9brcRSVtaEyhSHIJXsNFG48vvovM90rQ+QBk4f15EugKojpreVx6IIC2Rzd8+FNFRmM6XqGxdIBTHPXCbWt0W2WSZJdVZ2scfEtqweWvsrjVRGBXHoMUGP7bIuc9mOAJP5O/SYWM92WYce2xFgMn+HHhPr2S7r0GM7Akzm79BjYj3bZR16bEeAyfwdekysZ7vsf1raykwDvwblAAAAAElFTkSuQmCC)

Ex-2: Given two sorted, L1 and L2, write a procedure to compute union of L1 and L2 using only the basic list operations. Test your code!

Code:

import java.util.List;

import java.util.ArrayList;

public class Union {

public static <T> ArrayList<T> union(List<T> l1, List<T> l2) {

ArrayList<T> list = new ArrayList<T>();

for (T element : l1) {

if (!list.contains(element)) {

list.add(element);

}

}

for (T element : l2) {

if (!list.contains(element)) {

list.add(element);

}

}

return list;

}

public static void main(String[] args) {

List<Integer> a = new ArrayList<Integer>();

List<Integer> b = new ArrayList<Integer>();

a.add(1);

a.add(2);

a.add(3);

a.add(4);

b.add(1);

b.add(3);

b.add(4);

b.add(4);

b.add(5);

b.add(6);

System.out.println(a);

System.out.println(b);

System.out.println("Union: " + union(a, b));

}

}

Console output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAL0AAAA2CAIAAAAdwg98AAAAAXNSR0IArs4c6QAABPRJREFUeF7tXLtOKzEQNfc7FnSlfAPSRkg06ehXKajS0KWioEtBlyJVOppUt4jSp6NBQtmfiITIfgjjxz5yIRt7do293tkKIY89njn2jO2Tubi+vmb0kQUMLfDHsD01JwtwCxBuCAcYCxS4GUxetvKbjTAddUNmNFOTfJkMuqGxp1pW95tsM72D7/m10FWBCYmkEooYLxUu3m4x4nIOUoVS/9dnPsPpJvPUHZ1RqyZOgeOe2Bxt48Hk6XLNvQRuYsmT8fqWLkaLcw+MZsthlhJGLKCxBjfguIfVHj3mfvWgdq79Z8aiy7/onkAw+zRXZDR7jDbzf4cm45LsCQv8Rl48uIpY+l5GP11nqEi1HO6mldipKS1R0wD3muP0tJl93ECwSLKFueMZyyPV+nJpmqwDatiiyW7ZUzhoT9subnhaCg6sptrampUNX99TFl0ZnH8Gk3HM4kdxdFomkfgTn1sjNA5fBIUbEUDOHrIANHyn+Q4aPfHS9qObONu9FQnOeXFIrVROLc9O6eKuUaoWPgyMZ1h/nqqs1ypQPg5wRolvau954DgFKz1f9Uc40xGHs5C6adlux4dpNeRoiRsbggSMLHCRv0/B7gCnbs2UAJzaJPy4FRe3OvpzNTJnbxobxylxkwZHFcQRp7iIcybeG7dan2h1v+EpJHyQDWBOP9ZVbWMAvtPFvCO4G9fcW9sYNrw+CtyENzWakUULGMcpi7pQ192xAOGmO77ySdOe8Sjcmj4gFodFHoUVIoSh4//nUeiKlxQQPCPpO0oCYnHY41EUz0tIHgV3cUMiRDNxfsssP/PjJccdXFdK8RAPbvZ4FMdL2wERwiGPYnSfsLAf463mxS6JEM15FOphFPEiCsSRbPd5q4i3Qb6oWsWNOyJEUx5F+TLKyYrLs2+43/KmKBmzuYhSiwxBdtTNw5y1s4qbfFa/TYRok0exf9sBW9GExSFmnRVhCibfkOzoDBw1A6Nwc57JcDxiu0SI86PX8ijOix8pD6kKBB0TFgdjgDWW3Eu6AMdwdvjw0fdNdLLGo7BHhGjIo9ASL8/h/A3WmMWxX803Uc4by0IkHvaQR0EsjiYbjZI1jlOd5lG4Vb4Fd3nTRc94FG7tHhCLg3gUbqHU1dGN41RXJ0p6t2oBwk2r5uxNZyjciPTS/A7V1Kj9KJFhapV222OpHQI3IFw+onBv2ceE5ux7UCJD0xKqtEb+4yCch9qjdqD2G3Efa04u0LXQ6XZ9L5HhD7Wj/r54NsmrKRX7UQHZI8RXeE75/6HhD+Jqe0OGOSqRgV57LVM76vebOJElbBZplL+3iDfu46I4/Ae9UDNCFauJHguM/SCOnne7gh0tkeEPtaMeN6mqIyHedE59g9thlK5VxZD9al0+/54QF9BzEebyGXSyRIZf1A5UftPu2v/d3gIokeEDtUPgBraTaHgrC4WI3cOoyBGfRjxWddh0aAOGTAYtXOn16WmJDD3lCzv4QO0QuOHP/sBqk/Vi6qtbyQQ4Lyoj01vYQYHUVorb42HLpPx4dGlOHXaEtyUydJSvnMN9oHb4/D5lVDbCLTui06NjCnSEkN+4ZUd0enStHOCnRp7vNz0okYF2XSuCWGqHz7hpxTDUiRULhBCnrBiGOq21AOGGAIKxAOEGYzWSIdwQBjAWINxgrEYyhBvCAMYChBuM1UiGcEMYwFjgC+jRcfFtQ8/CAAAAAElFTkSuQmCC)

Ex-3: Write a program to evaluate a postfix expression. Assume the function evaluates a postfix expression, using + ,–, \* and / ending in =. Test your code!

Code:

import java.util.Stack;

import java.util.Scanner;

public class EvaluatePostfix {

public static int postfix(String input) {

try (Scanner in = new Scanner(input)) {

Stack<Integer> stack = new Stack<Integer>();

while (in.hasNext()) {

String current = in.next();

if (current.equals("=")) {

return stack.pop();

} else if (Character.isDigit(current.charAt(0))) {

stack.push(Integer.parseInt(current));

} else {

int b = stack.pop();

int a = stack.pop();

if (current.equals("+")) {

stack.push(a + b);

} else if (current.equals("-")) {

stack.push(a - b);

} else if (current.equals("\*")) {

stack.push(a \* b);

} else {

stack.push(a / b);

}

}

}

return 0;

}

}

public static void main(String[] args) {

System.out.println("1 2 + 3 \* 6 + 2 3 + / = " + postfix("1 2 + 3 \* 6 + 2 3 + / ="));

System.out.println("3 2 + 10 \* 10 / = " + postfix("3 2 + 10 \* 10 / ="));

}

}

Console output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALUAAAAhCAIAAAAQxn2rAAAAAXNSR0IArs4c6QAABF1JREFUeF7tWr1uIjEQdk73GJso0j7BFSdtFCkNXXpEQUWTjoqCjiIdRSo6Gqor0PbXpYmE4CWQIrKvcdKNvV7YXfB4xmt+jrOLKMXYM9/4s2fxNzc/fiZCiO/iD/wNI2SgloFvISMhA0gG/ml+xL1RL/6ftzfuTX+PWsfMwD4/pE8YdrfaEGynvnapNZKu1cDXlL6nvXvIzL36z8KS7bpWS2KuydjJiIiOK2bx04NIf727TK3PMcV5U/3+ALPOV38shpPb+fMr5hky1N28SBP4b/Kw7L/M1ligsPLjAl+yNJ2yprRpR1lq8UxZquSZEicXu1yeFgbF+zbYfLMseeeSpxZn7f54f30m+lvPFDlgrDeZiG7lWfY7so2ZcPL8DsU8XaVzMUTvj1a3LdIxzl1u3K7YMUTcGIRoPSaruV9gOohSnB6+P+K7SKwWXm45AJ1XGHkhYdcX7BAQ+RPwfKr/jEyC4LLl5kmVTFvR4m+RIGAnIuI6j3udyFJbdkVQ12z0m+FwnLX6kkcp7xhbfSnwwLID8WYuHHkVKKO3VgRpbFuWmk7lXugahF3ILnGygkSN2d6PUltUUqtxNuKHQpUh5GDW9fKme0oAhDgU4+KCIZR3gsn2DFGx57goiKjeSXZ7pFuRtqoSp3t94ZCDetp3dlBcs+UH+sVLWnT9sRTtbv4TEK7kJPuSRanpcMHuC1EOxFZbJEJZhCsD/cGxLQiVzO//fhnI99RiGBnH5iaF8fJq095JRYi2zaVQCQeIECcDOxcRwTvtIqKlZmtljPNgfWEuHsxPmQHOx2HzuAI/mufwmldw//645qwEbEUGAj8CF7AMBH4EfgR+BA64ZuD67o/Tiv7HV9hdd9bPvDo/GHo0WePmRHqou4DqiCX6N3G0A+RPYa+KJfbuCk5SG9jW+QECbj76qWgPkb6KuDcEiYZimUcHxLOCBht4DO+nWRlQa6Te8JWn5cMEWUS+F45Fp520O2KM6tANHe2elUAc9vHKqxeE5zs9SC+dDbadPBWtL5ge7apxY5Ed6i6Qz9Jap4TDGonk0dgvRRf9GzoqMBxPYSfv37EN9/nB1qMJGrc7Crm4oimEBaJ/uhLRnalZjCz6HwqH4yifT1BBeAq7SAZHakNwz/8+P4oKM7+d2CuC3Dd5/ZvvwyJFIKxo+A49flpzfplt7EjXs1f3phmGI9l4ZKstDIVsZyorO1ZG7SnwaGGuL+8L7KzqEzTFmz/AqsD9thK6vBIb1HKQsjktGUAbneow2R5yjxnQS3EdkWoL8/7QkD+W0JBnvCX9Q8dWNPPDpke7aNwO2CRNC6UfjmzkrVOtHgvLEaG2KHa7KOwSpZfeBods700x6/u4ws7QuHOfFOW6pDKrOVqO3/nypfo3dURp9WHuTimhvlAyIzhoHvRbfhZPq7Dz4/M5I/DDZzavb63re1+/vj06J6LAj3Nm//J9B35c/h6dM8LAj3Nm//J9B35c/h6dM8K/gbNhCQiM+AMAAAAASUVORK5CYII=)

Ex-4: Write routines to implement two stacks using only one array. Your stack routines should not declare an overflow unless every slot in the array is used.

Code:

import java.util.\*;

public class DoubleStackArray<T> {

private Object[] stack;

private int stack1Front;

private int stack2Front;

public DoubleStackArray(int size) {

stack = new Object[size];

stack1Front = -1;

stack2Front = size;

}

public void pushStack1(T adding) {

if (isFull()) {

throw new StackOverflowError();

}

stack1Front++;

stack[stack1Front] = adding;

}

public void pushStack2(T adding) {

if (isFull()) {

throw new StackOverflowError();

}

stack2Front--;

stack[stack2Front] = adding;

}

public boolean isFull() {

if (stack2Front - stack1Front < 2) {

return true;

} else {

return false;

}

}

public Object popStack1() {

if (stack1Front < 0) {

throw new EmptyStackException();

}

Object pop = stack[stack1Front];

stack1Front--;

return pop;

}

public Object popStack2() {

if (stack2Front > stack.length - 1) {

throw new EmptyStackException();

}

Object pop = stack[stack2Front];

stack2Front++;

return pop;

}

public Object peekStack1() {

if (stack1Front < 0) {

throw new EmptyStackException();

}

Object peek = stack[stack1Front];

return peek;

}

public Object peekStack2() {

if (stack2Front > stack.length - 1) {

throw new EmptyStackException();

}

Object peek = stack[stack2Front];

return peek;

}

public static void main(String[] args) {

DoubleStackArray<Integer> test = new DoubleStackArray<Integer>(3);

test.pushStack1(69);

test.pushStack1(420);

test.pushStack2(1);

System.out.println("size: 3, stack1: [69, 420], stack2: [1]");

System.out.println("peekStack1: " + test.peekStack1());

System.out.println("popStack1: " + test.popStack1());

System.out.println("peekStack1: " + test.peekStack1());

System.out.println("popStack1: " + test.popStack1());

System.out.println("peekStack2: " + test.peekStack2());

System.out.println("popStack2: " + test.popStack2());

}

}

Console output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARYAAABtCAIAAADrvdmuAAAAAXNSR0IArs4c6QAADJ9JREFUeF7tXU1q40gUloc5RpymIX2AWQwMThZZ2LmCwRBIIFn4At4YErohm1zAiwTSEDD4ClEWWSQemMVcoANNHN9hYBbjea9KkiVLikv/VdKnRQi2VPXe936qSq6vXuu33/+wLOvvv/6kv7iAABBIikBLhtB///6T9EncDwSAACHwC1AAAkAgCwIIoSzo4VkgoDwKtb6cf398/HbUahRmLaF27lrLZuWVe+M5Gqh19M2R8vv5l1b1pq/cHJGA6DUKeSZ7fGSj5eINReDuxUCGAFjOhr1ut3vxsPLUDFto/QnHWkpAZLx6ovridw1y5IerhwuSsDecLXOxhGikEHOsM1Jqt9k0R6SJIwFRDaHVj5uToL3zQ3XdkjAZX8OZ1R+f6ZD5wmq2Wkdf7bF1latnWRa5gT14H/Y4rronNz9WK3Lru5F1LT7pXVujuzSAUBBO9hdzNwjIM87G7alo0wOZNZr0F9eio+HL/uRr6nAtwis+bjNSo4xiJDLxZgj5shEPBFIUb3BYZzL/fc58hHOk/2N/hpbZNFnOXryRGyXCIiw8+6U96e9YnZEt5iROlvINdwGpfJ9vZn0vl684F53cvkaIlkZNJzcfHfet2dVtQOXP7Z3584MEwX6e7+wf7iXCg1L+0dfR7uzq/t19bsW5kEY+bvP1bWHttD/Tf72DznJ2b/NNe4f7hNZBL1lHkXeXZY4ojSSqKbxOPPiBicOa/rrxUe+Ys9GJb3ZBN5DL2JS97ibtgCW6N06Aff90f0lWEcmMM5zzv313/vOU0qm6NUT0jzr0AI2rp8KkSa6w8IRu71ZIPu35p0yk0YNEmTI9JV2b5SfAKel3nW/Et+7Uib/apZlX0MWTyLbl3r1Pu8uX58O7x8mO1J7GIX6kc3DUskm2vbMBwTJL2GOPA2h4+WqdRT1IfVrzKTX+hf5ZPFP0SjVn8/7+JwpWIUCGq3xzeBplkDrxo5uj0M/3JSfsb0eKLVFuPnh244Q1oKc539syEryQE1M0vxNHti+in6/etD2xE08n1IX31hhiiJLRcrROxUHhSCUOLTG5+hgWKf5WNaMb2ekPrCvWvXe96I9pKUitDWe7Es+x9TJXNIl7G+lIYjuhGHqWJ3iULS/XecrJICc3bwk7iru9ZHOENcpkDmUQNkNILHm6vecDOTv7uB0Wuj1dewxNPHhVJmbz7oxeWZLgjTRvsXY5FSa5FIV3pjdiNa+yVp5fX887o2Sz0CRiO/cuaR7Hs0PKIzRpExMsS2pE1+mTRSPFW9TsMbIrXiHQuNUZiXTmTmXdF2s8v+VVFo+99DjP6DojWohR9NODPCap9xSvaZnm2NAoBfypH4l+nUDhy77Fs4jYt0DsiIS6L42J+Xr/OGoanXhWyrPzlyfXYxI9viE8zf7JQwLhyKOlc9FkQ45ClkVJM0Z6y74Uw8HWKEokZ8Bmr08vlgMdzS0HneX7z/X3YsVMS6V7Z12kMMsXax4nk/VEnpjT2wIxkJK3iXcHTvxwN5ywXLgZkfnzh5PoRGqWYI4IjQR4ieTMJ4T8v1dQ5qJhXqxqeCHtX5TzQpuXRqPOTn8iphlymU7pU7pauh8TKCbdnyEe+d3UqW/hQe7N64KPFrmRwktc7Ht6wTdZy/njZkqxPmE5B+8zOUEin7s9Zekd4YMvkckhT3koskUeZzk3AEltAPkg937lQCeQ57mxpxH1RWu5wJRMAZDo0enL+ZiThjPflu94hOHoRZyYgYvVkxer0Xop9F6eOaI0ymiORCY2Y4+cfM1AM4+Uy4yMiOb9uEhA9Fo82bsWvxRlAsJvXFjYdUYrs/e8sY9oL6k5NgBR/V2oBE3iuhAvpjk31iN+siNZLSDV9p4dvdxbMGMUyl3tahsUac95FUhLFG1TA81YnRer/BtDYS/0qzWG2DChaI5IQBBCVRsQ/RuOgAETOcMRhvg1RwAhVHMDQ72iEcgzhIrYhBv9ZrYYDkLRWKP9WiKQZwjFARTYkurueCgi3vLgIPCO6XTUgFr6B5TaikDhIST2ce6/iN00fF3I7Z35X4k2qMdGe92pAfnj3vgWAyEkfpT9du4yKj2yQySFIY7XICHdyOUbOOvJQaiWGtB4VzQVgPAo1Om3p3L/JbHeeDuLS2GQm4iJ+RX3oYcBBaIYePgXD9oac8Xba2yxB8jZccccBG/jlm9Dqke5oy93R85ObZeD4I5ivu3S/o6yW0BQA+RWz4hLbKRn9g7/I7hMsnfaIJR4P2x2WdGCNgiEQ2jubICnjY9LsV84ksIQz2sIUwPkhkexCSsQSGEQKuQgVE4N0MYlIEgyBBTWQpEUhnheQxw1QIw813FbuUnqCjkIOlADktkNd2uDQHwIeZveIykM8bwG2hgdSw3gscvZxq8VB6FQaoA2toYghSAQ2OCz5l1zX7wvStK2xVs1l1fjbpcKf/hq7XkUa7mbiO99O/YTWP1bwnwtOH3xskeQXZez2aLffhacFv8WJotpL0RRiuro9rNDGneB8vqSwijuRpPdSaJ4QEfRrGwkLHkhxkGjJiAQDqED6bgmCA8ZgUD1CCishaoXEhIAAX0RQAjpaxtIZgQCIDsYYSYIqS8CGIX0tQ0kMwIBhJARZoKQ+iKgewgVsaFbX2tAMgMRyDmEwGsw0AcgciYE8gwh8BoymQIPm4lASrJDHC0iDAJ4DWY6BqRWRUCB7ODjzAkOApMdRPObtAjwGlRRx301QmA72YELzsyncrMcBQkdpStPTOf9YvJAbY8W4R6jDl5DjTwEqmxBIM+1kNcVeA3wu+YgsJ3swGNMZyAnb+GiA4xUZC0A8Bqa40TN1lSN7OAdDOsyICJpEevjUp153vqoW/Aamu1mddY+JdlBhBBoEXX2DOimiEAhayHFvnEbEKgBAgihGhgRKlSJAMgOVaKPvmuAAEahGhgRKlSJAEKoSvTRdw0QyDOESiMmlNZRDQwMFYpGIM8QipPVIAbEuui4e3yxrww5Vzov2h5o3zgECg8hgxgQvKl88E5HgbunfIvz4rjQOH8ijhM/844FN87SELggBFKSHUiamlV2oB+Lj/sWnUpP582vsaZzj8VR9PwJH+C6f7hXkCHQrKkIKJAdGlLZgTb1LV/eDu+oPhddXmEYq3Mg5297ZwNx0CouIBBAYDvZoSGVHRiVnf7AupI1YBaiMMzq4YIZUlSQ4vFxbL3M4TxAIISAwlqoAZUdHFiWTnWh1eqBJm2SFiUru9B1+mRxXaGY6kNwrcYisJ3sINYA/eNeEKJ6VXZg3YjUYTlqhjkdfFb9mJZK9zhtvLGhEqe4GtmhGZUd/HUcnAoOosqDrGmhWBgCHtY0BFKSHZoGE/QFAnEIKKyFAB4QAALxCCCE4B1AIBMCIDtkgg8PAwGMQvABIJAJAYRQJvjwMBDQPYTAa4CPao5AziEEXoPm9oZ4uSOQZwiB15C7edCg/gikJDsYXdkBvAb9/dIgCRXIDvWr7ABeg0Eeqr2o28kO9avswEYBr0F71zRFwDzXQp7OOld2cIQEr8EUD9Vezu1kh5pVdmCLgNegvV8aJKAa2aF2lR3AazDIRzUXNSXZAZUdNLcrxCsNgULWQqVJj46AQOUIIIQqNwEEMBsBkB3Mth+krxwBjEKVmwACmI0AQshs+0H6yhHIM4RKIyaU1lHl5oEA+iOQZwjFaVseA4IOlpfn+fKBvomrMMjIpItKOOhvOUioCQKFh1CJDAg6LbE9FVUYhjOrP05WhUH80jW2roazpSamgRhmIJCS7EDK6VfZgbbmXcjTRl/fFpZzoC+bQdYI+nhsoUOAL7ontzjv1wy/1UhKBbKDgZUdiM1geUVNNEIbotQQge1kB+MqO9CYM+kvri9tz1w8wHS7NELV0IBQqWoEFNZCRlV24Ep1XJfuEufHV+1aTel/O9nBoMoOFD88/oTiR2Ut1BSDQ8+8EVAjOxhR2eHp0C3C4IDk1WKgELJHnY9LM4g3ciN/HTuUcsjb2erZXkqyQz3BgFZAIDkCCmuh5I3iCSDQHAQQQs2xNTQtBAGQHQqBFY02BwGMQs2xNTQtBAGEUCGwotHmIKB7CIHX0BxfNFTTnEMIvAZD/QBip0YgzxACryG1GfCguQikJDtUXdkBvAZzXa5ukiuQHfSu7ABeQ91c0jR9tpMddK7sAF6Daf5WQ3nzXAt58JRT2QG8hhr6o4EqbSc76FnZAbwGA52tniKrkR10q+wAXkM9vdFIrVKSHVDZwUhrQ+gCEChkLVSAnGgSCGiKAEJIU8NALFMQANnBFEtBTk0RwCikqWEglikIIIRMsRTk1BSB/wHKxr7cfYh4HQAAAABJRU5ErkJggg==)

Ex-5: You are given a list, L and another list P, containing integers sorted in ascending order. The operation printLots(L, P) will print the elements in L that are in positions specified by P. For instance, if P = 1, 3, 4, 6, the elements in positions 1, 3, 4, and 6 in L are printed. Write the procedure printLots(L, P). You may use only the public Collection API container operations. What is the running time of your procedure?

Code:

import java.util.\*;

public class Printing {

public static <T> void printLots(List<T> l, List<Integer> p) {

for (int i: p) {

if (i < l.size()) {

System.out.println(l.get(i));

}

}

}

public static void main(String[] args) {

List<String> l = new ArrayList<String>();

l.add("zero");

l.add("one");

l.add("two");

l.add("three");

l.add("four");

l.add("five");

l.add("six");

l.add("seven");

l.add("eight");

l.add("nine");

List<Integer> p = new ArrayList<Integer>();

p.add(0);

p.add(1);

p.add(5);

p.add(6);

p.add(8);

printLots(l, p);

}

}

Console output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAABSCAIAAACdXMCBAAAAAXNSR0IArs4c6QAABANJREFUaEPtWr1u8jAUdT/1MdIKiWeoFITUha171KFTl25M2TuwMTCxdWHqgNjZWCoh8hJIVcmDfPfa1z8EBzuJaYMULyiO7RwfG/v4XN88PDywNqV/bQKDWDpArhFpHUM3clL3Xz/mSaTwZ7OnyQaejGyZxUbv6+FhFSWi+LmSLjos7xVD+8Xbk0izLF+NORr49PxuKbNZ+vHapybiAZtS4Xg4ErgHuzHPGq8io2RVTMUhg5aH27fFnrfTv49YnK5FSmOj7WxJRTYTZLL/OIhU1n6xzKK7XlUkVP4YEGdEkIOpdxcBWcQQ/EigNb/lVc0ENHp/PtBYibqbbRYlLzAirrT/2uXxMw1o//U5zg/frjol78smNTDD+TDnuszDSb0Vc95IkEujKsvVgqQA1ap9gUqtW4c6QK5R7hjqGHIx4HrfujlkLIwWpXEkNPQCbNMkrp77vpcMleqHOBECZKa2tVJN4vvNs+UIULl+yGZi0/o+5KKhck0SElCFti6sSYihCvrBW5NU6KRRVM4hULCzPJlzbYhi9IwW20xQpJKOXGtZWw9AsVYnP1w8tm5h7ABd+5DBDkL/Z/135nnvHochV+e93hcOii8Jo5PhbxwKbQiPAOE2lf+IY7RO/NRfPIV59bZOIVoYC96H8jTU6U9ZHyQLJIFQAI67+BRIk8i9jHsf41WO7gomYgS8BJGtErcSBo9kg4yGsTAZgmmSGusQ7q4CEZ7isy23kUp9kqrDVgMQ23yuGCICEcVWn1wthdMkdQAxECuAaAR4dl/iLxBOk5wHJJYltPqEbyVXI5hIeZImubStAFEoTdLJD9ckrzWHXI02ed8BcrF3jQz9pfxw8fkL79u8Dmm1qE9/oC5E0oqRZ8lHfAh7VNQM2e1wHCRUOmCBaI2GKolBuIgpMRRuLPW/DOwN3LB8xLPcuABVcKWrAVF8ajs8HqHSvue5IdsuwRC1CRoRFCIPgpUmkIeD3fRt2igwVtK6PfhiiRLy+pgPEyeNzNAMnFMCDlyb//bh5kGTlq5xL2vS3+p1O4ZcnHkw5CU/YDfxWeNdcC5/GQV7UwmpB0N/4n7ITZ1uf5jXPETsW+Xgg46I4xMPyvQwdD5jKS8twjQnjopX+FwxZLcvTt0PhINbB938gI9P6dZFnEI03wjTcGYNQ8XvYoSKBjW3L07CNO4ZbClxS3nCvvDaJMFYSNP5OqHhmhQdt1o4VCXJkL99AaaQHDGP6yn7n5xF9/KWjwdWNYes9oXN/eDOh4jSFNS29XNoJlFxL/FdXX5IQS3uomiP0aP3PkU81qFzzYDHaPFtfT5cVqY6Q0c3eGjJaYKgULcGoIBftzTVcMjCg+sAuTjtGOoYcjHgev8feBNrdFZM5roAAAAASUVORK5CYII=)

List l contains the String of numbers 0 to 9, whereas List p contains the indexes 0, 1, 5, 6, and 8, and would print the corresponding index’s word.

The complexity of the algorithm is O(n). There is one for loop, which loops through the elements in List P. Inside the for loop, there is an if statement, which is O(1), and inside it, a print statement of l.get(i). ArrayList’s get method is O(1), for a total of a max of O(n) + O(1) + O(1) per loop, a total of O(2n), which is just O(n) because 2n <= 2\*n where c = 2 and n0 at any n.

Ex-6: Using the algorithm convertToPostfix given in lecture, convert each of the following infix expressions to postfix expressions. Use the stack technique but check your work using pencil and paper technique.

A: a \* b / (c- d)

|  |  |  |
| --- | --- | --- |
| Reading input | Stack | Postfix |
| a |  | a |
| a \* | \* | a |
| a \* b | \* | a b |
| a \* b / | \* / | a b |
| a \* b / | / | a b \* |
| a \* b / ( | / ( | a b \* |
| a \* b / (c | / ( | a b \* c |
| a \* b / (c - | / ( - | a b \* c |
| a \* b / (c - d | / ( - | a b \* c d |
| a \* b / (c – d) | / ( - ) | a b \* c d |
| a \* b / (c – d) | / ( - | a b \* c d |
| a \* b / (c – d) | / ( | a b \* c d - |
| a \* b / (c – d) | / | a b \* c d - |
| a \* b / (c – d) |  | a b \* c d - / |

B: (a – b \* c) / (d \* e \* f + g)

|  |  |  |
| --- | --- | --- |
| Reading input | Stack | Postfix |
| ( | ( |  |
| (a | ( | a |
| (a - | ( - | a |
| (a - b | ( - | a b |
| (a – b \* | ( - \* | a b |
| (a – b \* c | ( - \* | a b c |
| (a – b \* c) | ( - \* ) | a b c |
| (a – b \* c) | ( - \* | a b c |
| (a – b \* c) | ( - | a b c \* |
| (a – b \* c) | ( | a b c \* - |
| (a – b \* c) |  | a b c \* - |
| (a – b \* c) / | / | a b c \* - |
| (a – b \* c) / ( | / ( | a b c \* - |
| (a – b \* c) / (d | / ( | a b c \* - d |
| (a – b \* c) / (d \* | / ( \* | a b c \* - d |
| (a – b \* c) / (d \* e | / ( \* | a b c \* - d e |
| (a – b \* c) / (d \* e \* | / ( \* \* | a b c \* - d e |
| (a – b \* c) / (d \* e \* | / ( \* | a b c \* - d e \* |
| (a – b \* c) / (d \* e \* f | / ( \* | a b c \* - d e \* f |
| (a – b \* c) / (d \* e \* f + | / ( \* + | a b c \* - d e \* f |
| (a – b \* c) / (d \* e \* f + | / ( + | a b c \* - d e \* f \* |
| (a – b \* c) / (d \* e \* f + g | / ( + | a b c \* - d e \* f \* g |
| (a – b \* c) / (d \* e \* f + g) | / ( + ) | a b c \* - d e \* f \* g |
| (a – b \* c) / (d \* e \* f + g) | / ( + | a b c \* - d e \* f \* g |
| (a – b \* c) / (d \* e \* f + g) | / ( | a b c \* - d e \* f \* g + |
| (a – b \* c) / (d \* e \* f + g) | / | a b c \* - d e \* f \* g + |
| (a – b \* c) / (d \* e \* f + g) |  | a b c \* - d e \* f \* g + / |

C: a / b \* (c + (d – e))

|  |  |  |
| --- | --- | --- |
| Reading input | Stack | Postfix |
| a |  | a |
| a / | / | a |
| a / b | / | a b |
| a / b \* | / \* | a b |
| a / b \* | \* | a b / |
| a / b \* ( | \* ( | a b / |
| a / b \* (c | \* ( | a b / c |
| a / b \* (c + | \* ( + | a b / c |
| a / b \* (c + ( | \* ( + ( | a b / c |
| a / b \* (c + (d | \* ( + ( | a b / c d |
| a / b \* (c + (d – | \* ( + ( - | a b / c d |
| a / b \* (c + (d – e | \* ( + ( - | a b / c d e |
| a / b \* (c + (d – e) | \* ( + ( - ) | a b / c d e |
| a / b \* (c + (d – e) | \* ( + ( - | a b / c d e |
| a / b \* (c + (d – e) | \* ( + ( | a b / c d e - |
| a / b \* (c + (d – e) | \* ( + | a b / c d e - |
| a / b \* (c + (d – e)) | \* ( + ) | a b / c d e - |
| a / b \* (c + (d – e)) | \* ( + | a b / c d e - |
| a / b \* (c + (d – e)) | \* ( | a b / c d e - + |
| a / b \* (c + (d – e)) | \* | a b / c d e - + |
| a / b \* (c + (d – e)) |  | a b / c d e - + \* |

I also spent 5 hours writing the code. Is there a chance of extra credit? Haha.

Code:

import java.util.\*;

public class Postfix {

public static String convertToPostfix(String input) {

Stack<String> operators = new Stack<String>();

input = input.replaceAll("\\s+", "");

String postfix = "";

for (int i = 0; i < input.length(); i++) {

String current = input.substring(i, i + 1);

if (operators.isEmpty() || current.equals("(") || operators.peek().equals("(")) {

operators.push(current);

} else if (isOperator(current)) {

if (order(current) <= order(operators.peek())) {

while (operators.size() > 0 && !operators.peek().equals("(")

&& order(current) <= order(operators.peek())) {

postfix += operators.pop() + " ";

}

operators.push(current);

} else {

operators.push(current);

}

} else {

if (current.equals(")")) {

while (operators.size() > 0 && !operators.peek().equals("(")) {

postfix += operators.pop() + " ";

}

operators.pop();

} else {

postfix += current + " ";

}

}

}

while (operators.size() > 0) {

postfix += operators.pop() + " ";

}

return postfix.substring(0, postfix.length() - 1);

}

public static boolean isOperator(String input) {

if (input.equals("+") || input.equals("-") || input.equals("\*") || input.equals("/")) {

return true;

} else {

return false;

}

}

public static int order(String operator) {

if (operator.equals("+") || operator.equals("-")) {

return 1;

} else {

return 2;

}

}

public static void main(String[] args) {

System.out.println(convertToPostfix("a \* b / (c - d)"));

System.out.println("a b \* c d - /");

System.out.println(convertToPostfix("a \* b / (c - d)").equals("a b \* c d - /"));

System.out.println(convertToPostfix("(a - b \* c) / (d \* e \* f + g)"));

System.out.println("a b c \* - d e \* f \* g + /");

System.out.println(convertToPostfix("(a - b \* c) / (d \* e \* f + g)").equals("a b c \* - d e \* f \* g + /"));

System.out.println(convertToPostfix("a / b \* (c + (d - e))"));

System.out.println("a b / c d e - + \*");

System.out.println(convertToPostfix("a / b \* (c + (d - e))").equals("a b / c d e - + \*"));

}

}