CS146Section8Lab5 Name: Michael Huang Due date: March 9th, 2016

Ex-2.7a

sum = 0;

for( i = 0; i < n; i++ )

sum++;

This is O(n) because the number of loops are dependent on n, which results in n loops.

sum = 0;

for( i = 0; i < n; i++ )

for( j = 0; j < n; j++ )

sum++;

This is O(n2) because there is a nested loop with n iterations inside another loop with n iterations, which is a total of n \* n loops, which is O(n2).

sum = 0;

for( i = 0; i < n; i++ )

for( j = 0; j < n \* n; j++ )

sum++;

This is O(n3) because there is a nested loop with n \* n iterations inside another loop with n iterations, which is a total of n \* (n \* n) loops, which is O(n3).

sum = 0;

for( i = 0; i < n; i++ )

for( j = 0; j < i; j++ )

sum++;

This is O(n2) because there is a nested loop with j iterations, but j is dependent on i, which is dependent on n. The outer loop will have n iterations, and the inner will have j iterations, which roughly i iterations which is equal to n iterations, for a total of n \* n iterations.

sum = 0;

for( i = 0; i < n; i++ )

for( j = 0; j < i \* i; j++ )

for( k = 0; k < j; k++ )

sum++;

This O(n5), because the outer loop has n iterations, the first inner loop has i \* i iterations, which is roughly the same as n \* n iterations. The innermost loop has k iterations, which is roughly the same as j iterations, where j is roughly n \* n for a total of n \* (n \* n \* (n \* n)) iterations, which is O(n5).

sum = 0;

for( i = 1; i < n; i++ )

for( j = 1; j < i \* i; j++ )

if( j % i == 0 )

for( k = 0; k < j; k++ )

sum++;

This is O(n4). The outer two loops combine for a total of O(n3). However, the if statement of j % i == 0 is only true if j is a multiple of i (j = i, 2i…i2), and is only true i times. Thus, since the inner n \* n loop occurs only i times, the amount of operations balances and averages out to an effective n amount of iterations per if statement. Thus, the algorithm is

n \* (n \* n \* (n)) = O(n4).

Ex-2.12:

An algorithm takes 0.5ms for input size 100. How large a problem can be solved in 1 min if the running time is (1 m = 60000ms):

1. linear

c \* g(n) = t. c \* 100 = 0.5ms. c = 0.5/100.

c \* n = 60000ms. n = 60000 \* 100 / 0.5.

n = 12,000,000 inputs.

1. O(N logN)

c \* g(n) = t. c \* 100\*log(100) = 0.5ms. c = 0.5/200.

c \* nlog(n) = 60000ms. nlog(n) = 60000 \* 200 / 0.5.

n = 3,656,807 (used a graphing calculator, too difficult to solve otherwise).

1. quadratic

c \* g(n) = t. c \* 1002 = 0.5ms. c = 0.5/1002.

c \* n2 = 60000ms. n2 = 60000 \* 1002 / 0.5. n = (60000 \* 1002 / 0.5)1/2.

n = 34641.0161514, or ~ 34641 inputs.

1. cubic

c \* g(n) = t. c \* 1003 = 0.5ms. c = 0.5/1003.

c \* n3 = 60000ms. n3 = 60000 \* 1003 / 0.5. n = (60000 \* 1003 / 0.5)1/3.

n = 4932.42414866 or ~4932 inputs.

Ex-2.20:

1. Write a program to determine if a positive integer N is prime.

Code:

|  |
| --- |
| public class Prime {  public static boolean isPrime(int n) {  if (n == 2) {  return true;  } else if (n % 2 == 0) {  return false;  } else {  for (int i = 2; i <= Math.sqrt(n); i++) {  if (n % i == 0) {  return false;  }  }  }  return true;  }    public static void main(String[] args) {  System.out.println(isPrime(71));  }  } |

1. What is the run time of your program?

My run time should be O(√n), because I used the Sieve of Eratosthenes, which checks the number if the number is divisible by all numbers until the square root of N.

1. Let B equal the number of bits in the binary representation of N. What is the value of B?

N = 2B.

log2B = log2N.

log(N) = B.

B = O(log(n)).

1. In terms of B, what is the worst-case running time of your program?

O(sqrt(N)) = O(sqrt(2B)) = O(2B/2)

1. Compare the running times to determine if a 20-bit number and a 40-bit number are prime, assume it takes T sec to determine if a 20-bit number is a prime, in terms of T how long does it take for a 40-bit number.

20 bits: 220/2 = 210 = T.

40 bits: 240/2 = 220 = T2.

Ex-2.31: Suppose that line 15 in the binary search routine had the statement low = mid instead of low = mid + 1. Would the routine still work?

It would not work for all cases, for example if the array only had 1 and 2, and you are searching for 3. Low is 0, high is 1, and mid would be 0 since an int of ½ is 0. a[0] is 1, which is less than 3, so low is set to mid, which results in an infinite loop because low is always 0.

Ex-3.8:

public static void removeFirstHalf(List<?> lst) {

int theSize = lst.size( ) / 2;

for( int i = 0; i < theSize; i++ )

lst.remove( 0 );

}

1. Why is theSize saved prior to entering the for loop?

Once elements are removed, the list’s size changes, and this would affect the loop.

1. What is the running time of removeFirstHalf if lst is an ArrayList?

It is O(n2). ArrayList’s remove method is O(n), since it must shift every element forward after removing in the beginning. We are removing n/2 elements, so the complexity is

n/2 \* n which is n2/2, which is O(n2).

1. What is the running time of removeFirstHalf if lst is a LinkedList?

It’s O(n). LinkedList’s remove method is O(1), since the list is not traversed and only updates the next references, the amount of work per remove is constant. Therefore, the complexity is n/2 \* 1 = n/2, which is O(n).

1. Does using an iterator make removeHalf faster for either type of List?

No, because after removing in an ArrayList, all of the elements still need to be shifted, and would still be O(n) per remove. Since the LinkedList’s remove is O(1), there’s no point in using an iterator to speed it up.

Ex-3.10: Provide an implementation of removeAll to MyLinkedList.

Code (it’s pretty long):

|  |
| --- |
| public class MyLinkedList<T> implements Iterable<T> {  public MyLinkedList() {  doClear();  }  private void clear() {  doClear();  }  public void doClear() {  beginMarker = new Node<>(null, null, null);  endMarker = new Node<>(null, beginMarker, null);  beginMarker.next = endMarker;  theSize = 0;  modCount++;  }  public int size() {  return theSize;  }  public boolean isEmpty() {  return size() == 0;  }  public boolean add(T x) {  add(size(), x);  return true;  }  public void add(int idx, T x) {  addBefore(getNode(idx, 0, size()), x);  }  private void addBefore(Node<T> p, T x) {  Node<T> newNode = new Node<>(x, p.prev, p);  newNode.prev.next = newNode;  p.prev = newNode;  theSize++;  modCount++;  }  public T get(int idx) {  return getNode(idx).data;  }  public T set(int idx, T newVal) {  Node<T> p = getNode(idx);  T oldVal = p.data;  p.data = newVal;  return oldVal;  }  private Node<T> getNode(int idx) {  return getNode(idx, 0, size() - 1);  }  private Node<T> getNode(int idx, int lower, int upper) {  Node<T> p;  if (idx < lower || idx > upper)  throw new IndexOutOfBoundsException("getNode index: " + idx + "; size: " + size());  if (idx < size() / 2) {  p = beginMarker.next;  for (int i = 0; i < idx; i++)  p = p.next;  } else {  p = endMarker;  for (int i = size(); i > idx; i--)  p = p.prev;  }  return p;  }  public T remove(int idx) {  return remove(getNode(idx));  }  private T remove(Node<T> p) {  p.next.prev = p.prev;  p.prev.next = p.next;  theSize--;  modCount++;  return p.data;  }  public String toString() {  StringBuilder sb = new StringBuilder("[ ");  for (T x : this)  sb.append(x + " ");  sb.append("]");  return new String(sb);  }  public java.util.Iterator<T> iterator() {  return new LinkedListIterator();  }  private class LinkedListIterator implements java.util.Iterator<T> {  private Node<T> current = beginMarker.next;  private int expectedModCount = modCount;  private boolean okToRemove = false;  public boolean hasNext() {  return current != endMarker;  }  public T next() {  if (modCount != expectedModCount)  throw new java.util.ConcurrentModificationException();  if (!hasNext())  throw new java.util.NoSuchElementException();  T nextItem = current.data;  current = current.next;  okToRemove = true;  return nextItem;  }  public void remove() {  if (modCount != expectedModCount)  throw new java.util.ConcurrentModificationException();  if (!okToRemove)  throw new IllegalStateException();  MyLinkedList.this.remove(current.prev);  expectedModCount++;  okToRemove = false;  }  }  private static class Node<T> {  public Node(T d, Node<T> p, Node<T> n) {  data = d;  prev = p;  next = n;  }  public T data;  public Node<T> prev;  public Node<T> next;  }  private int theSize;  private int modCount = 0;  private Node<T> beginMarker;  private Node<T> endMarker;  public void removeAll(Iterable<? extends T> items) {  for (T a: items) {  java.util.Iterator<T> iter = new LinkedListIterator();  T current = iter.next();  while(!current.equals(a)) {  current = iter.next();  }  if (current.equals(a)) {  iter.remove();  }  }  }  public static void main(String[] args) {  MyLinkedList<Integer> lst = new MyLinkedList<>();  MyLinkedList<Integer> items = new MyLinkedList<>();  for (int i = 0; i < 10; i++)  lst.add(i);  System.out.println("List: " + lst);  for (int i = 0; i < 5; i++)  items.add(i);  System.out.println("Items: " + items);  lst.removeAll(items);  System.out.println("After removing: " + lst);  }  } |

Console output:

![](data:image/png;base64,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)

The removeAll method should be O(n2). For every item to be removed, the iterator must traverse the list until it matches the removed item (O(n)), and the iterator removes it (O(1)). This goes on for n amount of items, so the complexity is O(n2).

Ex-3.29: Write an algorithm for printing a singly linked list in reverse, using only constant extra space. This instruction implies that you cannot use recursion, but you may assume that your algorithm is a list member function.

Reverse all the nodes, print them, then reverse it again to restore it to the correct order.

Code:

|  |
| --- |
| import java.util.Stack;  public class SinglyLinkedList<T> {  private Node<T> root;    @SuppressWarnings("hiding")  class Node<T> {  T data;  Node<T> next;    public Node (T object) {  data = object;  }  }    public SinglyLinkedList() {  root = null;  }    public void add(T object) {  Node<T> adding = new Node<T>(object);  if (root == null) {  root = adding;  } else {  Node<T> current = root;  while (current.next != null) {  current = current.next;  }  current.next = adding;  }  }    public String toString() {  String toString = "[";  Node<T> current = root;  while(current != null) {  toString += current.data + " ";  current = current.next;  }  return toString.substring(0, toString.length() - 1) + "]";  }    public void printReverse() {  reverse();  System.out.println(toString());  reverse();  }    public void reverse() {  Node<T> start = root;  Node<T> next = start.next;  while (start != null) {  if (next == null) {  root.next = next;  root = start;  break;  } else {  Node<T> nextRef = next.next;  next.next = start;  start = next;  next = nextRef;  }  }  }    public static void main(String[] args) {  SinglyLinkedList<Integer> a = new SinglyLinkedList<Integer>();  for(int i = 0; i < 10; i++) {  a.add(i);  }  System.out.println(a);  a.printReverse();  }  } |

Console output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJkAAAAvCAIAAAB/rf+FAAAAAXNSR0IArs4c6QAABPFJREFUeF7tWrtuKjEQde53LFEkvgEJFCkNXXrElVLR0FFR0FHQUVDR0aRKgba/HU2kiP0JpAj2Q67H3ldgPR6bIAyaraJk7BmfMzN+nDy0Wi3B310g8OcuVsGLAASYy/vJA8llc7D6p79p934Wdlcr6U4zhlaDpnlhD63W38FqIubD913FSvK77EXwizQe/fzT8VyZabJ4nW1QAMlzysjHbT2V1TsY6YnRAErfMMAaaxEB4r8SpY4Vm7VqjHsvLU/s5CJOiKoiXttju9NlL128wjfadpZIuUrPcvpRnFrLoDmYNNZ6ylj0Jlh+bWbKjmAJXmWwnTSxBwBYZx+adNCm+oeRNkXSuIgS7BaJSA/fJhC607HInS+Sdt+4eOm7sFyIMVqFp87quOw+t9P4QxVZ86UTifazsffKBeFVW3jcvQ8zCHf7VESNJyv7WWXuq/3iZJCEKYrnHwfibHaz7ltPxPMfTco6qDnot5O1ecz3Ic0JBGy3n6YlPTWi5CvrbpuvJOq8IC31JKwaLpuPkUgBQVl0y842TkT06DKlbekwfxFxvXG2P0jvI7SGNJNE4Ntjvemg2S6DS7f7l+wEQSsMRb/O/fpP5vHrurEE589fluTPCwfyw4bk0d+N51jo27IxDN/3jjNazHX/tmytef8CAMwdXrUuWlsANMu+je0aQkS9vpgr40WKbwZqqbaiVCYrBaacUYyxXNrMRnGkU24itokj8jVcQg9sj2HLAMSLKnWcuM48X5OFyXKo7DPGpqASN6s1OKfBj4Q62n1uZYvHGk1aVDq0OctmII8BlqLUG1Wi03czWyRR7818XyiSbvgpsvZIBr6uLgHBvKnL/lG2cPKsBiLViYpMpJwE213KUoNDUqqONoQihQUhO5akWuRYQ7YgJxpYpIIH2SkLIPLsUaVhPiUV9pQcOUb5zDvJ8cHceN7+eSmQUZhP5q5XEt3ElvKUbE6TinvrNadia7m8gKXc0u0ZVF098e5UY2a7kxi4PKsCefBlELBxyW94l8H9GrNqLqOeOjDzG941KCD41He07CXOaC97LGteBDRvwYR77C2wRIuRuaThdAtWrHndAktnaV6I8nK0dqKa46QQwSU8172w66CjkkVSx0rPdsWNrOLlnu1qWybgAcgnK/e5kzgoL2Q1x0EhUs+XFNVJZRVRyVKPNCR1jKy40VU8ujJIVxtr2kndfumgvJDVnIpr22O0j+pEaJRe6pjSiwwfXcUjK4MOaiORS2lGVV5c1JzMu00hclSdSEoW1CRdHaMqbgWcBBWPkGwVHcNPbax9W6crL2Q1J1+LrSiVHVV1IitZDuqYdE9T3Ap2SCoeiUtt5K021t9JqMqLi5oDYRJf/51UJ7V+VMnyVMcEprhl3DireCinZ6qN+P2Sgr2DmkNSiBxVpyyXMSXLUx1DFTedmfJ/xhxVPLw+z1Mba3WS8qxt/Y81spqjl05SiCrncvwQ76JklYWEq2Nkxc1PxVNhYKgi9xzbnYQ1L4ed7MqmNi75De/KBP2ie9a8fhHMi03FmtfFoA10Yu6xgRLjERZz6QFaoEOYy0CJ8QiLufQALdAhzGWgxHiExVx6gBboEOYyUGI8wmIuPUALdAhzGSgxHmExlx6gBTqEuQyUGI+wmEsP0AIdwlwGSoxHWMylB2iBDmEuAyXGIyzm0gO0QIf8Bxv8nloVcrqmAAAAAElFTkSuQmCC)

Ex-4.2: For node B in Figure 4.70:

1. Name the parent node: A.
2. List the children: D, E.
3. List the siblings: C.
4. Compute the depth (from root to B, where root is 0): 1.
5. Compute the height (longest path from a leaf to B): 3.

Ex-4.26: Write the methods to perform the double rotation without the inefficiency of doing two single rotations.

Add these two methods to the source code.

|  |
| --- |
| private AvlNode<AnyType> DoubleRotateLeft(AvlNode<AnyType> node) {  AvlNode<AnyType> one = node.left;  AvlNode<AnyType> two = one.left;;  one.right = two.left;  node.left = two.right;  two.left = one;  two.right = node;  one.height = Math.max(height(one.left), height(one.right)) + 1;  node.height = Math.max(height(node.left), height(node.right)) + 1;  two.height = Math.max(one.height, node.height) + 1;  return two;  }    private AvlNode<AnyType> DoubleRotateRight(AvlNode<AnyType> node) {  AvlNode<AnyType> one = node.right;  AvlNode<AnyType> two = one.left;  node.right = two.left;  one.left = two.right;  two.left = node;  two.right = one;  node.height = Math.max(height(node.left), height(node.right)) + 1;  one.height = Math.max(height(one.left), height(one.right)) + 1;  two.height = Math.max(node.height, one.height) + 1;  return two;  } |