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#### Overview of Oracle-to-SQL Server 2005 Migration

Migrating from an Oracle database to Microsoft® SQL Server™ 2005 frequently gives organizations benefits that range from lowered costs to a more feature-rich environment. The free Microsoft SQL Server Migration Assistant (SSMA) for Oracle speeds the migration process. SQL Server Migration Assistant for Oracle (SSMA for Oracle) 3.0 converts Oracle database objects (including stored procedures) to SQL Server database objects, loads those objects into SQL Server, migrates data from Oracle to SQL Server, and then validates the migration of code and data.

This white paper explores the challenges that arise when migrating from an Oracle database to SQL Server 2005. It describes the implementation differences of database objects, SQL dialects, and procedural code between the two platforms. In-depth sections explain the entire SSMA for Oracle migration process, with a special focus on converting database objects and PL/SQL code.

##### Main Migration Steps

The first migration step is to decide on the physical structure of the target SQL Server database. In the simplest case, you can map the Oracle tablespaces to SQL Server filegroups. However, since the files in the filegroups and the information stored in the files is usually different, this is not usually possible.

The next step is to choose how to map the Oracle schemas to the target. In SQL Server, schemas are not necessarily linked to a specific user or a login, and one server contains multiple databases.

You can follow one of two typical approaches to schema mapping:

1. By default in SSMA, every Oracle schema becomes a separate SQL Server database. The target SQL Server schema in each of these databases is set to **dbo**—the predefined name for the database owner. Use this method when there are few references between Oracle schemas.
2. Another approach is to map all Oracle schemas to one SQL Server database. In this case, an Oracle schema becomes a SQL Server schema with the same name. To use this method, you change the SSMA default settings. Use this method when different source schemas are deeply linked with each other.

SSMA applies the selected schema-mapping method consistently when it converts both database objects and the references to them.

After you chose your optimal schema mapping, you can start creating the target SQL Server database and its required schemas. Because the SQL Server security scheme is quite different from Oracle’s, we chose not to automate the security item migration in SSMA. That way, you can consider all possibilities and make the proper decisions yourself.

The typical SSMA migration includes connecting to the source Oracle server, selecting the server that is running SQL Server as the target, and then performing the **Convert Schema** command. When the target objects are created in the SSMA workspace, you can save them by using the **Load to Database** command. Finally, execute the **Migrate Data** command, which transfers the data from the source to the target tables, making the necessary conversions. The data migration process is executed on the server that is running SQL Server. The internal implementation of this feature is described in [Data Migration Architecture of SSMA for Oracle](#_Data_Migration_Architecture).

##### Conversion of Database Objects

Not all Oracle database objects have direct equivalents in SQL Server. In many cases, SSMA creates additional objects to provide the proper emulation. General conversion rules are as follows:

* Each Oracle table is converted to a SQL Server table. During the conversion, all indexes, constraints, and triggers defined for a table are also converted. When determining the target table's structure, SSMA uses type mapping definitions. Data type conversion is described in [Migrating Oracle Data Types](#_Migration_of_Oracle).
* An Oracle view is converted to an SQL Server view. The only exception is the materialized view, which becomes an ordinary table. SSMA creates emulations for commonly used Oracle system views. For more about system view conversion, see [Emulating Oracle System Objects](#_Emulation_of_Oracle).
* Oracle stored procedures are converted to SQL Server stored procedures. Note that Oracle procedures can use nested subprograms, which means that another procedure or function can be declared and called locally within the main procedure. This is called *nested subprograms*. The current version of SSMA does not support nested subprograms, but you can find methods to manually convert them in [Converting Nested PL/SQL Subprograms](#_Conversion_of_Nested).
* Oracle user-defined functions are converted to SQL Server functions if the converted function can be compatible with SQL Server requirements. Otherwise, SSMA creates two objects: one function and one stored procedure. The additional procedure incorporates all the logic of the original function and is invoked in a separate process. For more information, see [Migrating Oracle User-Defined Functions](#_Migration_of_Oracle_1). SSMA emulates most of the Oracle standard functions. See the complete list in [Emulating Oracle System Objects](#_Emulation_of_Oracle).
* Oracle DML triggers are converted to SQL Server triggers, but because the trigger functionality is different, the number of triggers and their types can be changed. See a description of trigger conversion in [Migrating Oracle Triggers](#_Migration_of_Oracle_2).
* Some Oracle object categories, such as packages, do not have direct SQL Server equivalents. SSMA converts each packaged procedure or function into separate target subroutines and applies rules for standalone procedures or functions. Other issues related to package conversion, such as converting packaged variables, cursors, and types are explained in [Emulating Oracle Packages](#_Emulation_of_Oracle_1). In addition, SSMA can emulate some commonly used Oracle system packages. See their description in [Emulating Oracle System Objects](#_Emulation_of_Oracle).
* SQL Server has no exact equivalent to Oracle sequences. SSMA can use one of two sequence conversion methods. The first method is to convert a sequence to an SQL Server identity column. That is the optimal solution, but as Oracle sequence objects are not linked to tables, using sequences may not be compatible with identity column functionality. In that situation, SSMA uses a second method, which is to emulate sequences by additional tables. This is not as effective as the first method, but it ensures better compatibility with Oracle. See details in [Emulating Oracle Sequences](#_Emulation_of_Oracle_2).
* Oracle private synonyms are converted to SQL Server synonyms stored in the target database. SSMA converts public synonyms to synonyms defined in the **sysdb** database.

##### Differences in SQL Languages

Oracle and SQL Server use different dialects of the SQL language, but SSMA can solve most of the problems introduced by this. For example, Oracle uses CONNECT BY statements for hierarchical queries, while SQL Server implements hierarchical queries by using common table expressions. The syntax of common table expressions does not resemble the Oracle format, and the order of tree traversal is different. To learn how SSMA converts hierarchical queries, see [Migrating Hierarchical Queries](#_Hierarchical_Queries_Migration).

Or consider how SSMA handles another non-standard Oracle feature: the special outer join syntax with the (+) qualifier. SSMA converts these queries by transforming them into ANSI format.

Oracle pseudocolumns, such as ROWID or ROWNUM, present a special problem. When converting ROWNUM, SSMA emulates it with the TOP keyword of the SELECT statement if this pseudocolumn is used only to limit the size of the result set. If the row numbers appear in a SELECT list, SSMA uses the ROW\_NUMBER( ) function. The ROWID problem can be solved by an optional column named ROWID, which stores a unique identifier in SQL Server.

SSMA does not convert dynamic SQL statements because the actual statement is not known until execution time and, in most cases, cannot be reconstructed at conversion time. There is a workaround: The Oracle metabase tree displayed in SSMA contains a special node named Statements in which you can create and convert ad hoc SQL statements. If you can manually reproduce the final form of a dynamic SQL command, you can convert it as an object in the Statements node.

##### PL/SQL Conversion

The syntax of Oracle’s PL/SQL language is significantly different from the syntax of SQL Server’s procedural language, Transact-SQL. This makes converting PL/SQL code from stored procedures, functions, or triggers a challenge. SSMA, however, can resolve most of the problems related to these conversions. SSMA also allows establishing special data type mappings for PL/SQL variables.

Some conversion rules for PL/SQL are straightforward, such as converting assignment, IF, or LOOP statements. Other SSMA conversion algorithms are more complicated. Consider one difficult case: converting Oracle exceptions, which is described in [Emulating Oracle Exceptions](#_Emulating_Oracle_Exceptions). The solution detailed there allows emulating Oracle behavior as exactly as possible, but you may need to review the code in order to eliminate dependencies on Oracle error codes and to simplify the processing of such conditions as NO\_DATA\_FOUND.

Oracle cursor functionality is not identical to cursor functionality in SQL Server. SSMA handles the differences as described in [Migrating Oracle Cursors](#_Migration_of_Oracle_3).

Oracle transactions are another conversion issue, especially autonomous transactions. In many cases you must review the code generated by SSMA to make the transaction implementation best suited to your needs. For instructions, see [Simulating Oracle Transactions in SQL Server 2005](#_Simulating_Oracle_Transactions) and [Simulating Oracle Autonomous Transactions](#_Simulating_Oracle_Autonomous).

Finally, many PL/SQL types do not have equivalents in Transact-SQL. Records and collections are examples of this. SSMA can process most cases of PL/SQL record usage, but support for collections has not yet been implemented. We propose several approaches to the manual emulation of PL/SQL collections in [Migrating Oracle Collections and Records](#_Migration_of_Oracle_4).

#### Data Migration Architecture of SSMA for Oracle

This section describes SSMA Oracle 3.0 components and their interaction during data migration. The components execute on different computers and use Microsoft SQL Server 2005 database objects for communication. This architecture produces the best migration performance and flexibility. Understanding this mechanism can help you set up the proper environment for SSMA data migration. It also helps you to better control, monitor, and optimize the process.

##### Implementation in SSMA

We based the SSMA for Oracle 3.0 implementation on the **SqlBulkCopy** class, defined in the .NET Framework 2.0. **SqlBulkCopy** functionality resembles the **bcp** utility, which allows transferring large amounts of data quickly and efficiently. Access to the source database is established by the .NET Framework Data Provider for Oracle, which uses the Oracle Call Interface (OCI) from Oracle client software. Optionally, you can use .NET Framework Data Provider for OLE DB, which requires an installed Oracle OLE DB provider.

We considered the following when designing SSMA Oracle 3.0 data migration:

* The data transfer process must run on SQL Server. That limits the number of installed Oracle clients and reduces network traffic.
* The client application controls the process by using SQL Server stored procedures. Therefore, you do not need any additional communication channels with the server and can reuse the existing server connection for this purpose.
* All tables that are selected for migration are transferred by a single execution command from the SSMA user.
* The user monitors the data flow progress and can terminate it at any time.

##### Solution Layers

Four layers participate in the data migration process:

* Client application, an SSMA executable
* Stored procedures that serve as interfaces to all server actions
* The database layer, which comprises two tables:
  + The package information table
  + The status table
* The server executable, which starts as part of a SQL Server job, executes the data transfer, and reflects its status

##### Client Application

SSMA lets users choose an arbitrary set of source tables for migration. The batch size for bulk copy operations is a user-defined setting.

When the process starts, the program displays the progress bar and **Stop** button. If any errors are found, SSMA shows the appropriate error message and terminates the transfer. In addition, the user can press the **Stop** button to terminate the process. If the transfer is completed normally, SSMA compares the number of rows in each source with the corresponding target table. If they are equal, the transfer is considered to be successful.

As the client application does not directly control the data migration process, SSMA uses a **Messages** table to receive feedback about the migration status.

##### Stored Procedures Interface

The following SQL Server stored procedures control the migration process:

* **bcp\_save\_migration\_package** writes the package ID and XML parameters into the **bcp\_migration\_packages** table.
* **bcp\_start\_migration\_process** creates the SQL Server job that starts the migration executable and returns the ID of the job created.
* **bcp\_read\_new\_migration\_messages** returns the rows added by the migration executable, filtered by known job ID.
* **stop\_agent\_process** stops the migration job, including closing the original connections and killing the migration executable. The data will be migrated partially.
* **bcp\_clean\_migration\_data** is a procedure that cleans up a migration job.
* **bcp\_post\_process** is a procedure that runs all post-processing tasks related to the single migrated table.

##### Database Layer

SSMA uses a **Packages** table, named **[ssma\_oracle].[bcp\_migration\_packages]**,to store information about the current package. Each row corresponds to one migration run. It contains package GUID and XML that represents RSA-encrypted connection strings and the tables that should be migrated.

A **Messages** table, named **[ssma\_oracle].[ssmafs\_bcp\_migration\_messages]** accumulates messages coming from migration executables during their work.

##### Migration Executable

The migration application, SSMA for Oracle Data Migration Assistant.exe, is executed on a SQL Server host. The executable's directory is determined during the Extension Pack installation. When **bcp\_start\_migration\_package** starts the application, it uses hard-coded file names and retrieves the directory name from a server environment variable.

When it starts, the migration application gets the package ID from the command string and reads all other package-related information from the **Packages** table. That information includes source and destination connection strings, and a list of the tables to migrate. Then the tables are processed one at a time. You get source rows via the **IDataReader** interface and move them to the target table with the **WriteToServer** method.

The **BatchSize** setting defines the number of rows in a buffer. When the buffer is full, all rows in it are committed to the target.

To notify you about the progress of a bulk copy operation, the data migration executable uses the **SqlRowsCopied** event and **NotifyAfter** property. When a **SqlRowsCopied** event is generated, the application inserts new rows, sending information about the progress to the **Messages** table. The **NotifyAfter** property defines the number of rows that are processed before generating a **SqlRowsCopied** event. This number is 25 percent of the source table's row count.

Another type of output record—the *termination message*—is written to the **Messages** table when the application terminates either successfully or because of an exception. In the latter case, the error text is included. If **BatchSize** = 1, additional information about the columns of the row where the problem occurred is extracted, so that you can locate the problematic row.

##### Message Handling

The client application receives feedback from the migration executable by means of the **Messages** table. During migration, the client is in the loop, polling this table and verifying that new rows with the proper package ID appear there. If there are no new rows during a significant period of time, this may indicate problems with the server executable and the process terminates with a time-out message.

When the table migration completes, the server executable writes a successful completion message. If the table is large enough, you may see many intermediate messages, which show that the next batch was successfully committed. If an error occurs, the client displays the error message that was received from the server process.

##### Validation of the Results

Before the migration starts, the client application calculates the number of rows in each table that will be migrated. With this data, you can evaluate the correct progress position.

After the migration completes, the client must calculate the target table's row counts. If they are equal, the overall migration result is considered to be successful. Otherwise, the user is notified of the discrepancy and can view the source and destination counts.

#### Migrating Oracle Data Types

Most data types used in Oracle do not have exact equivalents in Microsoft SQL Server 2005. They differ in scale, precision, length, and functionality. This section explains the data type mapping implemented in SSMA Oracle 3.0, and includes remarks about conversion issues.

SSMA supports the ANSI and DB2 types implemented in Oracle, as well as the built-in Oracle types. SSMA type mapping is applied to table columns, subprogram arguments, a function's returned value, and to local variables. Usually the mapping rules are the same for all these categories, but in some cases there are differences. In SSMA, you can adjust mapping rules for some predefined limits. You can establish custom mappings for the whole schema, for specific group of objects, or to a single object on the Oracle view pane's **Type Mapping** tab (Figure 1).
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Figure 1: The Type Mapping tab in Oracle

This section does not describe migrating complex data types such as object types, collections, or records. It does not cover **ANY** types and some specific structures, such as spatial or media types.

Oracle allows you to create subtypes that are actually aliases of some basic types. SSMA does not process subtypes, but you can emulate that functionality manually if you can convert the basic type. Generally it is enough to replace the Oracle declaration:

SUBTYPE <type-name> IS <basic-type> [NOT NULL]

With the SQL Server 2005 declaration:

CREATE TYPE <type-name> FROM <basic-type-converted> [NOT NULL]

You may need to change the target <type-name> if the subtype is defined in the Oracle package. To establish the scope of this name, add a package prefix such as *PackageName$<type-name>*.

##### Numeric Data Types

The basic fixed point numeric type in Oracle is NUMBER*(<precision>, <scale>)*. Its variation for integer numbers is NUMBER*(<precision>)*, and a floating point value can be stored in NUMBER.

By default, SSMA maps NUMBER*(<precision>, <scale>)* to **numeric***(<precision>, <scale>)* and NUMBER*(<precision>)* to **numeric***(<precision>)*. NUMBER becomes **float(53)**, which has the maximum precision from SQL Server floating-point numbers.

In Oracle, INTEGER*(<precision>)* and INTEGER types are treated like NUMBER*(<precision>, 0)*. As SQL Server has a special **int** type that stores integers more efficiently, SSMA maps INTEGER to **int**. PL/SQL types such as BINARY\_INTEGER and PLS\_INTEGER are also mapped to **int** by default.

You may wish to customize the default mapping of numeric types if you know the exact range of actual values. In fact, you can choose any SQL Server numeric type as the target for the mapping. Be cautious when mapping a source type to a type that has less precision, such as NUMBER -> **smallint** or NUMBER(20) -> **int**. Doing so could create overflows or loss of precision during data migration or during code execution. In some cases, you may wish to set the precision to larger than the default, such as when mapping INTEGER to **bigint**.

You may find another reason to change default number mappings: when you convert a NUMBER field to a SQL Server identity column. As SQL Server does not support float numbers as identities, change it to an **int** or **numeric** type.

SSMA recognizes various synonyms of NUMBER types such as NUMERIC, DECIMAL, NATURAL, POSITIVE, DOUBLE\_PRECISION, REAL, BINARY\_FLOAT, and BINARY\_DOUBLE and applies the proper mapping for each one.

SIGNTYPE is mapped to **smallint** to allow storing -1 as a possible value.

##### Character Data Types

SSMA converts the basic character types VARCHAR2 and CHAR to SQL Server **varchar** and **char**, correspondingly preserving their length. If a PL/SQL variable is declared with a constant size greater than 8,000, SSMA maps to **varchar(max)**.

If some formal parameter of a procedure or a function has a character type, Oracle does not require that its length be explicitly declared. Meanwhile, SQL Server always wants to know the exact size of **varchar** or **char** parameters. As a result, SSMA has no other choice than to apply the maximum length by default. That means that VARCHAR2 or CHAR parameters are automatically declared as **varchar(max)** in the target code. If you know the exact length of the source data, you can change the default mapping.

Use customized mappings when Oracle is configured to store multi-byte strings in VARCHAR2 / CHAR columns or variables. In that case, map the character types to Unicode types in SQL Server. For example:

VARCHAR2 -> nvarchar

CHAR -> nchar

Otherwise, non-ASCII strings can be distorted during data migration or target code execution. Note that source strings declared as national (NVARCHAR2 and NCHAR) are automatically mapped to **nvarchar** and **nchar**.

A similar approach is applied to Oracle RAW strings. This type can be mapped to **binary** or **varbinary** (the default), but if their size exceeds the 8,000-byte limit, map them to **varbinary(max)**.

SSMA recognizes various synonyms of these types, namely VARCHAR, CHARACTER, CHARACTER VARYING, NATIONAL CHARACTER, NATIONAL CHARACTER VARYING, and STRING.

##### Date and Time

The default conversion target for DATE is **datetime**. Note that the SQL Server **datetime** type can store dates from 01/01/1753 to 12/31/9999. This range is not as wide as Oracle’s date, which starts from 4712 BC. This can create problems if these early dates are used in the application. However, SQL Server can store contemporary dates more efficiently with the **smalldatetime** type, which supports dates from 01/01/1900 to 06/06/2079. To customize the mapping, in SSMA choose **smalldatetime** as the target type.

Another Oracle type that holds the date and time is TIMESTAMP. It resembles DATE except that it has greater precision (up to nanoseconds). The SQL Server **timestamp** is a completely different type not related to a moment in time. Thus, the best way to convert TIMESTAMP is to use the default SSMA mapping to **datetime**. In most cases, the loss of precision caused by this conversion is acceptable. The current version of SQL Server does not store time zone information in dates. The implementation of **datetime** in the next version of SQL Server should provide increased precision and time zones.

The Oracle INTERVAL data type does not have a corresponding type in SQL Server, but you can emulate any operations with intervals by using the SQL Server functions **dateadd** and **datediff**. Their syntax is quite different, and at this moment SSMA does not perform these conversions automatically.

##### Boolean Type

SQL Server does not have a Boolean type. Statements containing Boolean values are transformed by SSMA to replace the value with conditional expressions. SSMA emulates stored Boolean data by using the SQL Server **bit** type.

##### Large Object Types

The best choice for migrating Oracle LOBs (large object types) are new types introduced in SQL Server 2005: **varchar(max)**, **nvarchar(max)** and **varbinary(max)**.

|  |  |
| --- | --- |
| Oracle | SQL Server 2005 |
| LONG, CLOB | varchar(max) |
| NCLOB | nvarchar(max) |
| LONG RAW, BLOB, BFILE | varbinary(max) |

You can change SSMA mapping to use the older-style **text**, **ntext**, and **image** types, but this is not recommended. SQL Server 2005 operations over new types are simple compared to the approaches in both Oracle and SQL Server 2000. Currently, SSMA does not automatically convert operations on large types. Still, it can migrate the data of all the above types. The BFILE type is somewhat different; since SQL Server does not support the Oracle concept of saving data out of the database, the result of the data migration is that the file contents are loaded into a SQL Server table in binary format. You may consider converting that result into a **varchar** format if the file is a text file.

If the Oracle server supports multi-byte encoding of characters, map LONG and CLOB types to **nvarchar(max)** to preserve the Unicode characters.

##### XML Type

The default mapping of the Oracle XMLType is to SQL Server **xml**. All XML data in **XMLType** columns can be successfully migrated by using SSMA. Note that **XQuery** operations on these types are similar in Oracle and SQL Server, but differences exist and you should handle them manually.

##### ROWID Types

The ROWID and UROWID types are mapped to **uniqueidentifier**, which is a GUID that could be generated for each row. Before you convert any code that relies on the ROWIDpseudocolumn, ensure that SSMA added the ROWID column (see option **Generate ROWID column** in the SSMA project settings). You can migrate data in columns of ROWID type to SQL Server as is, but their correspondence with the SSMA-generated ROWID column will be broken because **uniqueidentifier** no longer represents the physical address of a row like it was in Oracle.

#### Emulating Oracle System Objects

This section describes how SSMA Oracle 3.0 converts Oracle system objects including views, standard functions, and packaged subroutines. You will also find hints about how to convert packages that are currently unsupported.

##### Converting Oracle System Views

SSMA Oracle 3.0 can convert Oracle system views, which are frequently used. It does not convert columns that are too closely linked with Oracle physical structures or have no equivalent in SQL Server 2005. The following views can be migrated automatically to SQL Server views:

* ALL\_INDEXES
* DBA\_INDEXES
* ALL\_OBJECTS
* DBA\_OBJECTS
* ALL\_SYNONYMS
* DBA\_SYNONYMS
* ALL\_TAB\_COLUMNS
* DBA\_TAB\_COLUMNS
* ALL\_TABLES
* DBA\_TABLES
* ALL\_CONSTRAINTS
* DBA\_ CONSTRAINTS
* ALL\_SEQUENCES
* DBA\_SEQUENCES
* ALL\_VIEWS
* DBA\_VIEWS
* ALL\_USERS
* DBA \_USERS
* ALL\_SOURCE
* DBA\_SOURCE
* GLOBAL\_NAME
* ALL\_JOBS
* DBA\_ JOBS
* V$SESSION

In this section, we describe ways to manually convert the following views:

* ALL\_EXTENTS
* V$LOCKED\_OBJECT
* DBA\_FREE\_SPACE
* DBA\_SEGMENTS

###### Location of Generated System View Emulations for SSMA 3.0

Views emulating OracleDBA\_\* views and ALL\_\* views are created in <target\_db>.ssma\_oracle.DBA\_\* and <target\_db>.ssma\_oracle.ALL\_\*, correspondingly.

USER\_\* views are created in each scheme where these views are used, and they have additional WHERE conditions with the format:

OWNER = <target\_schema>

Note that SSMA creates only those target views that are actually referenced in the generated code.

**Note**   In the following code we assume that SSMA creates DBA\_\* and USER\_\* views based on ALL\_\* and therefore we do not describe DBA\_\* and USER\_\*in this document.

**Example**

CREATE VIEW ssma\_oracle.**ALL\_TRIGGERS**

AS

select

UPPER(t.name) as TRIGGER\_NAME,

UPPER(s.name) as TABLE\_OWNER,

UPPER(o.name) as TABLE\_NAME,

CASE

WHEN t.is\_disabled = 0 THEN 'ENABLED'

ELSE 'DISABLED'

END as STATUS

from sys.triggers t, sys.tables o, sys.schemas AS s

where t.parent\_id = o.object\_id

and o.schema\_id = s.schema\_id

GO

CREATE VIEW USER1.**USER\_TRIGGERS**

AS

SELECT \* FROM ssma\_oracle.ALL\_TRIGGERS v

WHERE v.OWNER = N'TEST\_USER'

CREATE SYNONYM ssma\_oracle.**DBA\_TRIGGERS**

FOR TEST\_DATABASE.ssma\_oracle.ALL\_TRIGGERS

###### ALL\_INDEXES System View

SSMA converts owner, index\_name, index\_type, table\_owner, table\_name, table\_type, uniqueness, compression, and prefix\_length columns.

###### ALL\_OBJECTS System View

SSMA converts owner, object\_name, object\_type, created, last\_ddl\_time, and generatedcolumns.

###### ALL\_SYNONYMS System View

SSMA convert all columns for this view.

###### ALL\_TAB\_COLUMNS System View

SSMA converts OWNER, table\_name, column\_name, DATA\_TYPE, data\_length, data\_precision, data\_scale, nullable, and column\_id columns.

###### ALL\_TABLES System View

SSMA V3 converts owner and table\_name columns.

###### ALL\_CONSTRAINTS System View

SSMA converts owner, constraint\_name, constraint\_type, table\_name, search\_condition, r\_owner, r\_constraint\_name, delete\_rule, status, deferable, and generated columns.

###### ALL\_SEQUENCES System View

SSMA converts sequence\_owner, sequence\_name, minvalue, increment\_by,

cycle\_flag, order\_flag, cache\_size, and last\_number columns.

###### ALL\_VEWS System View

SSMA converts owner, view\_name, text\_length, and text columns.

###### ALL\_USERS System View

SSMA converts all columns for this view.

###### ALL\_SOURCE System View

SSMA converts owner, name, and text columns.

###### GLOBAL\_NAME System View

SSMA converts all columns for this view.

###### ALL\_JOBS System View

SSMA converts job, last\_date, last\_sec, next\_date, next\_sec, total\_time, broken, and what columns.

###### V$SESSION System View

SSMA converts sid, username, status, schemaname, program, logon\_time, and last\_call\_et columns.

###### DBA\_EXTENTS System View

SSMA does not automatically convert DBA\_EXTENTS. You can emulate owner, segment\_name, segment\_type, bytes, and blocks.

The following code produces the result similar to DBA\_EXTENTS:

insert #extentinfo

exec( '

dbcc extentinfo ( 0 ) with tableresults

' )

select

UPPER(s.name) AS owner,

UPPER(t.name) AS object\_name,

'TABLE' AS segment\_type,

ext\_size\*8192 as bytes,

ext\_size as blocks

from #extentinfo AS e, sys.tables AS t, sys.schemas AS s

WHERE t.schema\_id = s.schema\_id

AND e.obj\_id = t.object\_id

UNION ALL

select

UPPER(s.name) AS owner,

UPPER(i.name) AS object\_name,

'INDEX' AS segment\_type,

ext\_size\*8192 as bytes,

ext\_size as blocks

from #extentinfo AS e, sys.indexes AS i,

sys.tables AS t, sys.schemas AS s

WHERE t.schema\_id = s.schema\_id

AND i.object\_id = t.object\_id

AND e.obj\_id = t.object\_id

###### V$LOCKED\_OBJECT System View

SSMA does not automatically convert V$LOCKED\_OBJECT. You can emulate V$LOCKED\_OBJECT data by using the following columns inSQL Server 2005:

os\_user\_name, session\_id, oracle\_username, locked\_mode

The following view provides the emulation:

CREATE VIEW ssma\_oracle.V$LOCK\_OBJECT AS

SELECT

s.hostname as OS\_USER\_NAME,

s.spid as SESSION\_ID,

UPPER(u.name) as ORACLE\_USERNAME,

CASE

WHEN d.request\_mode = 'IX' THEN 3

WHEN d.request\_mode = 'IS' THEN 2

WHEN d.request\_mode = 'X' THEN 6

WHEN d.request\_mode = 'S' THEN 4

ELSE 0

END as LOCKED\_MODE

FROM sys.dm\_tran\_locks as d LEFT OUTER JOIN

(master..sysprocesses as s LEFT OUTER JOIN sysusers as u

ON s.uid = u.uid) ON d.request\_session\_id = s.spid

WHERE resource\_type = 'OBJECT' and request\_mode NOT IN ('Sch-M', 'Sch-S')

###### DBA\_FREE\_SPACE system view

SSMA does not automatically convert DBA\_FREE\_SPACE. You can emulate it in SQL Server 2005 in the following columns:

file\_id, bytes, blocks.

The following code performs the emulation:

CREATE VIEW DBA\_FREE\_SPACE AS

SELECT

a.data\_space\_id as FILE\_ID,

SUM(a.total\_pages - a.used\_pages)\*8192 as BYTES,

SUM(a.total\_pages - a.used\_pages) as BLOCKS

FROM sys.allocation\_units as a

GROUP BY a.data\_space\_id

###### DBA\_SEGMENTS system view

SSMA does not automatically convert the DBA\_SEGMENTS view. You can emulate it in SQL Server 2005 with the following columns:

owner, segment\_name, segment\_type, bytes.

We propose the following emulation:

CREATE VIEW ssma\_ora.DBA\_SEGMENTS AS

SELECT

UPPER(s.name) AS owner,

UPPER(o.name) AS SEGMENT\_NAME,

'TABLE' AS SEGMENT\_TYPE,

SUM(a.used\_pages\*8192) as BYTES

FROM sys.tables AS o INNER JOIN

sys.schemas AS s ON s.schema\_id = o.schema\_id left join

(sys.partitions as p join sys.allocation\_units a on p.partition\_id = a.container\_id

left join sys.internal\_tables it on p.object\_id = it.object\_id)

on o.object\_id = p.object\_id

WHERE (o.is\_ms\_shipped = 0)

GROUP BY s.name, o.name

UNION ALL

SELECT

UPPER(s.name) AS owner,

UPPER(i.name) AS SEGMENT\_NAME,

'INDEX' AS OBJECT\_TYPE,

SUM(a.used\_pages\*8192) as BYTES

FROM sys.indexes AS i INNER JOIN

sys.objects AS o ON i.object\_id = o.object\_id and

o.type = 'U' INNER JOIN

sys.schemas AS s ON o.schema\_id = s.schema\_id left join

(sys.partitions as p join sys.allocation\_units a on p.partition\_id = a.container\_id

left join sys.internal\_tables it on p.object\_id = it.object\_id)

on o.object\_id = p.object\_id

GROUP BY s.name, i.name

##### Converting Oracle System Functions

SSMA converts Oracle system functions to either SQL Server system functions or to user-defined functions from the Microsoft Extension Library for SQL Server. The library is created in the **sysdb** database when you install the SSMA Extension Pack. The following table lists the Oracle system functions and SQL Server mappings.

|  |  |
| --- | --- |
| Function conversion status (S) | Type of conversion (T) |
| Y: The function is fully converted. | M: Using standard Transact-SQL mapping. |
| P: The function is partially converted. | F: Using database user-defined functions. |
|  | E: Using extended stored procedures. |

**Note**   The prefix **[ssma\_oracle]** is placed before functions in the **sysdb.ssma\_oracle** schema, as required for SQL Server functions that are part of the Extension Pack installation.

| Oracle System Function | S | T | Conversion to SQL Server | Comment |
| --- | --- | --- | --- | --- |
| ABS(p1) | Y | M | ABS(p1) |  |
| ACOS(p1) | Y | M | ACOS(p1) |  |
| ADD\_MONTHS(p1, p2) | Y | M | DATEADD(m, p2, p1) |  |
| ASCII(p1) | Y | M | ASCII(p1) |  |
| ASIN(p1) | Y | M | ASIN(p1) |  |
| ATAN(p1) | Y | M | ATAN(p1) |  |
| BITAND(p1, p2) | Y | F | ssma\_oracle.BITAND(p1, p2) |  |
| CAST(p1 AS t1) | Y | M | CAST(p1 AS t1) |  |
| CEIL(p1) | Y | M | CEILING(p1) |  |
| CHR(p1 [USING NCHAR\_CS]) | P | M | CHAR(p1) | USING NCHAR\_CS is currently not supported. |
| COALESCE(p1, …) | Y | M | COALESCE(p1, …) |  |
| CONCAT(p1, p2) | Y | M | Into expression (p1 + p2) |  |
| COS(p1) | Y | M | COS(p1) |  |
| COSH(p1) | Y | F | ssma\_oracle.COSH(p1) no spaces are allowed in ssma\_ora user name. |  |
| CURRENT\_DATE | P | M | GETUTCDATE() | Limitation: CURRENT\_DATE returns date in the time zone of DB session, but GETUTCDATE() returns UTC only. |
| Currently SSMA does not process CURRENT\_DATE correctly. |
| DECODE(p1, p2, p3 [, p4]) | Y | M | CASE p1 WHEN p2 THEN p3 [ELSE p4] END |  |
| EXP(p1) | Y | M | EXP(p1) |  |
| EXTRACT(p1 FROM p2) | P | M | DATEPART(part-p1, p2) | Only p1 = (YEAR, MONTH, DAY, HOUR, MINUTE, SECOND) is converted. For p1 = (TIMEZONE\_HOUR, TIMEZONE\_MINUTE, TIMEZONE\_REGION, TIMEZONE\_ABBR) a message is generated saying that it is impossible to convert. |
| FLOOR(p1) | Y | M | FLOOR(p1) |  |
| GREATEST(p1,p2 | P | F | ssma\_oracle. | Function type is based on the p1 data type. If the Oracle source is |
| [,p3…pn]) | GREATEST\_DATETIME(p1, p2) | GREATEST(p1,p2,p3), SSMA transforms  it as |
|  | GREATEST\_FLOAT(p1, p2) | GREATEST(p1, GREATEST(p2,p3)) and so on. |
|  | GREATEST\_INT(p1, p2) |  |
|  | GREATEST\_NVARCHAR(p1, p2) |  |
|  | GREATEST\_REAL(p1, p2) |  |
|  | GREATEST\_VARCHAR(p1, p2) |  |
| INITCAP(p1) | Y | F | ssma\_oracle. | Function type is based on the p1 data type. Currently supports the following argument types: CHAR, NCHAR, VARCHAR2, NVARCHAR2. For other types, a message is generated. |
| INITCAP \_VARCHAR(p1) |
| INITCAP \_NVARCHAR(p1) |
| INSTR(p1,p2[,p3,p4]) | P | F | ssma\_oracle. | INSTRB,  INSTRC,  INSTR2, INSTR4  currently not converted. |
| INSTR2\_CHAR(p1, p2) |
| INSTR2\_NCHAR(p1, p2) |
| INSTR2\_NVARCHAR(p1, p2) |
| INSTR2\_VARCHAR(p1, p2) |
| INSTR3\_CHAR(p1, p2, p3) |
| INSTR3\_NCHAR(p1, p2, p3) |
| INSTR3\_NVARCHAR(p1, p2, p3) |
| INSTR3\_VARCHAR(p1, p2, p3) |
| INSTR4\_CHAR(p1, p2, p3, p4) |
| INSTR4\_NCHAR(p1, p2, p3, p4) |
| INSTR4\_NVARCHAR(p1, p2, p3, p4) |
| INSTR4\_VARCHAR(p1, p2, p3, p4) |
| LAST\_DAY(p1) | Y | F | ssma\_oracle.LAST\_DAY(p1) |  |
| LEAST(p1, p2 [, p3 … pn]) | P | F | ssma\_oracle. | Function type is based on the p1 data type. If Oracle source is |
| LEAST\_DATETIME (p1, p2) | LEAST (p1,p2,p3), SSMA transforms it as |
| LEAST\_FLOAT (p1, p2) | LEAST (p1,  LEAST (p2,p3)) and so on. |
| LEAST\_INT (p1, p2) |  |
| LEAST\_NVARCHAR (p1, p2) |  |
| LEAST\_REAL (p1, p2) |  |
| LEAST\_VARCHAR (p1, p2) |  |
| LENGTH(p1) | P | F | ssma\_oracle. | LENGTHB, LENGTHC, LENGTH2, LENGTH4 currently not converted. |
| LENGTH\_CHAR(p1) | Function type determined based on the p1 data type. |
| LENGTH\_NCHAR(p1) |  |
| LENGTH\_NVARCHAR(p1) |  |
| LENGTH\_VARCHAR(p1) |  |
| LN(p1) | Y | M | LOG(p1) |  |
| LOG(p1, p2) | Y | F | ssma\_oracle.LOG\_ANYBASE(p1, p2) |  |
| LOWER(p1) | Y | M | LOWER(p1) |  |
| LPAD(p1, p2) | Y | F | ssma\_oracle. | Function type is  based on the p1 data type. P3 = ‘ ’ (by default). Currently supports the following argument types: CHAR, NCHAR, VARCHAR2, NVARCHAR2. For other types a message is generated. |
| LPAD\_VARCHAR(p1, p2, p3) |
| LPAD\_NVARCHAR(p1, p2, p3) |
| LPAD(p1, p2, p3) | Y | F | ssma\_oracle. | Function type is based on the p1 data type. Currently supports the following argument types: CHAR, NCHAR, VARCHAR2, NVARCHAR2. |
| LPAD\_VARCHAR(p1, p2, p3) |
| LPAD\_NVARCHAR(p1,p2,p3) |
| LTRIM(p1) | Y | M | LTRIM(p1) |  |
| LTRIM(p1, p2) | Y | F | ssma\_oracle. | Function type is based on the p1 data type. Currently supports the following argument types: CHAR, NCHAR, VARCHAR2, NVARCHAR2. |
| LTRIM2\_VARCHAR(p1, p2) |
| LTRIM2\_NVARCHAR(p1, p2) |
| MOD(p1, p2) | Y | M | Into expression (p1 % p2) | No check of parameter data types. |
| MONTHS\_BETWEEN(p1, p2) | Y | M | DATEDIFF( MONTH, CAST(p2 AS float), CAST( DATEADD(DAY, ( -CAST(DATEPART(DAY, p2) AS float(53)) + 1 ), p1) AS float)) |  |
| NEXT\_DAY (p1, p2) | Y | F | ssma\_oracle.NEXT\_DAY (p1, p2) |  |
| NEW\_TIME(p1, p2, p3) | Y | F | ssma\_oracle.NEW\_TIME(p1, p2, p3) |  |
| NLS\_INITCAP(p1[, p2]) | P | F | ssma\_oracle. | Only function calls with one argument are currently supported. The type of function is determined by the first argument data type. The following data types of the first argument are currently supported: NCHAR, NVARCHAR2. For other data types a message is generated. |
| NLS\_INITCAP\_NVARCHAR(p1) |
| NULLIF(p1, p2) | Y | M | NULLIF(p1, p2) |  |
| NVL(p1, p2) | Y | M | ISNULL(p1, p2) |  |
| POWER(p1,p2) | Y | M | POWER(p1,p2) |  |
| RAWTOHEX (p1) | Y | F | ssma\_oracle.RAWTOHEX\_VARCHAR (p1) | Varchar is supported as returned the value type. |
| REPLACE(p1, p2)  REPLACE(p1, p2, p3) | P | M | REPLACE(p1, p2 , ‘’)  REPLACE(p1, p2 , p3) |  |
| ROUND(p1)  [ p1 date ]  ROUND(p1, p2)  [ p1 date ] | Y | F | ssma\_oracle.ROUND\_DATE (p1, NULL)  ssma\_oracle.ROUND\_DATE (p1, p2) |  |
| ROUND(p1)   [ p1 numeric ] | Y | F | ssma\_oracle.ROUND\_NUMERIC\_0 (p1) |  |
| ROUND (p1, p2) [ p1 numeric ] | Y | M | ROUND (p1, p2) |  |
| RPAD(p1, p2) | Y | F | ssma\_oracle. | The type of function is determined by the first argument data type.  P3 = ‘ ’ (by default). The following data types of the first argument are currently supported: CHAR, NCHAR, VARCHAR2, NVARCHAR2. For other data types a message is generated. |
| RPAD\_VARCHAR(p1, p2, p3) |
| RPAD\_NVARCHAR(p1, p2, p3) |
| RPAD(p1, p2, p3) | Y | F | ssma\_oracle. | The type of function is determined by the first argument data type. The following data types of the first argument currently supported: CHAR, NCHAR, VARCHAR2, NVARCHAR2. For other data types a message is generated |
| RPAD\_VARCHAR(p1, p2, p3) |
| RPAD\_NVARCHAR(p1,p2,p3) |
| RTRIM(p1) | Y | M | RTRIM(p1) |  |
| RTRIM(p1,p2) | Y | F | ssma\_oracle. | The function type is based on the p1 data type. Currently supported following argument types are: CHAR, NCHAR, VARCHAR2, NVARCHAR2. |
| RTRIM2\_VARCHAR(p1,p2) |
| RTRIM2\_NVARCHAR(p1,p2) |
| SIGN(p1) | Y | M | SIGN(p1) |  |
| SIN(p1) | Y | M | SIN(p1) |  |
| SINH(p1) | Y | F | ssma\_oracle.SINH(p1) |  |
| SQRT(p1) | Y | M | SQRT (p1) |  |
| SUBSTR(p1, p2[, p3]) | P | F | ssma\_oracle. | The function type is based on the p1 data type. |
| SUBSTR2\_CHAR(p1,p2) |
| SUBSTR2\_NCHAR(p1,p2) |
| SUBSTR2\_NVARCHAR(p1,p2) |
| SUBSTR2\_VARCHAR(p1,p2) |
| SUBSTR3\_CHAR(p1,p2,p3) |
| SUBSTR3\_NCHAR(p1,p2,p3) |
| SUBSTR3\_NVARCHAR(p1,p2,p3) |
| SUBSTR3\_VARCHAR(p1,p2,p3) |
| SYS\_GUID() | P | M | NEWID() | Not guaranteed to work correctly. For example, SELECT SYS\_GUID() from dual differs from SELECT NEWID(). |
| SYSDATE | Y | M | GETDATE() |  |
| TAN(p1) | Y | M | TAN(p1) |  |
| TANH(p1) | Y | F | ssma\_oracle.TANH(p1) |  |
| TO\_CHAR(p1) | Y | M | CAST(p1 AS CHAR) | Not guaranteed to work correctly. |
| TO\_CHAR(p1, p2) | P | F | ssma\_oracle. | p1 can have date or numeric type. Formats currently not supported are E, EE, TZD, TZH, TZR. Allowable numeric formats are comma, period, ‘0’, ‘9,’ and ‘fm.’ |
| TO\_CHAR\_DATE (p1, p2) | Character value of p1 is not supported. |
| TO\_CHAR\_NUMERIC (p1, p2) |  |
| TO\_DATE(p1)  TO\_DATE(p1, p2) | P | F | CAST(p1 AS datetime)  ssma\_oracle.TO\_DATE2 (p1, p2) | Only 1- or 2-argument format is converted. |
| TO\_NUMBER(p1[, p2[, p3]]) | P | M | CAST(p1 AS NUMERIC) | Currently supported with only one argument. The conversion is not guaranteed to be fully equivalent. |
| TRANSLATE(p1, p2, p3) | Y | F | ssma\_oracle. | The type of function is determined by the first argument data type. The following data types of the first argument are currently supported: CHAR, NCHAR, VARCHAR2, NVARCHAR2. For other data types a message is generated |
| TRANSLATE\_VARCHAR(p1, p2, p3) |
| TRANSLATE\_NVARCHAR(p1, p2, p3) |
| TRUNC(p1[, p2]) | Y | F | ssma\_oracle. | Currently supported only for p1 of NUMERIC and DATE types. |
| TRUNC(p1[, p2]) |
| TRUNC\_DATE(p1) |
| TRUNC\_DATE2(p1, p2) |
| TRIM | Y | F | ssma\_oracle.TRIM2, ssma\_oracle.TRIM3 | The parameters are transformed (see the explanations below). |
| UID | P | M | SUSER\_SID() | The conversion is not guaranteed to be fully equivalent. |
| UPPER(p1) | Y | M | UPPER(p1) |  |
| USER | Y | M | SESSION\_USER |  |
| WIDTH\_BUCKET(p1, p2, p3, p4) | Y | F | ssma\_oracle.WIDTH\_BUCKET(p1, p2, p3, p4) |  |

See the rules for special transformations for some of the Oracle system functions in [Converting Oracle System Functions](#_Conversion_of_Oracle) in this document.

###### TRIM System Function

*Oracle*

TRIM( {

{ LEADING | TRAILING | BOTH }

<trim\_character>

| <trim\_character>

}

FROM trim\_source

)

*SQL Server*

sysdb.ssma\_oracle.trim3\_varchar(

{ { 1 | 2 | 3 } | 3 }, <trim\_character>, <trim\_source>

)

*Oracle*

TRIM(

[ [ LEADING | TRAILING | BOTH ] FROM <trim\_source> ] |

<trim\_source>

)

*SQL Server*

sysdb.ssma\_oracle.trim2\_varchar(

[ 1 | 2 | 3 ] | 3, <trim\_source>

)

**Example TRIM function**

*Oracle*

SELECT TRIM(LEADING FROM ' 2234 3452 ') FROM dual;

SELECT TRIM(TRAILING FROM ' 2234 3452 ') FROM dual;

SELECT TRIM(BOTH FROM ' 2234 3452 ') FROM dual;

SELECT TRIM(' 2234 3452 ') FROM dual;

SELECT TRIM(LEADING '2' FROM '2234 3452') FROM dual;

SELECT TRIM(TRAILING '2' FROM '2234 3452') FROM dual;

SELECT TRIM(BOTH '2' FROM '2234 3452') FROM dual;

SELECT TRIM('2' FROM '2234 3452') FROM dual;

*SQL Server*

SELECT sysdb.ssma\_oracle.TRIM2\_VARCHAR(1, ' 2234 3452 ')

SELECT sysdb.ssma\_oracle.TRIM2\_VARCHAR(2, ' 2234 3452 ')

SELECT sysdb.ssma\_oracle.TRIM2\_VARCHAR(3, ' 2234 3452 ')

SELECT sysdb.ssma\_oracle.TRIM2\_VARCHAR(3, ' 2234 3452 ')

SELECT sysdb.ssma\_oracle.TRIM3\_VARCHAR(1, '2', '2234 3452')

SELECT sysdb.ssma\_oracle.TRIM3\_VARCHAR(2, '2', '2234 3452')

SELECT sysdb.ssma\_oracle.TRIM3\_VARCHAR(3, '2', '2234 3452')

SELECT sysdb.ssma\_oracle.TRIM3\_VARCHAR(3, '2', '2234 3452')

###### USERENV System Function

To convert function USERENV('SESSIONID') use the @@SPID function.

**Example**

*Oracle*

SELECT USERENV('SESSIONID') FROM dual;

*SQL Server*

SELECT @@SPID

To convert function USERENV('TERMINAL') use the host\_name() function.

**Example**

*Oracle*

SELECT USERENV('TERMINAL') FROM dual;

*SQL Server*

SELECT host\_name()

###### NVL2 System Function

To convert function NVL2 use CASE-*expression*:

**Example**

*Oracle*

NVL2(<expr1>, <expr2>, <expr3>)

*SQL Server*

CASE WHEN (<expr1> IS NULL) THEN <expr3> ELSE <expr2> END

##### Converting Oracle System Packages

This section covers the migration of commonly used subroutines in Oracle standard packages. Some of the modules are migrated automatically by SSMA, and some should be handled manually. Examples illustrate our approach for the conversion.

###### DBMS\_SQL Package

SSMA automatically covers cases where:

* The dynamic SQL is processed manually.
* The statement is not SELECT.

| Oracle Function or Procedure | Conversion to SQL Server | Comment |
| --- | --- | --- |
| OPEN\_CURSOR() | [ssma\_oracle].DBMS\_SQL\_OPEN\_CURSOR() | The conversion is not guaranteed to be fully equivalent. |
| PARSE(p1,p2,p3) | [ssma\_oracle].DBMS\_SQL\_PARSE  p1,p2,p3 | The conversion is not guaranteed to be fully equivalent. |
| EXECUTE(p1) | [ssma\_oracle].DBMS\_SQL\_EXECUTE (p1) | The conversion is not guaranteed to be fully equivalent. |
| CLOSE\_CURSOR(p1) | [ssma\_oracle].DBMS\_SQL\_CLOSE\_CURSOR (p1) | The conversion is not guaranteed to be fully equivalent. |

**Example**

*Oracle*

declare

cur int;

ret int;

begin

cur := dbms\_sql.open\_cursor();

dbms\_sql.parse(cur, 'ALTER TABLE t1 ADD COLUMN4 NUMBER', dbms\_sql.NATIVE);

ret := dbms\_sql.execute(cur);

dbms\_sql.close\_cursor(cur);

end;

*SQL Server*

Declare

@cur numeric(38),

@ret numeric(38)

begin

set @cur = sysdb.ssma\_oracle.dbms\_sql\_open\_cursor()

declare

@param\_expr\_2 integer

set @param\_expr\_2 = sysdb.ssma\_oracle.getpv\_const\_integer('sys', 'dbms\_sql', 'native')

exec sysdb.ssma\_oracle.dbms\_sql\_parse @cur, 'ALTER TABLE t1 ADD COLUMN4 float(53)', @param\_expr\_2

set @ret = sysdb.ssma\_oracle.dbms\_sql\_execute(@cur)

exec sysdb.ssma\_oracle.dbms\_sql\_close\_cursor @cur

end

###### DBMS\_OUTPUT package

SSMA can handle commonly used PUT\_LINE functions.

|  |  |  |  |
| --- | --- | --- | --- |
| Oracle function or procedure | T | Conversion to SQL Server | Comment |
| PUT\_LINE(p1) | M | PRINT p1 | The conversion is not guaranteed to be fully equivalent. |

**Example**

*Oracle*

declare

tname varchar2(255);

begin

tname:='Hello, world!';

dbms\_output.put\_line(tname);

end;

*SQL Server*

DECLARE

@tname varchar(255)

BEGIN

SET @tname = 'Hello, world!'

PRINT @tname

END

###### UTL\_FILE Package

The following table lists the UTL\_FILE subprograms that SSMA processes automatically.

| Oracle function or procedure | T | Conversion to SQL Server | Comment |
| --- | --- | --- | --- |
| IS\_OPEN(p1) | S | UTL\_FILE\_IS\_OPEN(p1) |  |
| FCLOSE(p1) | S | UTL\_FILE\_FCLOSE p1 |  |
| FFLUSH (p1) | S | UTL\_FILE\_FFLUSH p1 |  |
| FOPEN ( p1,p2,p3, p4) | S | UTL\_FILE\_FOPEN$IMPL(p1,p2,p3,p4,p5) | p5 return value |
| GET\_LINE | S | UTL\_FILE\_GET\_LINE(p1,p2,p3) | p2 return value |
| PUT | S | UTL\_FILE\_PUT(p1,p2) |  |
| PUTF(p1, p2) | S | UTL\_FILE\_PUTF(p1,p2) |  |
| PUT\_LINE | S | UTL\_FILE\_PUT\_LINE(p1,p2) |  |

**Example**

*Oracle*

DECLARE

outfile utl\_file.file\_type;

my\_world varchar2(4) := 'Zork';

V1 VARCHAR2(32767);

Begin

outfile := utl\_file.fopen('USER\_DIR','1.txt','w',1280);

utl\_file.put\_line(outfile,'Hello, world!');

utl\_file.PUT(outfile, 'Hello, world NEW! ');

UTL\_FILE.FFLUSH (outfile);

IF utl\_file.is\_open(outfile) THEN

Utl\_file.fclose(outfile);

END IF;

outfile := utl\_file.fopen('USER\_DIR','1.txt','r');

UTL\_FILE.GET\_LINE(outfile,V1,32767);

DBMS\_OUTPUT.put\_line('V1= '||V1);

IF utl\_file.is\_open(outfile) THEN

Utl\_file.fclose(outfile);

END IF;

End write\_log\_file;

*SQL Server*

DECLARE

@outfile XML,

@my\_world varchar(4),

@V1 varchar(max)

SET @my\_world = 'Zork'

BEGIN

EXEC sysdb.ssma\_oracle.UTL\_FILE\_FOPEN$IMPL 'USER\_DIR', '1.txt', 'w', 1280, @outfile OUTPUT

EXEC sysdb.ssma\_oracle.UTL\_FILE\_PUT\_LINE @outfile, 'Hello, world!'

EXEC sysdb.ssma\_oracle.UTL\_FILE\_PUT @outfile, 'Hello, world NEW! '

EXEC sysdb.ssma\_oracle.UTL\_FILE\_FFLUSH @outfile

IF (sysdb.ssma\_oracle.UTL\_FILE\_IS\_OPEN(@outfile) <> /\* FALSE \*/ 0)

EXEC sysdb.ssma\_oracle.UTL\_FILE\_FCLOSE @outfile

EXEC sysdb.ssma\_oracle.UTL\_FILE\_FOPEN$IMPL 'USER\_DIR', '1.txt', 'r', 1024, @outfile OUTPUT

EXEC sysdb.ssma\_oracle.UTL\_FILE\_GET\_LINE @outfile, @V1 OUTPUT, 32767

PRINT ('V1= ' + isnull(@V1, ''))

IF (sysdb.ssma\_oracle.UTL\_FILE\_IS\_OPEN(@outfile) <> /\* FALSE \*/ 0)

EXEC sysdb.ssma\_oracle.UTL\_FILE\_FCLOSE @outfile

END

###### DBMS\_UTILITY Package

SSMA supports only the GET\_TIME function.

|  |  |  |  |
| --- | --- | --- | --- |
| Oracle function or procedure | T | Conversion to SQL Server | Comment |
| GET\_TIME | M | SELECT CONVERT(NUMERIC(38, 0), (CONVERT(NUMERIC(38, 10), getdate()) \* 8640000)) |  |

###### DBMS\_SESSION Package

SSMA supports only the UNIQUE\_SESSION\_ID function.

|  |  |  |  |
| --- | --- | --- | --- |
| Oracle function or procedure | T | Conversion to SQL Server | Comment |
| UNIQUE\_SESSION\_ID | M | [sysdb].ssma\_oracle.unique\_session\_id() | Return value is different |

###### DBMS\_PIPE Package

SSMA 3.0 does not convert the DBMS\_PIPEsystem package. To emulate it manually, follow these suggestions.

The DBMS\_PIPE package has the following subprograms:

* **function Create\_Pipe()**
* **procedure Pack\_Message()**
* **function Send\_Message()**
* **function Receive\_Message()**
* **function Next\_Item\_Type()**
* **procedure Unpck\_Message()**
* **procedure Remove\_Pipe()**
* **procedure Purge()**
* **procedure Reset\_Buffer()**
* **function Unique\_Session\_Name()**

Use a separate table to store data that is transferred via pipe.

Here’s an example:

Use sysdb

Go

Create Table sysdb.ssma.Pipes(

ID Bigint Not null Identity(1, 1),

PipeName Varchar(128) Not Null Default 'Default',

DataValue Varchar(8000)

);

go

Grant Select, Insert, Delete On sysdb.ssma.Pipes to public

Go

The **pack-send** and **receive-unpack** commands are usually used in pairs. Therefore, you can do the following replacement:

*Oracle*

s := dbms\_pipe.receive\_message('<Pipe\_Name>');

if s = 0 then

dbms\_pipe.unpack\_message(chr);

end if;

*SQL Server*

DECLARE

@s bigint,

@chr varchar(8000)

BEGIN

SET @chr = ''

Select @s = Min(ID) from sysdb.ssma.Pipes where PipeName = '<Pipe\_Name>'

If @s is not null

Begin

Select @chr = DataValue From sysdb.ssma.Pipes where ID = @s

Delete From sysdb.ssma.Pipes where ID = @s

End

*Oracle*

dbms\_pipe.pack\_message(info);

status := dbms\_pipe.send\_message('<Pipe\_Name>');

*SQL* Server

Insert Into sysdb.ssma.Pipes (PipeName, DataValue) Values ('<Pipe\_Name>', @info)

Follow these recommendations to emulate the work of this package:

* **Create\_Pipe()**. Can be ignored.
* **Pack\_Message(), Unpack\_Message()**. Add storage as a buffer or ignore.
* **Send\_Message(), Receive\_Message()**. Will be emulated as insert/select on the Pipes table (as shown in earlier example code).
* **Next\_Item\_Type()**. Will demand to add datatype field to your Pipes table.
* **Remove\_Pipe()** Emulate as Delete From Pipes where PipeName = '<PipeName>'
* **Purge()**. In our emulation, this means the same as **Remove\_Pipe()**.
* **Reset\_Buffer()**. Needed if you emulate the buffer (and pack and unpack procedures).
* **Unique\_Session\_Name()**. Return session name. Possible to emulate it as SessionID.

###### DBMS\_LOB Package

SSMA does not automatically convert the DBMS\_LOB package. This section contains suggestions for its possible emulation. First we analyze the following DBMS\_LOB package procedures and functions:

* DBMS\_LOB.READ
* DBMS\_LOB.WRITE
* DBMS\_LOB.GETLENGTH
* DBMS\_LOB.SUBSTR
* DBMS\_LOB.WRITEAPPEND
* DBMS\_LOB.OPEN
* DBMS\_LOB.CLOSE

Let’s examine each in more detail.

**DBMS\_LOB.READ Procedure**

dbms\_lob$read\_clob procedure emulate work with CLOB type.

dbms\_lob$read\_blob procedure emulate work with BLOB, BFILE type.

CREATE PROCEDURE dbms\_lob$read\_clob

@lob\_loc VARCHAR(MAX),

@amount INT OUTPUT,

@offset INT,

@buffer VARCHAR(MAX) OUTPUT

as

BEGIN

SET @buffer = substring(@lob\_loc, @offset, @amount)

END;

GO

CREATE PROCEDURE dbms\_lob$read\_blob

@lob\_loc VARBINARY(MAX),

@amount INT OUTPUT,

@offset INT,

@buffer VARBINARY(MAX) OUTPUT

as

BEGIN

SET @buffer = substring(@lob\_loc, @offset, @amount)

END;

GO

**DBMS\_LOB.WRITE Procedure**

Again, we have different variants for clob and blob.

CREATE PROCEDURE dbms\_lob$write\_clob

@lob\_loc VARCHAR(MAX) OUTPUT,

@amount INT,

@offset INT,

@buffer VARCHAR(MAX)

as

BEGIN

SET @lob\_loc = STUFF(@lob\_loc, @offset, @amount, @buffer)

END;

GO

CREATE PROCEDURE dbms\_lob$write\_blob

@lob\_loc VARBINARY(MAX) OUTPUT,

@amount INT,

@offset INT,

@buffer VARBINARY(MAX)

as

BEGIN

SET @lob\_loc = CAST(STUFF(@lob\_loc, @offset, @amount, @buffer) as VARBINARY(MAX))

END;

**Example**

*Oracle*

DECLARE

clob\_selected CLOB;

clob\_updated CLOB;

read\_amount INTEGER;

read\_offset INTEGER;

write\_amount INTEGER;

write\_offset INTEGER;

buffer VARCHAR2(20);

BEGIN

SELECT ad\_sourcetext INTO clob\_selected

FROM Print\_media

WHERE ad\_id = 20020;

SELECT ad\_sourcetext INTO clob\_updated

FROM Print\_media

WHERE ad\_id = 20020 FOR UPDATE;

read\_amount := 10;

read\_offset := 1;

dbms\_lob.read(clob\_selected, read\_amount, read\_offset, buffer);

dbms\_output.put\_line('clob\_selected value: ' || buffer);

write\_amount := 3;

write\_offset := 5;

buffer := 'uuuu';

dbms\_lob.write(clob\_updated, write\_amount, write\_offset,

buffer);

INSERT INTO PRINT\_MEDIA VALUES (20050, clob\_updated);

COMMIT;

END;

*SQL Server*

DECLARE

@clob\_selected VARCHAR(MAX),

@clob\_updated VARCHAR(MAX),

@read\_amount INT,

@read\_offset INT,

@write\_amount INT,

@write\_offset INT,

@buffer VARCHAR(20)

SELECT @clob\_selected = ad\_sourcetext

FROM Print\_media

WHERE ad\_id = 20020;

SELECT @clob\_updated = ad\_sourcetext

FROM Print\_media

WHERE ad\_id = 20020

SET @read\_amount = 10;

SET @read\_offset = 1;

EXECUTE dbms\_lob$read\_clob @clob\_selected, @read\_amount OUTPUT, @read\_offset, @buffer OUTPUT

PRINT'clob\_selected value: ' + @buffer

SET @write\_amount = 3;

SET @write\_offset = 5;

SET @buffer = 'uuuu';

EXECUTE dbms\_lob$write\_clob @clob\_updated OUTPUT, @write\_amount, @write\_offset, @buffer

INSERT INTO PRINT\_MEDIA VALUES (20050, @clob\_updated);

IF @@TRANCOUNT > 0

COMMIT WORK

**DBMS\_LOB.GETLENGTH Function**

CREATE FUNCTION dbms\_lob$getlength\_clob (

@lob\_loc VARCHAR(MAX) ) RETURNS BIGINT

as

BEGIN

RETURN(LEN(@lob\_loc))

END;

GO

CREATE FUNCTION dbms\_lob$getlength\_blob (

@lob\_loc VARBINARY(MAX) ) RETURNS BIGINT

as

BEGIN

RETURN(LEN(@lob\_loc))

END;

GO

**DBMS\_LOB.SUBSTR Function**

CREATE FUNCTION dbms\_lob$substr­\_clob (

@lob\_loc VARCHAR(MAX),

@amount INT = 32767,

@offset INT) RETURNS VARCHAR(MAX)

as

BEGIN

RETURN(substring(@lob\_loc, @offset, @amount))

END;

GO

CREATE FUNCTION dbms\_lob$substr\_blob (

@lob\_loc VARBINARY(MAX),

@amount INT = 32767,

@offset INT) RETURNS VARBINARY(MAX)

as

BEGIN

RETURN(substring(@lob\_loc, @offset, @amount))

END;

GO

**DBMS\_LOB.WRITEAPPEND Procedure**

CREATE PROCEDURE dbms\_lob$writeappend\_clob

@lob\_loc VARCHAR(MAX) OUTPUT,

@amount INT,

@buffer VARCHAR(MAX)

as

BEGIN

SET @lob\_loc = @lob\_loc + ISNULL(SUBSTRING(@buffer, 1, @amount),'')

END;

GO

CREATE PROCEDURE dbms\_lob$writeappend\_blob

@lob\_loc VARBINARY(MAX) OUTPUT,

@amount INT,

@buffer VARBINARY(MAX)

as

BEGIN

SET @lob\_loc = @lob\_loc + ISNULL(SUBSTRING(@buffer, 1, @amount), CAST('' as VARBINARY(max)))

END;

GO

**DBMS\_LOB.OPEN Procedure**

Ignore the DBMS\_LOB.OPEN procedure during the conversion.

**DBMS\_LOB.CLOSE Procedure**

Ignore the DBMS\_LOB.CLOSE procedure during the conversion.

**Example**

*Oracle*

CREATE PROCEDURE PrintBLOB\_proc (

Dest\_loc CLOB,

Src\_loc CLOB

) IS

BEGIN

*/\* Opening the LOB is optional: \*/*

DBMS\_LOB.OPEN (Dest\_loc, DBMS\_LOB.LOB\_READWRITE);

DBMS\_LOB.OPEN (Src\_loc, DBMS\_LOB.LOB\_READONLY);

dbms\_output.put\_line(DBMS\_LOB.getlength(Dest\_loc));

dbms\_output.put\_line(DBMS\_LOB.getlength(Src\_loc));

*/\* Closing the LOB is mandatory if you have opened it: \*/*

DBMS\_LOB.CLOSE (Dest\_loc);

DBMS\_LOB.CLOSE (Src\_loc);

END;

*SQL Server*

CREATE PROCEDURE PrintBLOB\_proc

@Dest\_loc VARCHAR(MAX),

@Src\_loc VARCHAR(MAX)

AS

BEGIN

PRINT DBMS\_LOB$getlength(@Dest\_loc)

PRINT DBMS\_LOB$getlength(@Src\_loc)

END

###### DBMS\_JOB System Package

Both Oracle and SQL Server support jobs, but how they are created and executed is quite different. The following example shows how to create the equivalent to an Oracle job in SQL Server. The subroutines discussed are:

**Submit a job to the job queue:**

DBMS\_JOB.SUBMIT (

<job\_id> OUT binary\_integer,

<what> IN varchar2,

<next\_date> IN date DEFAULT defaultsysdate,

<interval> IN varchar2 DEFAULT 'NULL',

<no\_parse> IN boolean DEFAULT false,

<instance> IN DEFAULT any\_instance,

<force> IN boolean DEFAULT false);

**Remove a job from the queue:**

DBMS\_JOB.REMOVE (<job\_id> IN binary\_integer);

Where:

* *<job\_id>* is the identifier of the job just created; usually it is saved by the program and used afterwards to reference this job (in a REMOVE statement).
* *<what>* is the string representing commands to be executed by the job process. To run it, Oracle puts this parameter into a BEGIN…END block, like this: BEGIN <what> END.
* *<next\_date>* is the moment when the first run of the job is scheduled.
* *<interval>* is a string with an expression of DATE type, which is evaluated during the job run. Its value is the date + time of the next run.

The *<instance>* and *<force>* parameters are related to the Oracle clustering mechanism and we ignore them here. Also, we don’t convert the *<no\_parse>* parameter, which controls when Oracle parses the command.

**Note**  Convert the *<what>* and *<interval>* dynamic SQL strings independently. The important thing is to add the [database].[owner] qualifications to all object names that are referenced by this code. This is necessary because DB defaults are not effective during job execution.

Convert the SUBMIT and REMOVE routines into **sysdb** database procedures named DBMS\_JOB\_SUBMIT and DBMS\_JOB\_REMOVE, respectively. In addition, create a new special wrapper procedure \_JOB\_WRAPPER for implementing intime evaluations and scheduling the next run.

Note that Oracle and SQL Server use different identification schemes for jobs. In Oracle, the job is identified by sequential binary integer (job\_id). In SQL Server, job identification is by **uniqueidentifier** *job\_id* and by unique job name.

In our emulation scheme, we create three SQL Server stored procedures:

**DBMS\_JOB\_SUBMIT procedure**

This SQL Server procedure creates a job and schedules its first execution. Find the full text of the procedure later in this section.

To submit a job under SQL Server:

1. Create a job and get its identifier by using **sp\_add\_job**.
2. Add an execution step to the job by using **sp\_add\_jobstep** (we use a single step).
3. Attach the job to the local server by using **sp\_add\_jobserver**.
4. Schedule the first execution by using **sp\_add\_jobschedule** (we use one-time execution at the specific time).

To save Oracle job information, we store Oracle <job\_id> in the Transact-SQL job\_name parameter and the **<what>** command as job description. There is some limitation here because the job description is **nvarchar**(512), so we cannot convert any command that is longer than 512 Unicode characters. The MS SQL identifier is generated automatically as job\_id during execution of **sp\_add\_job**.

**DBMS\_JOB\_REMOVE procedure**

This procedure locates the SQL Server job ID by using the supplied Oracle job number, and removes the job and all associated information by using **sp\_delete\_job**.

**JOB\_WRAPPER procedure**

This procedure executes the job command and changes the job schedule so that the next run is set according to the *<interval>* parameter.

###### DBMS\_JOB.SUBMIT

Convert a call to the SUBMIT procedure into the following SQL Server code:

EXEC DBMS\_JOB\_SUBMIT

<job-id-ora> OUTPUT,

<ms-command>,

<next\_date>,

<interval>,

<ora\_command>

Where:

* *<job-id-ora>* is the Oracle-type job number; its declaration must be present in the source program.
* *<ms-command>* is the command in the source *<what>* parameter (dynamic SQL statement) that is converted to SQL Server independently. If the converted code contains several statements, divide them with semicolons (;). Because *<ms-command>* will run out of the current context (asynchronously inside of the\_JOB\_WRAPPER procedure), put all generated declarations into this string.
* *<next\_date>* is the date of first scheduled run. Convert it as normal date expression.
* *<interval>* is the string with a dynamic SQL expression, which is evaluated at each job run to get the next execution date / time. Like <ms-command>, convert it to the corresponding SQL Server expression.
* *<ora\_command>* is the parameter that is not present in Oracle format. This is the original *<what>* parameter without any changes. You save it for reference purposes.

Note that the *<no\_parse>*, *<instance>*, and *<force>* parameters are not included in the converted statement. Instead we use the new *<ora\_command>* item.

###### DBMS\_JOB.REMOVE

Convert a call to the REMOVE procedure into the following code:

EXEC DBMS\_JOB\_REMOVE <job-id-ora>

Where*<job-id-ora>* is the Oracle-type number of the job that you want to delete. The source program must supply its declaration.

###### Example of an Oracle Job Conversion

1. **Submit a job**

*Oracle PL/SQL*

* Table the job will modify:

create table ticks (d date);

* Procedure executed at each step:

create or replace procedure ticker (curr\_date date) as  
begin  
 insert into ticks values (curr\_date);  
 commit;  
end;

* Job submitting:

declare j number;  
 sInterval varchar2(50);  
begin  
 sInterval := 'sysdate + 1/8640'; **-- 10 sec**  
 dbms\_job.submit(job => j,   
 what => 'ticker(sysdate);',   
 next\_date => sysdate + 1/8640, **-- 10 sec**  
 interval => sInterval);  
 dbms\_output.put\_line('job no = ' || j);  
end;

*SQL Server*

In this example, commands are executed by the **sa** user in the AUS database:

use AUS

go

* Table the job will modify:

create table ticks (d datetime)

go

* Procedure executed at each step:

create procedure ticker (@curr\_date datetime) as

begin

insert into ticks values (@curr\_date);

end;

go

* Job submitting:

declare @j float(53),

@sInterval varchar(50)

begin

set @sInterval = 'getdate() + 1./8640' --[dot is not added currently by the converter – a bug]

/\* parameter calculation is normally generated by the converter\*/

declare @param\_expr\_0 datetime

set @param\_expr\_0 = getdate() + 1./8640 -- 10 sec

/\* note AUS.DBO.ticker \*/

exec DBMS\_JOB\_SUBMIT

@j OUTPUT,

N'DECLARE @param\_expr\_1 DATETIME; SET @param\_expr\_1 = getdate(); EXEC AUS.DBO.TICKER @param\_expr\_1',

@param\_expr\_0,

@sInterval,

N'ticker(sysdate);' /\* parameter to save the original command \*/

print 'job no = ' + cast (@j as varchar)

end

go

1. **Locate and remove a job**

This solution uses emulation of the Oracle USER\_JOBS system view, which can be generated by SSMA Oracle 3.0.

*Oracle*

declare j number;  
begin  
 SELECT job INTO j  
 FROM user\_jobs  
 WHERE (what = 'ticker(sysdate);');  
 dbms\_output.put\_line(j);  
 dbms\_job.remove(j);  
end;

*SQL Server*

declare @j float(53);

begin

SELECT @j = job

FROM USER\_JOBS

WHERE (what = 'ticker(sysdate);'); -- note Oracle expression left here

print @j

exec DBMS\_JOB\_REMOVE @j

end

1. **Source of new sysdb procedures**

------------------------S U B M I T-------------------

create procedure DBMS\_JOB\_SUBMIT (

@p\_job\_id int OUTPUT, -- Oracle job id

@p\_what nvarchar(4000), -- command converted to SQL Server

@p\_next\_date datetime, -- date of the first run

@p\_interval nvarchar(4000),-- interval expression converted to SQL Server

@p\_what\_ora nvarchar(512) -- original Oracle command

) as

begin

declare @v\_name nvarchar(512),

@v\_job\_ora int,

@v\_job\_ms uniqueidentifier,

@v\_command nvarchar(4000),

@v\_buf varchar(40),

@v\_nextdate int,

@v\_nexttime int

-- 1. Create new job

select @v\_job\_ora =

max(

case isnumeric(substring(name,6,100))

when 1 then cast(substring(name,6,100) as int)

else 0

end

)

from msdb..sysjobs

where substring(name,1,5)='\_JOB\_'

set @v\_job\_ora = isnull(@v\_job\_ora,0) + 1

set @v\_name = '\_JOB\_' + cast(@v\_job\_ora as varchar(12))

exec msdb..sp\_add\_job

@job\_name = @v\_name,

@description = @p\_what\_ora, -- saving non-converted Oracle command for reference

@job\_id = @v\_job\_ms OUTPUT

-- 2. Add a job step

set @v\_command = N'exec \_job\_wrapper '''

+ cast(@v\_job\_ms as varchar(40)) + ''', N'''

+ @p\_what + ''', N'''

+ @p\_interval +''''

exec msdb..sp\_add\_jobstep

@job\_id = @v\_job\_ms,

@step\_name = N'oracle job emulation',

@command = @v\_command

-- 3. Attach to local server

exec msdb..sp\_add\_jobserver

@job\_id = @v\_job\_ms,

@server\_name = N'(LOCAL)'

-- 4. Make schedule for the first run

/\* date format is YYYY-MM-DD hh:mm:ss \*/

set @v\_buf = convert(varchar, @p\_next\_date, 20)

set @v\_nextdate = substring(@v\_buf,1,4)+substring(@v\_buf,6,2)+substring(@v\_buf,9,2)

set @v\_nexttime = substring(@v\_buf,12,2)+substring(@v\_buf,15,2)+substring(@v\_buf,18,2)

exec msdb..sp\_add\_jobschedule

@job\_id = @v\_job\_ms,

@name = 'oracle job emulation',

@freq\_type = 1,

@freq\_subday\_type = 1,

@active\_start\_date = @v\_nextdate,

@active\_start\_time = @v\_nexttime

end

go

-----------------------------R E M O V E-----------------------------

use sysdb

go

create procedure DBMS\_JOB\_REMOVE (

@p\_job\_id int -- Oracle-style job id

)

as

begin

declare @v\_job\_id uniqueidentifier -- SQL Server job id

select @v\_job\_id = job\_id

from msdb..sysjobs

where name = '\_JOB\_' + cast(@p\_job\_id as varchar(12))

if @v\_job\_id is not null

exec msdb..sp\_delete\_job @v\_job\_id

end

go

--------------------------W R A P P E R------------------------------

use sysdb

go

create procedure \_JOB\_WRAPPER (

@p\_job\_id\_ms uniqueidentifier,

@p\_what nvarchar(512),

@p\_interval nvarchar(4000)

) as

begin

declare @v\_command nvarchar(4000),

@v\_buf varchar(40),

@v\_nextdate int,

@v\_nexttime int

-- 1. Execute job command

execute (@p\_what)

-- 2. Evaluate next run date

set @v\_command =

'set @buf = convert(varchar, ' + @p\_interval + ', 20)'

exec sp\_executesql @v\_command, N'@buf varchar(40) output', @v\_buf output

-- 3. Redefine the schedule

/\* ODBC date format: YYYY-MM-DD hh:mm:ss \*/

set @v\_nextdate = substring(@v\_buf,1,4)+substring(@v\_buf,6,2)+substring(@v\_buf,9,2)

set @v\_nexttime = substring(@v\_buf,12,2)+substring(@v\_buf,15,2)+substring(@v\_buf,18,2)

exec msdb..sp\_update\_jobschedule

@job\_id = @p\_job\_id\_ms,

@name = 'oracle job emulation',

@enabled = 1,

@freq\_type = 1,

@freq\_subday\_type = 1,

@active\_start\_date = @v\_nextdate,

@active\_start\_time = @v\_nexttime

end

#### Converting Nested PL/SQL Subprograms

Oracle allows nesting PL/SQL subprogram (procedure or function) definitions within another subprogram. These subprograms can be called only from inside the PL/SQL block or the subprogram in which they were declared. There are no special limitations for parameters or the functionality of nested procedures or functions. That means that any of these subprograms can in turn include other subprogram declarations, which makes multiple levels of nesting possible. In addition, the nested modules can be overloaded; that is, they can use the same name a few times with different parameter sets.

Microsoft SQL Server 2005 does not provide similar functionality. It is possible to create a standalone SQL Server procedure or function that emulates Oracle nested subprograms. But doing so presents the problem of how to handle local variables. In PL/SQL, a nested subprogram declared at level N has full access to all local variables declared at levels N, N-1, . . . 1. In SQL Server, the local declarations of other procedures are not visible.

SSMA Oracle 3.0 cannot handle this issue, so you must resolve the problem manually. You have two possible solutions:

* If the nested modules are small enough, just expand each call of the nested module with its contents. In this case, you have only one target procedure and therefore all local declarations are accessible. (See the next section, [Inline Substitution](#_Inline_Substitution).)
* For large procedures and a relatively limited number of local variables, pass all local stuff to the nested procedure and back as input and/or output parameters. You can also emulate functions this way—if they don’t create side effects by modifying the local variables. (See [Emulation by Using Transact-SQL Procedures](#_Emulation_with_Transact-SQL) later in this document.)

##### Inline Substitution

In the first solution, a nested module itself is not converted to any target object, but each call of the module should be expanded to inline blocks in the outermost subprogram. Form the inline block according to the following pattern:

<parameter\_declaration>

<return\_value\_parameter\_declaration>

<parameters\_assignments>

<module\_body>

<output\_parameters\_assignments>

<return\_value\_assignment>

Next is the body of a procedure or a function. Convert this in compliance with common procedure/function conversion principles. You can use SSMA at this step:

<parameter\_declaration>

is a set of declare statements for input/output parameters variables

<return\_value\_parameter\_declaration>

is the declare statement for the return parameter

<parameters\_assignments>

are SET statements assigning input or default values to parameter variables

<module\_body>

If the body has the return statement, it should be converted into a SET statement in the <return\_value\_assignment> section:

<output\_parameters\_assignments>

are SET statements assigning values to output parameter variables

<return\_value\_assignment>

is SET statement assigning value to the return parameter

To create this solution you generate additional variables. The nested modules variable name at the target can be constructed as a concatenation of the main module name, nested module name, the variable name, and the serial number in the case of multiple calls of the module:

@[<main\_module\_name>$. . .]<nested\_module\_name>$<variable\_name><N>

In the rare case when the length of the generated variable name formed after the given pattern exceeds 128 symbols, the nested module variable name can be formed as a concatenation of its source name and a number that is unique within the scope of outermost module.

**Example 1: Simple usage of a local module**

The first example creates additional variables for the parameters *dept\_id*,*checked* and the local variable *lv\_sales*.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int;

procedure DeptSales(dept\_id int, checked int:=0) is

lv\_sales int;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year and chk = checked;

dept\_sales := lv\_sales;

end DeptSales;

begin

DeptSales(100);

DeptSales(200,1);

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

declare @dept\_sales int

declare @DeptSales$lv\_sales1 int

declare @DeptSales$dept\_id1 int

declare @DeptSales$checked1 int

set @DeptSales$dept\_id1 = 100

set @DeptSales$checked1 = 0

select @DeptSales$lv\_sales1 = sales from departmentsales

where id = @DeptSales$dept\_id1 AND year = @on\_year

and checked = @DeptSales$checked1

set @dept\_sales = @DeptSales$lv\_sales1

declare @DeptSales$lv\_sales2 int

declare @DeptSales$dept\_id2 int

declare @DeptSales$checked2 int

set @DeptSales$dept\_id2 = 200

set @DeptSales$checked1 = 1

select @DeptSales$lv\_sales = sales from departmentsales

where id = @DeptSales$dept\_id2 AND year = @on\_year

and checked = @DeptSales$checked2

set @dept\_sales = @DeptSales$lv\_sales2

RETURN

**Example 2**

Example 2 adds another call level to the **Dept\_Sales** procedure. Note that the target code has not changed.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int;

procedure DeptSales(dept\_id int, checked int:=0) is

lv\_sales int;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year and chk = checked;

dept\_sales := lv\_sales;

end DeptSales;

procedure DeptSales\_300 is

begin

DeptSales(300);

end DeptSales\_300;

begin

DeptSales(100);

DeptSales\_300;

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

declare @dept\_sales int

declare @DeptSales$lv\_sales1 int

declare @DeptSales$dept\_id1 int

declare @DeptSales$checked1 int

set @DeptSales$checked1 = 0

set @DeptSales$dept\_id1 = 100

select @DeptSales$lv\_sales1 = sales from departmentsales

where id = @DeptSales$dept\_id1 AND year = @on\_year

and checked = @DeptSales$checked1

set @dept\_sales = @DeptSales$lv\_sales1

declare @DeptSales$lv\_sales2 int

declare @DeptSales$dept\_id2 int

declare @DeptSales$checked2 int

set @DeptSales$checked2 = 0

set @DeptSales$dept\_id2 = 300

select @DeptSales$lv\_sales = sales from departmentsales

where id = @DeptSales$dept\_id2 AND year = @on\_year

and checked = @DeptSales$checked2

set @dept\_sales = @DeptSales$lv\_sales2

RETURN

**Example 3**

The third example illustrates what you should do with overloaded procedures.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int := 0;

procedure DeptSales(dept\_id int) is

lv\_sales int;

procedure Add is

dept\_sales := dept\_sales + lv\_sales;

end Add;

procedure Add(i int) is

dept\_sales := dept\_sales + i;

end Add;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

Add;

Add(200);

end DeptSales;

begin

DeptSales(100);

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

declare @dept\_sales int

declare @DeptSales$lv\_sales1 int

declare @DeptSales$dept\_id1 int

set @DeptSales$dept\_id1 = 100

select @DeptSales$lv\_sales1 = sales from departmentsales

where id = @DeptSales$dept\_id1 AND year = @on\_year

set @dept\_sales = @dept\_sales + @DeptSales$lv\_sales1;

declare @DeptSales$Add$OVR2$i int

set @DeptSales$Add$OVR2$i = 200;

set @dept\_sales = @dept\_sales + @DeptSales$Add$OVR2$i

**Example 4**

To convert an output parameter, add an assignment statement that saves the output value stored in the intermediate variable.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int;

procedure DeptSales(dept\_id int, lv\_sales out int) is

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

end DeptSales;

begin

DeptSales(dept\_sales);

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

declare @dept\_sales int

declare @DeptSales$dept\_id1 int

declare @DeptSales$lv\_sales1 int

set @DeptSales$dept\_id1 = 100

set @DeptSales$lv\_sales1 = @dept\_sales

select @DeptSales$lv\_sales1 = sales from departmentsales

where id = @DeptSales$dept\_id1 AND year = @on\_year

set @dept\_sales = @DeptSales$lv\_sales1

RETURN

**Example 5**

Handling a function return value is similar to the output parameter.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int;

function DeptSales(dept\_id int)

return int

is

lv\_sales int;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

return lv\_sales;

end DeptSales;

begin

dept\_sales := DeptSales(100);

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

declare @dept\_sales int

declare @DeptSales$dept\_id1 int

declare @DeptSales$lv\_sales1 int

set @DeptSales$dept\_id1 = 100

select @DeptSales$lv\_sales1 = sales from departmentsales

where id = @DeptSales$dept\_id1 AND year = @on\_year

set @dept\_sales = @DeptSales$lv\_sales1

RETURN

##### Emulation by Using Transact-SQL Subprograms

To convert nested PL/SQL subprograms when you are working with large procedures with a limited number of variables, you convert all nested subprograms into stored procedures and functions with special naming rules. Pass variables of the outer module that are used by the modules that are declared in it as parameters of the module call.

Analyze the original module and collect the following information:

* A list of all locally declared subroutines
* References of each nested subroutine to outer modules
* Calls of each nested module from other modules
* A list of the variables and parameters of outer modules used in each nested module
* Type of access to the external variables in a nested module—the type can be read/write or read-only

After that, create a set of procedures that emulate Oracle nested modules and have additional input/output parameters for access to external variables.

Pass external variables as output parameters in a nested module call in the following cases:

* The variable is used at the left side of assignment operator:

var1 := . . .

* The variable accepts values in the SELECT INTO command:

SELECT count(\*) INTO person\_count FROM person;

* The variable is used as an output parameter in an external module’s call statement:

CalcDeptSum(39, dept\_sum);

Otherwise the external variable should be passed as an input parameter.

If a nested module calls another nested module, it should inherit its list of parameters to get access to external variables.

Nested modules formed in this way cannot be called within SELECT DML statements.

Local modules presented as functions should be implemented as procedures if they use a set-level access to external variables. Otherwise they can be formed as functions.

Construct the name of the procedure that emulates a nested module as a concatenation of the main and a nested module names:

< main\_module\_name>$[<nested\_module\_name>$...]<nested\_module\_name>]

In the case of overloaded modules, add the additional prefix to their names:

<module\_name>OVR<N>

Where *<N>* is the serial number of the overloaded module.

Form the name of a variable that is external to a nested module and is used as an input/output parameter by using the following pattern:

@$[<outer\_module>$. . .]<variable\_name>

**Example 1**

In the simplest case, you don’t have any local variables.

*Oracle*

create procedure Proc1 is

procedure DeptSales(dept\_id int) is

lv\_sales int;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id;

end DeptSales;

begin

DeptSales(100);

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1$DeptSales

@dept\_id int

AS

declare @lv\_sales int

Select @lv\_sales = sales

From departmentsales

Where id = @dept\_id

RETURN

GO

CREATE PROCEDURE Proc1

AS

Execute Proc1$DeptSales 100

RETURN

GO

**Example 2**

In this example, an external variable named *on\_year* is read only. It is added to the parameter list as an IN parameter.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

procedure DeptSales(dept\_id int) is

lv\_sales int;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

end DeptSales;

begin

DeptSales(100);

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1$DeptSales

@dept\_id int,

@$on\_year int -- Proc1.on\_year

AS

declare @lv\_sales int

select @lv\_sales = sales From departmentsales

where id = @dept\_id AND year = @$on\_year

RETURN

GO

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

Execute Proc1$DeptSales 100,@on\_year

RETURN

GO

**Example 3**

Next, the external variable *dept\_sales* is modified in a nested module. It is treated as an output parameter.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int;

procedure DeptSales(dept\_id int) is

lv\_sales int;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

dept\_sales := lv\_sales;

end DeptSales;

begin

DeptSales(100);

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1$DeptSales

@dept\_id int,

@$on\_year int, -- Proc1.on\_year

@$dept\_sales int OUTPUT -- Proc1.dept\_sales

AS

declare @lv\_sales int

select @lv\_sales = sales from departmentsales

where id = @dept\_id AND year = @$on\_year

set @$dept\_sales = @lv\_sales

RETURN

GO

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

declare @dept\_sales int

Execute Proc1$DeptSales

100,

@on\_year,

@$dept\_sales = @dept\_sales OUTPUT

RETURN

GO

**Example 4**

In this example, the nested module calls another nested module that is defined at the same level. In this case, all external variables used in the caller module should also be passed to the called module.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int;

procedure DeptSales(dept\_id int) is

lv\_sales int;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

dept\_sales := lv\_sales;

end DeptSales;

procedure DeptSales\_300 is

begin

DeptSales(300);

end DeptSales\_300;

begin

DeptSales(100);

DeptSales\_300;

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1$DeptSales

@dept\_id int,

@$on\_year int, -- Proc1.on\_year

@$dept\_sales int OUTPUT -- Proc1.dept\_sales

AS

declare @lv\_sales int

Select @lv\_sales = sales

From departmentsales

Where id = @dept\_id AND year = @$on\_year

set @$dept\_sales = @lv\_sales

RETURN

GO

CREATE PROCEDURE Proc1$DeptSales\_300

@$on\_year int, -- Proc1.on\_year

@$dept\_sales int OUTPUT -- Proc1.dept\_sales

AS

Execute Proc1$DeptSales

300,

@$on\_year,

@$dept\_sales = @$dept\_sales OUTPUT

RETURN

GO

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

declare @dept\_sales int

Execute Proc1$DeptSales

100,

@on\_year,

@$dept\_sales = @dept\_sales OUTPUT

Execute Proc1$DeptSales\_300

@on\_year,

@$dept\_sales = @dept\_sales OUTPUT

RETURN

GO

**Example 5**

The next example shows the variable *on\_year* used by the external procedure **GetNextYear** as an output parameter. So, the variable is also passed to the nested module as an output parameter.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int;

procedure DeptSales(dept\_id int) is

lv\_sales int;

begin

GetNextYear(on\_year);

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

CheckLimit(dept\_id, dept\_sales + lv\_sales);

end DeptSales;

begin

GetDeptSum(100, dept\_sales);

DeptSales(100);

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1$DeptSales

@dept\_id int,

@$on\_year int OUTPUT, -- Proc1.on\_year

@$dept\_sales int -- Proc1.dept\_sales

AS

declare @lv\_sales int

Execute dbo.GetNextYear @par\_yyy = @$on\_year OUTPUT

Select @lv\_sales = sales

From departmentsales

Where id = @dept\_id AND year = @$on\_year

Execute dbo.CheckLimit @dept\_id, @$dept\_sales + @lv\_sales

RETURN

GO

CREATE PROCEDURE Proc1

AS

declare @on\_year int

set @on\_year = 2000

declare @dept\_sales int

Execute dbo.GetDeptSum 100, @$par\_sum = @dept\_sales OUTPUT

Execute Proc1$DeptSales 100, @$on\_year = @on\_year OUTPUT, @dept\_sales

RETURN

GO

**Example 6**

In this example, a nested module includes a declaration of its own nested module, Add. The inner module requires access to the variable *dept\_sales* declared in the main procedure and to the local variable *lv\_sales* defined in **DeptSales**. In this case, pass all external variables that are used by the inner module (Add) to the procedure that emulates the first nested module (**DeptSales**).

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int := 0;

procedure DeptSales(dept\_id int) is

lv\_sales int;

procedure Add is

dept\_sales := dept\_sales + lv\_sales;

end Add;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

Add;

end DeptSales;

. . .

end Proc1;

*SQL Server*

CREATE PROCEDURE Proc1$DeptSales$Add

@$dept\_sales int OUTPUT -- Proc1.dept\_sales

@$DeptSales$lv\_sales int,-- DeptSales.lv\_sales

AS

set @$dept\_sales = @$dept\_sales + @$DeptSales$lv\_sales

RETURN

GO

CREATE PROCEDURE Proc1$DeptSales

@dept\_id int,

@$on\_year int, -- Proc1.on\_year

@$dept\_sales int OUTPUT -- Proc1.dept\_sales

AS

declare @lv\_sales int

Select @lv\_sales = sales

From departmentsales

Where id = @dept\_id AND year = @$on\_year

Execute Proc1$DeptSales$Add

@$dept\_sales = @$dept\_sales OUTPUT,

@lv\_sales

RETURN

GO

**Example 7**

In this example, the nested module DeptSales has a nested module named Add and a local variable named *lv\_sales*. The main module has its own local module with the same name and a variable with the same name.

*Oracle*

create procedure Proc1 is

on\_year int := 2000;

dept\_sales int := 0;

procedure DeptSales(dept\_id int) is

lv\_sales int;

procedure Add is

dept\_sales := dept\_sales + lv\_sales;

end Add;

begin

select sales into lv\_sales from departmentsales

where id = dept\_id and year = on\_year;

Add;

declare

lv\_sales int := 500,000;

end DeptSales;

procedure Add is

dept\_sales := dept\_sales + lv\_sales;

end Add;

begin

Add;

end;

. . .

*SQL Server*

CREATE PROCEDURE Proc1$DeptSales$NOLABEL1$Add

@$dept\_sales int OUTPUT, -- Proc1.dept\_sales

@$DeptSales$NOLABEL1$lv\_sales int -- unnamed\_block.lv\_sales

AS

set @$dept\_sales = @$dept\_sales + @$DeptSales$NOLABEL1$lv\_sales

RETURN

GO

CREATE PROCEDURE Proc1$DeptSales$Add

@$dept\_sales int OUTPUT, -- Proc1.dept\_sales

@$DeptSales$lv\_sales int -- DeptSales.lv\_sales

AS

set @$dept\_sales = @$dept\_sales + @$DeptSales$lv\_sales

RETURN

GO

CREATE PROCEDURE Proc1$DeptSales

@dept\_id int,

@$on\_year int, -- Proc1.on\_year

@$dept\_sales int OUTPUT -- Proc1.dept\_sales

AS

declare @lv\_sales int

Select @lv\_sales = sales

From departmentsales

Where id = @dept\_id AND year = @$on\_year

Execute Proc1$DeptSales$Add

@$dept\_sales = @$dept\_sales OUTPUT,

@lv\_sales

declare @NOLABEL1@lv\_sales int

set @NOLABEL1@lv\_sales = 500000

Execute Proc1$DeptSales$NOLABEL1$Add

@$dept\_sales = @$dept\_sales OUTPUT,

@NOLABEL1@lv\_sales

RETURN

GO

#### Migrating Oracle User-Defined Functions

This section describes how SSMA Oracle 3.0 converts Oracle user-defined functions. While Oracle functions closely resemble Transact-SQL functions, significant differences do exist. The main difference is that Transact-SQL functions cannot contain DML statements and cannot invoke stored procedures. In addition, Transact-SQL functions do not support transaction-management commands. These are stiff restrictions. A workaround implements a function body as a stored procedure and invokes it within the function by means of an extended procedure. Note that some Oracle function features, such as output parameters, are not currently supported.

##### Conversion Algorithm

The general format of an Oracle user-defined function is:

FUNCTION [*schema*.]*name* [({@parameter\_name [ IN | OUT | IN OUT ]

[ NOCOPY ] [ type\_schema\_name. ] parameter\_data\_type [:= | DEFAULT] *default\_value* } [ ,...n ]

) ]

RETURN <*return\_data\_type>*

[AUTHID {DEFINER | CURRENT\_USER}]

[DETERMINISTIC]

[PARALLEL ENABLE ...]

[AGGREGATE | PIPELINED]

{ IS | AS } {LANGUAGE { Java\_declaration | C\_declaration } | {

[<*declaration statements>*]

BEGIN

<*executable statements>*

RETURN <*return statement>*

[EXCEPTION

*exception handler statements*]

END [ name ]; }}

And the proper Transact-SQL format of a scalar function is:

CREATE FUNCTION [ schema\_name. ] function\_name

( [ { @parameter\_name [ AS ][ type\_schema\_name. ] parameter\_data\_type

[ = default\_value ] } [ ,...n ]

]

)

RETURNS <return\_data\_type>

[WITH { EXEC | EXECUTE } AS { CALLER | OWNER }]

[ AS ]

BEGIN

<function\_body>

RETURN <scalar\_expression>

END

[ ; ]

The following clauses and arguments are not supported by SSMA and are ignored during conversion:

* AGGREGATE
* **DETERMINISTIC**
* LANGUAGE
* PIPELINED
* PARALLEL\_ENABLE
* IN, OUT, and NOCOPY

For the remaining function options, the following rules are applied during conversion:

* The OUT qualifier is used when a function is implemented as a procedure.
* The [:= | DEFAULT] option of a function parameter is converted to an equals sign (=).
* **The** AUTHID clause is converted to an EXECUTE AS clause.
* TheCURRENT\_USER argument is converted to a CALLER argument.
* The DEFINER argument is converted to an OWNER argument.

As a result of the conversion you get either:

* One Transact-SQL function body
* Two objects:
* Implementation of a function in the form of a procedure
* A function that is a wrapper for the procedure calling

Following are the conditions when you must create this additional procedure:

* The source function is defined as an autonomous transaction by PRAGMA AUTONOMOUS\_TRANSACTION.
* A function contains statements that are not valid in SQL Server user-defined functions, such as:
* DML operations (UPDATE, INSERT, DELETE) that modify tables, except for local table variables
* A call of a stored procedure
* Transaction-management commands
* The **raise exception** command
* Exception-handling statements
* FETCH statements that return data to the client
* Cursor operations that reference global cursors

If any of these conditions are present, implement the function both as a procedure and a function. In this case, the procedure is used in a call via an extended procedure in the function body. Implement the function body according to the following pattern:

CREATE FUNCTION [schema.] <function\_name>

(

<parameters list>

)

RETURNS <return\_type>

AS

BEGIN

declare @spid int, @login\_time datetime

select @spid = sysdb.ssma\_ora.get\_active\_spid(),@login\_time = sysdb.ssma\_ora.get\_active\_login\_time()

DECLARE

@return\_value\_variable <function\_return\_type>

EXEC master.dbo.xp\_ora2ms\_exec2\_ex @@spid,@login\_time, <database\_name>, <schema\_name>, <function\_implementation\_as\_procedure\_name>,

bind\_to\_transaction\_flag, [parameter1, parameter2, ... ,] @return\_value\_variable OUTPUT

RETURN @return\_value\_variable

END

The syntax of the **xp\_ora2ms\_exec2\_ex** procedure is:

xp\_ora2ms\_exec2\_ex

<*active\_spid*> int,

<*login\_time*> datetime,  
 <*ms\_db\_name*> varchar,  
 <*ms\_schema\_name*> varchar,  
 <*ms\_procedure\_name*> varchar,  
 <*bind\_to\_transaction\_flag*> varchar,  
 [*optional\_parameters\_for\_procedure*]

Where:

* *<active\_spid>* [input parameter] is the session ID of the current user process.
* *<login\_time>* [input parameter] is the login time of the current user process.
* *<ms\_db\_name>* [input parameter] is the database name owner of the stored proceduure.
* *<ms\_schema\_name>* [input parameter] is the schema name owner of the stored procedure.
* *<ms\_procedure\_name>* [input parameter] is the name of the stored procedure.
* *<bind\_to\_transaction\_flag> [input parameter]* binds or unbinds a connection to the current transaction. Valid values are 'TRUE,' 'true,’ 'Y,’ 'y.’ Other values are ignored.
* *optional\_parameters\_for\_procedure* [input/output parameter] are the procedure parameters.

If PRAGMA AUTONOMOUS\_TRANSACTION is used, set the **xp\_ora2ms\_exec2\_ex** procedure’s *bind to transaction* parameter to **true**. Otherwise, set it to **false**. For details about autonomous transactions, see [Simulating Oracle Autonomous Transactions](#_Simulating_Oracle_Autonomous).

A function’s procedure implementation is converted according to the following pattern:

CREATE PROCEDURE [schema.] <function\_name>$IMPL

<parameters list> ,

@return\_value\_argument <function\_return\_type> OUTPUT

AS

BEGIN

set implicit\_transactions on /\*only in case of PRAGMA AUTONOMOUS\_TRANSACTION\*/

<function implementation>

SET @return\_value\_argument = <return\_expression>

RETURN

END

Where *<return\_expression>* is an expression that a function uses in the RETURN operator. So, the RETURN statement in a function’s procedure implementation is converted according to this pattern:

*PL-SQL Code*

RETURN <return\_expresion>;

Transact-SQL Code

SET @return\_value\_argument = <return\_expression>

RETURN

Convert multiple RETURNs in the same way:

*PL-SQL Code*

...

IF <condition> THEN

RETURN <return\_expresion\_1>;

ELSE

RETURN <return\_expresion\_2>;

ENDIF

...

*Transact-SQL Code*

...

IF <condition>

BEGIN

SET @return\_value\_argument = <return\_expression\_1>

RETURN

END

ELSE

BEGIN

SET @return\_value\_argument = <return\_expression\_1>

RETURN

END

...

When possible, use a procedure-call statement when converting a function call. That approach, unlike a call via an extended procedure, allows exposing the output that a function produces.

**Examples**

*PL-SQL Code*

declare i int :=fn\_test1();

begin

i:=fn\_test2();

DBMS\_OUTPUT.PUT\_LINE(i);

end;

*Transact-SQL Code*

DECLARE @i int

exec FN\_TEST1$IMPL @i out

BEGIN

exec FN\_TEST2$IMPL @i out

PRINT @i

END

##### Converting Function Calls When a Function Has Default Values for Parameters and with Various Parameter Notations

When calling functions in Oracle, you can pass parameters by using:

* **Positional notation**. Parameters are specified in the order in which they are declared in the procedure.
* **Named notation**. The name of each parameter is specified along with its value. An arrow (=>) serves as the association operator. The order of the parameters is not significant.
* **Mixed notation**. The first parameters are specified with positional notation, then switched to named notation for the last parameters.

Because SQL Server does not support named notation for parameters that are passed to functions, the named notation is converted to the positional notation call. In addition, SQL Server functions do not support omitted parameters, so when the default parameters are omitted, the statement is converted by adding the keyword, **default**, instead of the omitted parameters.

**Examples**

*PL-SQL Code*

CREATE OR REPLACE FUNCTION fn\_test (  
p\_1 VARCHAR2,  
p\_2 VARCHAR2 DEFAULT 'p\_2',  
p\_3 VARCHAR2 DEFAULT 'p\_3')

RETURN VARCHAR2 IS  
BEGIN  
 return null;  
END;

/

select fn\_test('p1') from dual;

declare a varchar2(50);  
begin  
a:= fn\_test('p\_1','hello','world');  
a:= fn\_test('p\_1');  
a:= fn\_test('p\_1',p\_3=>'world');  
a:= fn\_test(p\_2=>'hello',p\_3=>'world',p\_1=>'p\_1');  
end;

*Transact-SQL Code*

CREATE FUNCTION fn\_test (

@p\_1 VARCHAR(8000),

@p\_2 VARCHAR(8000)= 'p\_2',

@p\_3 VARCHAR(8000)= 'p\_3')

RETURNS VARCHAR(8000) as

BEGIN

return null;

END;

GO

select dbo.fn\_test('p1',default,default)

declare @a varchar(50)

begin

set @a = dbo.fn\_test('p\_1','hello','world')

set @a = dbo.fn\_test('p\_1', default, default)

set @a = dbo.fn\_test('p\_1',default, 'world')

set @a = dbo.fn\_test('p\_1','hello','world')

end;

##### Converting Functions that Have Default Parameters Other Than Constants

Next we examine two solutions for omitted parameters. Solution 1 is the solution that is implemented in SSMA 3.0. Solution 2 presents an alternative for manual migration, which can be useful in complex cases.

###### Solution 1

How you convert a function call depends on whether the function is a standalone or a packaged function. You cannot identify default values for the parameters of a standalone function (neither their existence nor their value). There is an option in **Project Preferences** that you use to choose whether to mark calls that have omitted parameters as an error or warning.

An expression is *simple* if it is constant or null; otherwise it is considered to be a *heavy* expression. When the function or procedure declaration is converted, simple default-argument values are converted, while heavy default-argument values are skipped and a warning message is generated. (Heavy default expressions are substituted in each packaged function call if the parameter was omitted.)

Unlike standalone functions, SSMA can obtain the default value of packaged functions. So, packaged function calls are converted in the following way.

Packaged function calls:

* For named parameters, change the parameter order to an order that is valid in SQL Server.
* Transform named notation to not named.
* Replace omitted parameters with the default value.
* If a function parameter has a default value that is treated as a simple expression, pass the **default** keyword instead of the omitted parameter.
* If a function parameter has a default value that is treated as a heavy expression, pass the expression instead of the omitted parameter.

Function calls that are not packaged:

* Change the order of parameters to an order that is valid in SQL Server.
* Transform named notation to not named.
* Mark function calls that have omitted parameters as a warning or error.

###### Solution 2

In Solution 2, when the default value for a parameter is not a constant value, convert the default value to a null value. Add a parameter of the **nvarchar(4000)** data type named **@params** to the target function parameter list. That parameter should contain a text mask of the names of parameters that are passed explicitly. By checking this parameter, it is possible to know whether the parameter is omitted or if it has explicitly passed a null value.

The pattern for converting functions that use default values other than constants is as follows:

*PL-SQL Code*

**CREATE** **OR** **REPLACE** **FUNCTION** <function\_name> (  
<param1\_name> **<**param1\_datatype**>**,  
<param2\_name> **<**param2\_datatype**>** **DEFAULT** <heavy2\_statement>,  
<param3\_name> **<**param3\_datatype**>** **DEFAULT** <heavy3\_statement>)

**RETURN** **<**return\_datatype**>** **IS**  
**BEGIN**  
 **<function\_body>**

**END**;

*Transact-SQL Code*

CREATE FUNCTION <function\_name> (

<@param1\_name> <param1\_datatype>,

<@param2\_name> <param2\_datatype> = null,

<@param3\_name> <param3\_datatype> = null,

@params nvarchar(4000)

)

RETURNS <return\_datatype>

as

BEGIN

if <@param2\_name> is null and charindex('<@param2\_name>',@params)=0

set <@param2\_name> = <heavy2\_statement>

if <@param3\_name> is null and charindex('<@param3\_name>',@params)=0

set <@param3\_name> = <heavy3\_statement>

<function\_body>

END

When a function has at least one default value, the function call statement should be converted by taking into account that the function has a text-mask parameter where all passed parameter names should be concatenated as a string.

**Examples**

*PL-SQL Code*

CREATE OR REPLACE FUNCTION fn\_test (  
p\_1 VARCHAR2 DEFAULT 'p\_1',  
p\_2 VARCHAR2 DEFAULT to\_char(sysdate),  
p\_3 VARCHAR2 DEFAULT SYSDATE ||' '|| user)

RETURN VARCHAR2 IS  
BEGIN  
 return p\_1 || p\_2 || p\_3;  
END;

/

select fn\_test('p1') from dual;

select fn\_test('p1', 'p2') from dual;

*Transact-SQL Code*

CREATE function fn\_test (

@p\_1 VARCHAR(8000) = 'p\_1',

@p\_2 VARCHAR(8000) = null,

@p\_3 VARCHAR(8000) = null,

@params nvarchar(4000)

)

RETURNS varchar(8000)

as

BEGIN

if @p\_2 is null and charindex('@p\_2',@params)=0

set @p\_2 = cast(getdate() as varchar(8000))

if @p\_3 is null and charindex('@p\_3',@params)=0

set @p\_3 = cast (getdate() as varchar(8000)) + ' ' + SESSION\_USER

return @p\_1 + ' ' + @p\_2 +' ' +@p\_3

END;

GO

select dbo.fn\_test('p1',default,default,'@p\_1')

select dbo.fn\_test('p1', 'p2',default,'@p\_1@p\_2')

#### Migrating Oracle Triggers

This section describes the differences between Oracle and Microsoft SQL Server 2005 triggers, and how SSMA Oracle 3.0 handles them when it converts Oracle triggers to SQL Server. (This section does not cover DDL or system triggers. The discussion is limited to DML triggers, that is, triggers on INSERT, UPDATE, or DELETE statements.)

The first major difference between Oracle and SQL Server triggers is that the most common Oracle trigger is a row-level trigger (FOR EACH ROW), which fires for each row of the source statement. SQL Server, however, supports only statement-level triggers, which fire only once per statement, irrespective of the number of rows affected.

In a row-level trigger, Oracle uses an *:OLD* alias to refer to column values that existed before the statement executes, and to the changed values by using a *:NEW* alias. SQL Server uses two pseudotables, **inserted** and **deleted**, and each can have multiple rows. If the triggering statement is UPDATE, a row's older version is present in **deleted**, and the newer in **inserted**. But it is not easy to tell which pair belongs to the same row if the updated table does not have a primary key or the primary key was modified.

You can resolve this problem only if SSMA generates a special ROWID column for the table. Therefore, if you are converting tables with UPDATE triggers, we recommend setting the **Generate ROWID column** option to **Yes** in the SSMA project settings. (See Figure 2.) To emulate row-level triggers, SSMA processes each row in a cursor loop.
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Figure 2: Set up the Generate ROWID column option

The second major difference between Oracle and SQL Server triggers comes from Oracle BEFORE triggers. Because Oracle fires these triggers before the triggering statement, it is possible to modify the actual field values that will be stored in the table, or even cancel the execution of the triggering statement if it is found to be unnecessary. To emulate this in SQL Server, you must create INSTEAD OF triggers. That means you must incorporate the triggering statement into the target trigger's body. Because multiple rows can be affected, SSMA puts the statement in a separate cursor loop.

In some cases, you cannot convert Oracle triggers to SQL Server triggers with one-to-one correspondence. If an Oracle trigger is defined for several events at once (for example, INSERTorUPDATE), you must create two separate target triggers, one for INSERT and one for UPDATE. In addition, as SQL Server supports only one INSTEAD OF trigger per table, SSMA combines the logic of all BEFORE triggers on that table into a single target trigger. This means that triggers are not converted independently of each other; SSMA takes the entire set of triggers belonging to a table and converts them into another set of SQL Server triggers so that the general relation is many-to-many.

In brief, the conversion rules are:

* All BEFORE triggers for a table are converted into one INSTEAD OF trigger.
* AFTER triggers remain AFTER triggers in SQL Server.
* INSTEAD OF triggers on Oracle views remain INSTEAD OF triggers.
* Row-level triggers are emulated with a cursor loop.
* Triggers that are defined for multiple events are split into separate target triggers.

Sometimes an Oracle trigger is defined for a specific column with the UPDATE OF column [, column ]... ] clause. To emulate this, SSMA wraps the trigger body with the following SQL Server construction:

IF (UPDATE(column) [OR UPDATE(column) . . .]

BEGIN

<trigger body>

END

SSMA emulates the trigger-specific functions INSERTING, UPDATING, and DELETING by saving the current trigger type in a variable, and then checking that value. For example:

DECLARE @triggerType char(1)

SELECT @triggerType = 'I' /\* if the current type is inserting \*/

. . .

IF (@triggerType = 'I' ) . . . /\* emulation of INSERTING \*/

IF (@triggerType = 'U' ) . . . /\* emulation of UPDATING \*/

IF (@triggerType = 'D' ) . . . /\* emulation of DELETING \*/

The UPDATING function can have a column name as an argument. SSMA can convert such usage if the argument is a character literal. In this case, the Oracle expression:

UPDATING (‘column\_name’)

**Is transformed into:**

**UPDATE (columns\_name)**

Note that the original quotes are removed.

##### Conversion Patterns

This section illustrates the conversion algorithms SSMA uses to convert various types of Oracle triggers. Each example schematically outlines a particular type of trigger. Comments describe the typical contents of source triggers and the structure of the corresponding target triggers as generated by SSMA.

###### AFTER Triggers

**TABLE-LEVEL TRIGGERS**

Table-level AFTER triggers fire only once per table, resembling the behavior of SQL Server AFTER triggers. Thus, the required changes are minimal. Table-level triggers are converted according to this pattern:

CREATE TRIGGER [ schema. ]trigger ON <table>

AFTER <UPDATE |INSERT | DELETE>

AS

/\* beginning of trigger implementation \*/

SET NOCOUNT ON

----------------------------------------------------------------------------- /\* Oracle-trigger implementation: begin \*/

BEGIN

-- UPDATE OF CLAUSE FOR TRIGGER FOR UPDATE EVENT

-- (UPDATE OF COLUMN[, COLUMN] ... ])

IF (UPDATE(<COLUMN>) OR UPDATE((<COLUMN>) ...)

BEGIN

<TRIGGER\_BODY>

END

END

/\* Oracle-trigger implementation: end \*/

-----------------------------------------------------------------------------

/\* end of trigger implementation \*/

**ROW-LEVEL TRIGGERS**

Since Oracle Database fires a row-level trigger once for each row, emulate row-level triggers with cursor processing.

For row-level triggers, a restriction can be specified in the WHEN clause. The restriction is an SQL condition that must be satisfied for the database to fire the trigger. Also, the special variables *:NEW* and *:OLD* are available in row-level triggers to refer to new and old records respectively.

In SQL Server, the new and old records are stored in the **inserted** and **deleted** tables. So, row-level triggers are emulated in the same way as table-level ones, except for the trigger implementation wrapped into the cursor processing block.

Replace references to *:OLD* and *:NEW* values with values fetched into variables from deleted or updated tables, respectively.

**THE PATTERN FOR ROW-LEVEL AFTER INSERT TRIGGER**

CREATE TRIGGER [ schema. ]trigger ON <table>

AFTER INSERT

AS

/\* beginning of trigger implementation \*/

SET NOCOUNT ON

/\* column variables declaration \*/

DECLARE

/\* declare variables to store column values.

if trigger has no references to :OLD or :NEW

records then define the only uniqueidentifier type variable

to store ROWID column value \*/

@column\_new\_value$0 uniqueidentifier /\* trigger has NO references to :OLD or :NEW\* or has explicit reference to ROWID/

/\* trigger has references to :OLD or :NEW\*/

@column\_new\_value$X <COLUMN\_X\_TYPE>,

@column\_new\_value$Y <COLUMN\_Y\_TYPE>,

...

@column\_old\_value$A <COLUMN\_A\_TYPE>,

@column\_old\_value$B <COLUMN\_B\_TYPE>

...

/\* iterate for each for from inserted/updated table(s) \*/

DECLARE ForEachInsertedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

/\* trigger has NO references to :OLD or :NEW\*/

SELECT ROWID FROM inserted

/\* trigger has references to :OLD or :NEW\* or has explicit reference to ROWID/

SELECT [ROWID], <COLUMN\_X\_NAME>,<COLUMN\_Y\_NAME> .. FROM inserted

OPEN ForEachInsertedRowTriggerCursor

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO

/\* trigger has NO references to :OLD or :NEW\* or has explicit reference to ROWID /

@column\_new\_value$0

/\* trigger has references to :NEW\*/

@column\_new\_value$X

@column\_new\_value$Y

...

WHILE @@fetch\_status = 0

BEGIN

-----------------------------------------------------------------------------

/\* Oracle-trigger implementation: begin \*/

BEGIN

IF <WHILE\_CLAUSE>

BEGIN

<TRIGGER\_BODY>

END

END

/\* Oracle-trigger implementation: end \*/

-----------------------------------------------------------------------------

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO

/\* trigger has NO references to :NEW\* or has explicit reference to ROWID /

@column\_new\_value$0

/\* trigger has references to :NEW\*/

@column\_new\_value$X, @column\_new\_value$Y ...

END

CLOSE ForEachInsertedRowTriggerCursor

DEALLOCATE ForEachInsertedRowTriggerCursor

/\* end of trigger implementation \*/

**THE PATTERN FOR ROW-LEVEL AFTER DELETE**

CREATE TRIGGER [ schema. ]trigger ON <table>

AFTER DELETE

AS

/\* beginning of trigger implementation \*/

SET NOCOUNT ON

/\* column variables declaration \*/

DECLARE

/\*

Declare variables to store column values.

If the trigger has no references to :OLD or :NEW records then define the only uniqueidentifier type variable to store ROWID column value. Else define variables to store old or new records. \*/

@column\_new\_value$0 uniqueidentifier /\* trigger has NO references to :OLD or :NEW or the trigger has explicit reference to ROWID \*/

/\* trigger has references to :OLD or :NEW\*/

@column\_new\_value$X <COLUMN\_X\_TYPE>,

@column\_new\_value$Y <COLUMN\_Y\_TYPE>,

...

@column\_old\_value$A <COLUMN\_A\_TYPE>,

@column\_old\_value$B <COLUMN\_B\_TYPE>,

...

/\* iterate for each for from inserted/updated table(s) \*/

DECLARE ForEachDeletedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

SELECT [ROWID,] [<COLUMN\_A\_NAME>, <COLUMN\_B\_NAME>..] FROM deleted

OPEN ForEachDeletedRowTriggerCursor

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO [@column\_old\_value$0,] [@column\_old\_value$A, @column\_old\_value$B ... ]

WHILE @@fetch\_status = 0

BEGIN

-----------------------------------------------------------------------------

/\* Oracle-trigger implementation: begin \*/

BEGIN

IF <WHERE\_CLAUSE>

BEGIN

<TRIGGER\_BODY>

END

END

/\* Oracle-trigger implementation: end \*/

-----------------------------------------------------------------------------

/\*this is a trigger for delete event or a trigger for update event that has no references both to :OLD and :NEW \*/

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO [@column\_old\_value$0,] [@column\_old\_value$A, @column\_old\_value$B ... ]

END

CLOSE ForEachDeletedRowTriggerCursor

DEALLOCATE ForEachDeletedRowTriggerCursor

/\* end of trigger implementation \*/

**THE PATTERN FOR ROW-LEVEL AFTER UPDATE TRIGGERS**

CREATE TRIGGER [ schema. ]trigger ON <table>

AFTER UPDATE

AS

/\* beginning of trigger implementation \*/

SET NOCOUNT ON

/\* column variables declaration \*/

DECLARE

/\*

Declare variables to store column values.

If the trigger has no references to :OLD or :NEW records then define the only uniqueidentifier type variable to store ROWID column value. Else define variables to store old or new records. If the trigger has reference both to :OLD and :NEW then ALWAYS define uniqueidentifier type variable to synchronize inserted row with deleted row.

\*/

@column\_new\_value$0 uniqueidentifier /\* trigger has NO references to :OLD or :NEW or the trigger has references BOTH to :OLD and :NEW or the trigger has explicit reference to ROWID \*/

/\* trigger has references to :OLD or :NEW\*/

@column\_new\_value$X <COLUMN\_X\_TYPE>,

@column\_new\_value$Y <COLUMN\_Y\_TYPE>,

...

@column\_old\_value$A <COLUMN\_A\_TYPE>,

@column\_old\_value$B <COLUMN\_B\_TYPE>,

...

/\*the trigger has NO references both to :OLD and :NEW or has reference only to :OLD\*/

DECLARE ForEachDeletedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

/\*the trigger has NO references to :OLD and :NEW\*/

SELECT ROWID FROM deleted

/\*the trigger has references to :OLD\*/

SELECT <COLUMN\_A\_NAME>, <COLUMN\_B\_NAME>.. FROM deleted

/\*the trigger has references to :OLD and explicit reference to ROWID \*/

SELECT ROWID, <COLUMN\_A\_NAME>, <COLUMN\_B\_NAME>.. FROM deleted

OPEN ForEachDeletedRowTriggerCursor

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO @column\_old\_value$0

/\*the trigger has references to :NEW. If the trigger has references both to :OLD and :NEW then we have to declare cursor for select ROWID from inserted to synchronize inserted row with deleted row.

\*/

DECLARE ForEachInsertedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

SELECT [ROWID,] <COLUMN\_X\_NAME>, <COLUMN\_Y\_NAME> ... FROM inserted

OPEN ForEachInsertedRowTriggerCursor

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO [@column\_new\_value$0,] @column\_new\_value$X, @column\_new\_value$Y

WHILE @@fetch\_status = 0

BEGIN

/\*The trigger has reference both to :OLD and :NEW. We have to synchronize inserted row with deleted row \*/

SELECT @column\_old\_value$A = <COLUMN\_A\_NAME>, @column\_old\_value$B = <COLUMN\_B\_NAME>

FROM deleted

WHERE ROWID = @column\_new\_value$0

-------------------------------------------------------------------

/\* Oracle-trigger implementation: begin \*/

BEGIN

-- UPDATE OF CLAUSE

-- (UPDATE OF COLUMN[, COLUMN] ... ])

IF (UPDATE(<COLUMN>) OR UPDATE((<COLUMN>) ...)

BEGIN

IF <WHERE\_CLAUSE>

BEGIN

<TRIGGER\_BODY>

END

END

END

/\* Oracle-trigger implementation: end \*/

-------------------------------------------------------------------

/\*the trigger has NO references both to :OLD and :NEW or has reference only to :OLD\*/

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO [@column\_old\_value$0,] [@column\_old\_value$A, @column\_old\_value$B ... ]

END

CLOSE ForEachDeletedRowTriggerCursor

DEALLOCATE ForEachDeletedRowTriggerCursor

/\* the trigger has references to :NEW \*/

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO [@column\_new\_value$0,] @column\_new\_value$X, @column\_new\_value$Y

END

CLOSE ForEachInsertedRowTriggerCursor

DEALLOCATE ForEachInsertedRowTriggerCursor

/\* end of trigger implementation \*/

###### BEFORE Triggers

Because BEFORE triggers do not exist in SQL Server, SSMA emulates them by means of INSTEAD OF triggers. That change requires that the triggering statement be moved into the body of the trigger. Also, all triggers for a specific event should go into one target INSTEAD OF trigger.

**THE PATTERN FOR BEFORE DELETE TRIGGERS**

CREATE

TRIGGER [ schema. ] INSTEAD\_OF\_DELETE\_ON\_<table> ON <table>

INSTEAD OF DELETE

AS

/\* beginning of trigger implementation \*/

SET NOCOUNT ON

/\* column variables declaration \*/

DECLARE

@column\_old\_value$0 uniqueidentifier

/\* trigger has references to :OLD or :NEW\*/

@column\_new\_value$X <COLUMN\_X\_TYPE>,

@column\_new\_value$Y <COLUMN\_Y\_TYPE>,

...

@column\_old\_value$A <COLUMN\_A\_TYPE>,

@column\_old\_value$B <COLUMN\_B\_TYPE>

...

-------------------------------------------------------------------

/\* insert all table-level triggers implementations here \*/

<BEFORE\_DELETE table-level trigger\_1 body>

<BEFORE\_DELETE table-level trigger\_2 body>

...

-------------------------------------------------------------------

/\* iterate for each for from inserted/updated table(s) \*/

DECLARE ForEachDeletedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

SELECT ROWID

/\*if the trigger has refrences to :OLD\*/

<COLUMN\_A\_NAME>,<COLUMN\_B\_NAME>, ...

FROM deleted

OPEN ForEachDeletedRowTriggerCursor

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO @column\_old\_value$0

/\*if the trigger has refrences to :OLD\*/

, @column\_old\_value$A

,@column\_old\_value$B ...

WHILE @@fetch\_status = 0

BEGIN

/\* insert all row-level triggers implementations here\*/

/\* Oracle-trigger BEFORE\_DELETE row-level trigger\_1 implementation: begin \*/

BEGIN

IF (<BEFORE\_DELETE row-level trigger\_1 WHERE\_CLAUSE>)

BEGIN

<BEFORE\_DELETE row-level trigger\_1 body>

END

END

/\* Oracle-trigger dbo BEFORE\_DELETE row-level trigger\_1 implementation: end \*/

/\* Oracle-trigger BEFORE\_DELETE row-level trigger\_2 implementation: begin \*/

BEGIN

IF (<BEFORE\_DELETE row-level trigger\_2 WHERE\_CLAUSE>)

BEGIN

<BEFORE\_DELETE row-level trigger\_2 body>

END

END

/\* Oracle-trigger dbo BEFORE\_DELETE row-level trigger\_2 implementation: end \*/

...

/\* DML-operation emulation \*/

DELETE FROM <table>

WHERE

ROWID = @column\_old\_value$0

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO @column\_old\_value$0

/\*if the trigger has refrences to :OLD\*/

, @column\_old\_value$A

,@column\_old\_value$B ...

END

CLOSE ForEachDeletedRowTriggerCursor

DEALLOCATE ForEachDeletedRowTriggerCursor

/\* end of trigger implementation \*/

**THE PATTERN FOR BEFORE UPDATE TRIGGERS**

CREATE

TRIGGER dbo.INSTEAD\_OF\_UPDATE\_ON\_<table> ON <table>

INSTEAD OF UPDATE

AS

/\* begin of trigger implementation \*/

SET NOCOUNT ON

/\* column variables declaration \*/

/\* declare variables to store all table columns \*/

DECLARE

@column\_new\_value$0 uniqueidentifier,

@column\_new\_value$1 <COLUMN\_1\_TYPE>,

@column\_new\_value$2 <COLUMN\_1\_TYPE>,

...

/\*declare variables to store values of :OLD\*/

@column\_old\_value$A <COLUMN\_A\_TYPE>,

@column\_old\_value$B <COLUMN\_B\_TYPE>,

------------------------------------------------------------------

/\* insert all table-level triggers implementations here \*/

<BEFORE\_UPDATE table-level trigger\_1 body>

<BEFORE\_UPDATE table-level trigger\_2 body>

...

------------------------------------------------------------------

/\* iterate for each for from inserted/updated table(s) \*/

DECLARE ForEachInsertedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

SELECT ROWID, <COLUMN\_NAME\_1>, <COLUMN\_NAME\_2> ... FROM inserted

OPEN ForEachInsertedRowTriggerCursor

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO @column\_new\_value$0, @column\_new\_value$1, @column\_new\_value$2, ...

WHILE @@fetch\_status = 0

BEGIN

/\*if the trigger has references to :OLD\*/

/\* synchronize inserted row with deleted row \*/

SELECT @column\_old\_value$A = <COLUMN\_A\_NAME>, @column\_old\_value$B = <COLUMN\_B\_NAME>, ...

FROM deleted

WHERE ROWID = @column\_new\_value$0

/\* insert all row-level triggers implementations here \*/

/\* Oracle-trigger BEFORE\_UPDATE row-level trigger\_1 implementation: begin \*/

BEGIN

-- (UPDATE OF COLUMN[, COLUMN] ... ])

IF (UPDATE(<COLUMN>) OR UPDATE((<COLUMN>) ...)

BEGIN

IF <<BEFORE\_UPDATE row-level trigger\_1 WHERE\_CLAUSE>>

BEGIN

<BEFORE\_UPDATE row-level trigger\_1 body>

END

END

END

/\* Oracle-trigger dbo BEFORE\_UPDATE row-level trigger\_1 implementation: end \*/

/\* Oracle-trigger BEFORE\_UPDATE row-level trigger\_2 implementation: begin \*/

BEGIN

-- (UPDATE OF COLUMN[, COLUMN] ... ])

IF (UPDATE(<COLUMN>) OR UPDATE((<COLUMN>) ...)

BEGIN

IF <<BEFORE\_UPDATE row-level trigger\_2 WHERE\_CLAUSE>>

BEGIN

<BEFORE\_UPDATE row-level trigger\_2 body>

END

END

END

/\* Oracle-trigger dbo BEFORE\_UPDATE row-level trigger\_2 implementation: end \*/

...

/\* DML-operation emulation \*/

UPDATE <table>

SET

<COLUMN\_NAME\_1> = @column\_new\_value$1,

<COLUMN\_NAME\_1> = @column\_new\_value$1,

...

WHERE

ROWID = @column\_new\_value$0

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO @column\_new\_value$0, @column\_new\_value$1, @column\_new\_value$2, ...

END

CLOSE ForEachInsertedRowTriggerCursor

DEALLOCATE ForEachInsertedRowTriggerCursor

/\* end of trigger implementation \*/

**THE PATTERN FOR BEFORE INSERT TRIGGERS**

CREATE TRIGGER dbo.INSTEAD\_OF\_INSERT\_ON\_<table> ON <table>

INSTEAD OF INSERT

AS

/\* beginning of trigger implementation \*/

SET NOCOUNT ON

/\* column variables declaration \*/

/\* declare variables to store all table columns \*/

DECLARE

@column\_new\_value$1 <COLUMN\_1\_TYPE>,

@column\_new\_value$2 <COLUMN\_1\_TYPE>,

...

/\*declare variables to store values of :OLD\*/

@column\_old\_value$A <COLUMN\_A\_TYPE>,

@column\_old\_value$B <COLUMN\_B\_TYPE>,

...

-----------------------------------------------------------------------------

/\* insert all table-level triggers implementations here \*/

<BEFORE\_INSERT table-level trigger\_1 body>

<BEFORE\_INSERT table-level trigger\_2 body>

...

-----------------------------------------------------------------------------

/\* iterate for each for from inserted/updated table(s) \*/

DECLARE ForEachInsertedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

SELECT <COLUMN\_1\_NAME>,<COLUMN\_2\_NAME> ... FROM inserted

OPEN ForEachInsertedRowTriggerCursor

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO @column\_new\_value$1, @column\_new\_value$2, ...

WHILE @@fetch\_status = 0

BEGIN

/\* insert all row-level triggers implementations here \*/

/\* Oracle-trigger BEFORE\_INSERT row-level trigger\_1 implementation: begin \*/

BEGIN

IF (<BEFORE\_UPDATE row-level trigger\_1 WHERE\_CLAUSE>)

BEGIN

<BEFORE\_UPDATE row-level trigger\_1 body>

END

END

/\* Oracle-trigger dbo BEFORE\_UPDATE row-level trigger\_1 implementation: end \*/

/\* Oracle-trigger BEFORE\_INSERT row-level trigger\_2 implementation: begin \*/

BEGIN

IF (<BEFORE\_UPDATE row-level trigger\_2 WHERE\_CLAUSE>)

BEGIN

<BEFORE\_UPDATE row-level trigger\_2 body>

END

END

/\* Oracle-trigger dbo BEFORE\_UPDATE row-level trigger\_2 implementation: end \*/

...

/\* DML-operation emulation \*/

INSERT INTO <table> (<COLUMN\_1\_NAME>,<COLUMN\_2\_NAME> ...)

VALUES (@column\_new\_value$1, @column\_new\_value$2, ...)

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO @column\_new\_value$1, @column\_new\_value$2, ...

END

CLOSE ForEachInsertedRowTriggerCursor

DEALLOCATE ForEachInsertedRowTriggerCursor

/\* end of trigger implementation \*/

###### INSTEAD OF Triggers

Oracle INSTEAD OF triggers remain INSTEAD OF triggers in SQL Server. Combine multiple INSTEAD OF triggers that are defined on the same event into one trigger. INSTEAD OF trigger statements are implicitly activated for each row.

**THE PATTERN FOR INSTEAD OF UPDATE TRIGGERS**

**AND INSTEAD OF DELETE TRIGGERS**

CREATE

TRIGGER [schema. ]INSTEAD\_OF\_UPDATE\_ON\_VIEW\_<table> ON <table>

INSTEAD OF {UPDATE | DELETE}

AS

/\* beginning of trigger implementation \*/

SET NOCOUNT ON

/\* column variables declaration \*/

DECLARE

/\*if the trigger has no refrences to :OLD that define one variable to store first column. Else define only columns that has references to :OLD\*/

@column\_old\_value$1 <COLUMN\_1\_TYPE>

@column\_old\_value$X <COLUMN\_X\_TYPE>,

@column\_old\_value$Y <COLUMN\_Y\_TYPE>,

...

/\*define columns to store references to :NEW\*/

@column\_new\_value$A <COLUMN\_A\_TYPE>,

@column\_new\_value$B <COLUMN\_B\_TYPE>,

...

/\* iterate for each for from inserted/updated table(s) \*/

/\* For trigger for UPDATE event that has references to :NEW define and open cursor from inserted as well\*/

DECLARE ForEachInsertedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

SELECT <COLUMN\_A\_NAME>, <COLUMN\_B\_NAME> ... FROM inserted

OPEN ForEachInsertedRowTriggerCursor

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO @column\_new\_value$A, @column\_new\_value$B ...

DECLARE ForEachDeletedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

SELECT <COLUMN\_X\_NAME>, <COLUMN\_Y\_NAME> ... FROM deleted

OPEN ForEachDeletedRowTriggerCursor

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO

/\* trigger has no references to :OLD\*/

@column\_old\_value$1

/\* trigger has references to :OLD\*/

@column\_old\_value$X, @column\_old\_value$Y ...

WHILE @@fetch\_status = 0

BEGIN

-----------------------------------------------------------------------------

/\* Oracle-trigger INSTEAD OF UPDATE/DELETE trigger\_1 implementation: begin \*/

BEGIN

< INSTEAD OF UPDATE/DELETE trigger\_1 BODY>

END

/\* Oracle-trigger INSTEAD OF UPDATE/DELETE trigger\_1 implementation: end \*/

/\* Oracle-trigger INSTEAD OF UPDATE/DELETE trigger\_2 implementation: begin \*/

BEGIN

< INSTEAD OF UPDATE/DELETE trigger\_1 BODY>

END

/\* Oracle-trigger INSTEAD OF UPDATE/DELETE trigger\_2 implementation: end \*/

...

-----------------------------------------------------------------------------

/\*Only for trigger for UPDATE event that has references to :NEW\*/

FETCH NEXT FROM ForEachInsertedRowTriggerCursor INTO @column\_new\_value$A, @column\_new\_value$B ...

OPEN ForEachDeletedRowTriggerCursor

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO

/\* trigger has no references to :OLD\*/

@column\_old\_value$1

/\* trigger has references to :OLD\*/

@column\_old\_value$X, @column\_old\_value$Y ...

END

/\*Only for trigger for UPDATE event that has references to :NEW\*/

CLOSE ForEachInsertedRowTriggerCursor

DEALLOCATE ForEachInsertedRowTriggerCursor

CLOSE ForEachDeletedRowTriggerCursor

DEALLOCATE ForEachDeletedRowTriggerCursor

/\* end of trigger implementation \*/

**THE PATTERN FOR INSTEAD OF INSERT TRIGGERS**

INSTEAD OF triggers are converted in the same way as DELETE and UPDATE triggers, except the iteration for each row is made with the **inserted** table.

CREATE TRIGGER [schema. ]INSTEAD\_OF\_INSERT\_ON\_VIEW\_<table> ON <table>

INSTEAD OF INSERT

AS

/\* beginning of trigger implementation \*/

SET NOCOUNT ON

/\* column variables declaration \*/

DECLARE

/\*if the trigger has no refrences to :NEW that define one variable to store first column. Else define only columns that has references to :NEW\*/

@column\_new\_value$1 <COLUMN\_1\_TYPE>

@column\_new\_value$X <COLUMN\_X\_TYPE>,

@column\_new\_value$Y <COLUMN\_Y\_TYPE>,

...

/\*define columns to store references to :OLD \*/

@column\_old\_value$A <COLUMN\_A\_TYPE>,

@column\_old\_value$B <COLUMN\_B\_TYPE>,

...

/\* iterate for each for from inserted/updated table(s) \*/

DECLARE ForEachInsertedRowTriggerCursor CURSOR LOCAL FORWARD\_ONLY READ\_ONLY FOR

SELECT <COLUMN\_X\_NAME>, <COLUMN\_Y\_NAME> ... FROM inserted

OPEN ForEachInsertedRowTriggerCursor

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO

/\* trigger has no references to :NEW\*/

@column\_new\_value$1

/\* trigger has references to :NEW\*/

@column\_new\_value$X, @column\_new\_value$Y ...

WHILE @@fetch\_status = 0

BEGIN

-----------------------------------------------------------------------------

/\* Oracle-trigger INSTEAD OF INSERT trigger\_1 implementation: begin \*/

BEGIN

< INSTEAD OF INSERT trigger\_1 BODY>

END

/\* Oracle-trigger INSTEAD OF INSERT trigger\_1 implementation: end \*/

/\* Oracle-trigger INSTEAD OF INSERT trigger\_2 implementation: begin \*/

BEGIN

< INSTEAD OF INSERT trigger\_1 BODY>

END

/\* Oracle-trigger INSTEAD OF INSERT trigger\_2 implementation: end \*/

...

-----------------------------------------------------------------------------

OPEN ForEachInsertedRowTriggerCursor

FETCH NEXT FROM ForEachDeletedRowTriggerCursor INTO

/\* trigger has no references to :NEW\*/

@column\_new\_value$1

/\* trigger has references to :NEW\*/

@column\_new\_value$X, @column\_new\_value$Y ...

END

CLOSE ForEachInsertedRowTriggerCursor

DEALLOCATE ForEachInsertedRowTriggerCursor

/\* end of trigger implementation \*/

###### Autonomous Transactions in Triggers

Convert triggers with PRAGMA AUTONOMOUS\_TRANSACTION as described earlier, except execute the trigger body in a separate connection. SSMA uses the **xp\_ora2ms\_exec2\_ex** extended procedure, which launches the trigger body's procedure implementation. That procedure is created when you install the SSMA Extension Pack.

**THE PATTERN FOR THE TRIGGER BODY**

declare @spid int, @login\_time datetime

select @spid = ssma\_ora.get\_active\_spid(),

@login\_time = ssma\_ora.get\_active\_login\_time()

EXEC master.dbo.xp\_ora2ms\_exec2\_ex @spid, @ login\_time, <database\_name>, <schema\_name>, <trigger\_implementation\_as\_procedure\_name>,

0, [parameter1, parameter2, ... ,]

The trigger body's procedure implementation follows a pattern that depends on the trigger type. For all types of table-level triggers, this procedure has no parameters.

Since the first PL-SQL statement in an autonomous routine begins a new transaction, the procedure body should begin with the **set implicit\_transactions on** statement.

*Pattern for implementation of table-level triggers*

create procedure <trigger\_name>$imlp

as begin

set implicit\_transactions on

<TRIGGER\_BODY>

end

For row-level triggers, SSMA passes *NEW* and *OLD* rows to the procedure. In BEFORE UPDATE and BEFORE INSERT row-level triggers, you can write to the *:NEW* value. So in autonomous transactions you must pass a *:NEW* value back to a trigger.

In that way, the pattern for row-level trigger-body procedure implementation looks like following.

**Pattern for implementing AFTER, INSTEAD OF, and BEFORE DELETE row-level triggers**

create procedure <trigger\_name>$impl

@rowid,@column\_new\_value$1,@column\_new\_value$2, ... ,

@column\_old\_value$1,@column\_old\_value$2..

as begin

set implicit\_transactions on

<TRIGGER\_BODY>

end

**Pattern for implementing BEFORE UPDATE and BEFORE INSERT row-level triggers**

create procedure before <trigger\_name>$imlp

@rowid,@column\_new\_value$1 output ,@column\_new\_value$2 output, ... ,

@column\_old\_value$1,@column\_old\_value$2..

as begin

set implicit\_transactions on

<TRIGGER\_BODY>

end

The logic of these patterns for all types of row-level triggers remains the same, except SSMA creates references to all columns of *:NEW* and *:OLD* values.

* In row-level triggers for the INSERT event, you pass references to *:NEW* value and null values instead of *:OLD* value.
* In row-level triggers for the DELETE event, you pass references to *:OLD* value and null values instead of *:NEW* value.
* In row-level triggers for the UPDATE event, you pass references to both *:OLD* value and *:NEW* value.

###### Notes on Autonomous Transaction Conversion in Triggers

In Oracle, none of the changes made in the main transaction are visible to an autonomous transaction. To protect the autonomous transaction from reading uncommitted data, we recommend using a row-versioning isolation level. To provide the complete emulation of autonomous transactions in SQL Server and to enable a row-versioning isolation level, set the ALLOW\_SNAPSHOT\_ISOLATION option to ON for each database referenced in the autonomous block. In addition, start the autonomous block with a SNAPSHOT isolation level. Alternatively, you can start an autonomous block with the READ COMMITTED isolation level when the READ\_COMMITTED\_SNAPSHOT database option is set to ON.

#### Emulating Oracle Packages

Oracle supports encapsulating variables, types, stored procedures, and functions into a package. This section describes SSMA Oracle 3.0 conversion algorithms, which allow packages to be emulated in Microsoft SQL Server 2005.

When you convert Oracle packages, you need to convert:

* Packaged procedures and functions (both public and private)
* Packaged variables
* Packaged cursors
* Package initialization routines

Let's examine each of these in turn.

##### Converting Procedures and Functions

As one of its functions, an Oracle package allows you to group procedures and functions. In SQL Server 2005, you can group procedures and functions by their names. Suppose that you have the following Oracle package:

CREATE OR REPLACE PACKAGE MY\_PACKAGE  
IS  
 space varchar(1) := ' ';  
 unitname varchar(128) := 'My Simple Package';  
 curd date := sysdate;  
 procedure MySimpleProcedure;  
 procedure MySimpleProcedure(s in varchar);  
 function MyFunction return varchar2;  
END;  
  
  
CREATE OR REPLACE PACKAGE BODY MY\_PACKAGE  
IS  
  
procedure MySimpleProcedure  
is begin  
 dbms\_output.put\_line(MyFunction);  
end;  
  
procedure MySimpleProcedure(s in varchar)  
is begin  
 dbms\_output.put\_line(s);  
end;  
  
function MyFunction return varchar2  
is begin  
 return 'Hello, World!';  
end;  
  
END;

In SQL Server 2005, you can group procedures and functions by giving them names such as **Scott.MY\_PACKAGE$MySimpleProcedure** and **Scott.MY\_PACKAGE$MyFunction**. The naming pattern is *<schema name>.<package name>$<procedure or function name>*. For detailed information about converting functions, see [Migrating Oracle User-Defined Functions](#_Migration_of_Oracle_1).

**Convert the Invoker rights clause** AUTHID to an EXECUTE AS clause, and apply it to all packaged procedures and functions. Also convert the CURRENT\_USER argument to the CALLER argument, and convert the DEFINER argument to the OWNER argument.

##### Converting Overloaded Procedures

You can create overloaded procedures in Oracle (procedures with same name but with different parameters and bodies). SQL Server 2005, in contrast, does not support procedure overloading. Therefore, you should distinguish each procedure’s instance.

The naming pattern could resemble*<schema name>.<package name>$<procedure name>$ovl<# of procedure instance>*. For example, **Scott$MY\_PACKAGE$MySimpleProcedure$OVL1** and **Scott$MY\_PACKAGE$MySimpleProcedure$OVL2**.

Here's a sample converted Transact-SQL code:

create function Scott.MY\_PACKAGE$MyFunction()

returns varchar(max)

as begin

return 'Hello, world!'

end

go

create procedure Scott.MY\_PACKAGE$MySimpleProcedure$OVL1

as begin

print dbo.MY\_PACKAGE$MyFunction()

end

go

create procedure Scott.MY\_PACKAGE$MySimpleProcedure$OVL2(@s varchar(max))

as begin

print @s

end

go

##### Converting Packaged Variables

To store packaged variables, establish session-depended storage. SSMA Oracle 3.0 provides an excellent solution. For the task, SSMA uses special tables that reside in a **sysdb** database. For access to these variables SSMA uses a set of transaction-independent GET and SET procedures and functions. Also, these procedures ensure session independence —you should distinguish between variables from different sessions. SSMA distinguishes package variables by SPID (session identifier) and the session’s login time.

**Note**   If a packaged variable is declared with an initial value, you must move the initialization to the package's initialization section.

###### Converting Simple Variables

Simple variables (**numeric**, **varchar**, **datetime**) are stored separately in the appropriate column in table **ssma\_oracle.db\_storage** in the **sysdb** database.

In some cases you can replace constant packaged variables with user-defined functions (UDFs) that return the appropriate value. For example, you could convert the packaged variable *unitname* (from the earlier example) as:

create function scott$my\_package$unitname()

returns varchar(128)

as begin

return 'My Simple Package'

end

And, you should convert all references to this variable:

dbms\_output.put\_line(my\_package.unitname);

To:

print scott.my\_package$unitname()

###### Converting Collections and Records

SSMA represents packaged collections and records as XML and stores them as **nvarchar(max)** in the **ssma\_oracle.db\_storage** table.

(For more details about collection and records conversion as XML, see [Implementing Records and Collections Via XML](#_Implementing_Records_and).)

##### Converting Packaged Cursors

Convert packaged cursors as GLOBAL cursors with names such as *<schema>$<package name>$<cursor name>*.

Invoke the declaration of cursor in the package initialization section. Make sure that each database method that uses packaged cursors contains the call of the package initialization procedure. Invoke the call before the first usage of the packaged cursor.

(For basic information about cursor conversion, see [Migrating Oracle Cursors](#_Migration_of_Oracle_3). You will also find a description of converting FOUND, ISOPEN, and NOTFOUND cursor attributes.)

Convert the ROWCOUNT attribute as a package variable. Initialize that variable to null in the init section; after OPEN, set its value to zero and increment its value after each FETCH.

##### Converting Initialization Section

You could convert the initialization section itself as the usual packaged procedure. Within each converted procedure or function, include a call to the initialization procedure.

**Note**   Initialization should be performed only one time per session, so the initialization procedure must check each package’s initialization status.

###### Calling Initialization from the Within Procedure

Calling the initialization procedure from within a GET procedure has one main problem: the initialization of packaged variables requires that you insert a number of rows into a storage table and that insertion should be transaction-independent. This is because SSMA uses an extended stored procedure to perform this task.

###### Calling Initialization from the Within Function

Before you obtain the value from a packaged variable, you should initialize it. To do so, you must call the initialization routine. You cannot call stored procedures directly from within a function, so SSMA calls the initialization procedure by executing an extended stored procedure.

###### SSMA’s Package Variables Implementation Details

SSMA stores package variables in the **sysdb** database in a **ssma\_oracle.db\_storage** table. The table is filtered by SPID and login time. This filtering allows you to distinguish between variables of different sessions.

SSMA creates the initialization procedure with a name such as Scott.MY\_PACKAGE$SSMA\_Initialize\_Package. The name pattern is *<schema>.<pacakagename>$SSMA\_Initialize\_Package*.

At the beginning of each procedure SSMA places a call to the **sysdb.ssma\_oracle.db\_check\_init\_package** procedure. That procedure checks if the package is not yet initialized, and, if not, initializes the package.

As a mark of package initialization, SSMA uses package variable with a name such as *$<dbname>.<schema>.<package>$init$*. If that variable is present in the **db\_storage** table, the package is already initialized, and therefore no initialization call is required. As it is not possible to call a procedure from a UDF, the check for initialization is performed by the function **db\_fn\_check\_init\_package**. In its turn **db\_fn\_check\_init\_package** makes a call to **xp\_ora2ms\_exec2** to execute the package initialization routine.

Each initialization procedure cleans the storage table and sets default values for each packaged variable:

CREATE PROCEDURE dbo.MY\_PACKAGE$SSMA\_Initialize\_Package

AS

EXECUTE sysdb.ssma\_oracle.db\_clean\_storage

EXECUTE sysdb.ssma\_oracle.set\_pv\_varchar

'SYS',

'DBO',

'MY\_PACKAGE',

'SPACE',

' '

EXECUTE sysdb.ssma\_oracle.set\_pv\_varchar

'SYS',

'DBO',

'MY\_PACKAGE',

'UNITNAME',

'My Simple Package'

##### Package Conversion Code Example

For further reference, consider the following package conversion example:

CREATE FUNCTION dbo.MY\_PACKAGE$MyFunction () RETURNS varchar(max)

AS

BEGIN

EXECUTE sysdb.ssma\_oracle.db\_fn\_check\_init\_package 'SCOTT', 'DBO', 'MY\_PACKAGE'

RETURN 'Hello, World!'

END

GO

CREATE PROCEDURE dbo.MY\_PACKAGE$MySimpleProcedure$1

AS

BEGIN

EXECUTE sysdb.ssma\_oracle.db\_check\_init\_package 'SCOTT', 'DBO', 'MY\_PACKAGE'

PRINT dbo.MY\_PACKAGE$MyFunction()

END

GO

CREATE PROCEDURE dbo.MY\_PACKAGE$MySimpleProcedure$2

@s varchar(max)

AS

BEGIN

EXECUTE sysdb.ssma\_oracle.db\_check\_init\_package 'SCOTT', 'DBO', 'MY\_PACKAGE'

PRINT @s

END

GO

CREATE PROCEDURE dbo.MY\_PACKAGE$SSMA\_Initialize\_Package

AS

EXECUTE sysdb.ssma\_oracle.db\_clean\_storage

EXECUTE sysdb.ssma\_oracle.set\_pv\_varchar

'SCOTT',

'DBO',

'MY\_PACKAGE',

'SPACE',

' '

EXECUTE sysdb.ssma\_oracle.set\_pv\_varchar

'SCOTT',

'DBO',

'MY\_PACKAGE',

'UNITNAME',

'My Simple Package'

DECLARE

@temp datetime

SET @temp = getdate()

EXECUTE sysdb.ssma\_oracle.set\_pv\_datetime

'SCOTT',

'DBO',

'MY\_PACKAGE',

'CURD',

@temp

GO

#### Emulating Oracle Sequences

When migrating from Oracle to Microsoft SQL Server 2005, you must remember that SQL Server 2005 does not natively support sequences as Oracle does. But with SQL Server Migration Assistant Oracle 2.0 and later, it is easy to simulate Oracle sequences by using a SSMA function.

The essential tasks that the sequences simulating engine should provide are:

* Generate the next value of a sequence by using the NEXTVAL method.
* Retrieve current value of the sequence by using the CURRVAL method. This value is bound to the current session scope.
* Keep the sequence value if the transaction is rolled back.

SSMA 1.0 and 2.0 approached the problem by using a single table to hold all the sequence values. Each sequence object was represented by a single row that held the sequence properties, such as sequence name, current value, and increment. An update statement generated the next value and saved the global sequence value. A second update saved the current sequence value within the session scope. The SQL Server analogue of the CURRVAL function read the session scope sequence value. Since the NEXTVAL function was implemented like a function, and a SQL Server limitation does not allow DML statements within functions, the generation of the next value was invoked by the extended stored procedure. That procedure, which is the wrapper that invokes any stored procedure, makes this invocation within a new connection. Thus, using the extended procedure provided for saving the sequence value even if the transaction is rolled back.

That approach has a major drawback: poor performance. First, performance suffers because it is necessary to make two updates—update the sequence value and update the current value. Second, performance suffers because of the time needed to call the **xp\_ora2ms\_exec2** extended procedure. Most of that time is used to open a new connection.

The SSMA 3.0 solution is based on SQL Server identity columns. A table with an identity column is created for every sequence. In the IDENTITY property, the same properties are used as in the ORACLE sequence, except for MAXVALUE, MINVALUE, and CYCLE. The identity value is transaction-independent.

##### How SSMA 3.0 Creates and Drops Sequences

The following procedures are intended for sequence DML operations, which are creation and dropping.

sysdb.ssma\_oracle.db\_create\_sequence

@dbname,

@schema,

@name,

@seed,

@increment

Arguments:

* @dbname: The name of the database that contains the sequence.
* @schema: The name of the schema that contains the sequence.
* @name: The sequence name.
* @seed: The seed value.
* @increment: The increment value.

The procedure creates a permanent table with the name that identifies the sequence. The table has one identity column of **numeric(38)** data type named as ID. Also, the **db\_create\_sequence** procedure creates a procedure that inserts the default value into the given table. The procedure is created in the same database in which the sequence table is located. Execute permission on the procedure is granted to **public** when the sequence is created, giving users indirect access to the sequence tables.

The following example creates a sequence with the name **orders\_seq** in the target database:

exec sysdb.ssma\_oracle.db\_create\_sequence @dbname = 'customers', @name = 'orders\_seq', @increment = 2

The following function drops the sequence:

sysdb.ssma\_oracle.db\_drop\_sequence

@dbname,

@schema,

@name

Arguments

* @dbname: The database name that contains the sequence.
* @schema: The schema name that contains the sequence.
* @name: The sequence name.

The following example drops a sequence named **orders\_seq** in the target database:

exec ssma.db\_drop\_sequence @dbname = 'customers', @name = 'orders\_seq'

##### NEXTVAL and CURRVAL Simulation in SSMA 3.0

In SSMA Oracle 3.0, ORACLE sequence simulation is implemented via both Transact-SQL procedures and functions. The implementation of a sequence via a Transact-SQL procedure does not allow using it in DML commands, but significantly improves performance.

The NEXTVAL simulation method executes an insert command. The insert command is rolled back immediately to keep the table empty. This approach gains maximum speed.

If there is an external transaction, the transaction point is saved and the transaction is rolled back to it after insert.

The following procedure is the stored procedure version of NEXTVAL:

sysdb.ssma\_oracle.db\_sp\_get\_next\_sequence\_value(

@dbname,

@schema,

@name,

[@curval] output

Arguments:

* @dbname: The name of the database that contains the sequence.
* @schema: The name of the schema that contains the sequence.
* @name: The sequence name.
* @curval: The current value of a sequence.

The ORACLE sequence implementation via a Transact-SQL function allows using it in DML commands. Since Transact-SQL functions cannot use DML commands and invoke stored procedures, an SSMA NEXTVAL function implementation issues an autonomous command via **xp\_ora2ms\_exec2** to invoke the NEXTVAL procedure version. This causes a decrease in performance as compared with the procedure version.

The following function is the user-defined function version of NEXTVAL:

sysdb.ssma\_oracle.db\_get\_next\_sequence\_value(@dbname,@schema,@name)

Arguments:

* @dbname: The name of the database that contains the sequence.
* @schema: The name of the schema that contains the sequence.
* @name: The sequence name.

Return types: **numeric(38,0)**.

The following function returns the current value of a sequence:

sysdb.ssma\_oracle. db\_get\_curval\_sequence\_value(@dbname,@schema,@name)

Arguments

* @dbname: The database name that contains the sequence.
* @schema: The schema name that contains the sequence.
* @name: The sequence name.

Return types: **numeric(38,0)**.

##### Examples of Conversion

###### **Inserting Sequence Values Into a Table**

This example increments the employee sequence and uses its value for a new employee inserted into the sample table **employees**.

*Oracle*

INSERT INTO employees (id, name)

VALUES(employees\_seq.nextval, 'David Miller');

*Transact-SQL*

DECLARE @nextval numeric(38, 0)

EXECUTE sysdb.ssma\_oracle.db\_sp\_get\_next\_sequence\_value 'customers','dbo','employees\_seq', @nextval OUTPUT

INSERT employees (id, name) VALUES(@nextval, 'David Miller')

The following statement more closely follows the original but takes more time to execute:

INSERT employees (id, name) VALUES(sysdb.ssma\_oracle.db\_get\_next\_sequence\_value ('customers', 'dbo', 'employees\_seq'), 'David Miller')

The second example adds a new order with the next order number to the order table. Then it adds suborders with this number to the detail order table.

*Oracle*

INSERT INTO orders(id, customer\_id)

SELECT orders\_seq.nextval, customer\_id from orders\_cache;

INSERT INTO order\_items (order\_id, line\_item\_id, product\_id)

VALUES (orders\_seq.currval, 1, 2412);

INSERT INTO order\_items (order\_id, line\_item\_id, product\_id)

VALUES (orders\_seq.currval, 2, 3456);

*Transact-SQL*

INSERT orders(id, customer\_id)

SELECT sysdb.ssma\_oracle.db\_get\_next\_sequence\_value('customers', 'dbo', 'orders\_seq'), customer\_id from orders\_cache;

INSERT order\_items(order\_id, line\_item\_id, product\_id)

SELECT sysdb.ssma\_oracle.db\_get\_curval\_sequence\_value ('customers ', 'dbo', 'orders\_seq'), 1, 2412);

INSERT order\_items(order\_id, line\_item\_id, product\_id)

SELECT sysdb.ssma\_oracle.db\_get\_curval\_sequence\_value ('customers ', 'dbo', 'orders\_seq'), 2, 3456);

###### Optimization Tips

You can try an easier way to convert your Oracle sequences and get more performance, but only if you know exactly how the sequence is used. For example, if there are no methods using CURRVAL without previous NEXTVAL calls, you need not save and store the current sequence value, and you can use a local variable to store it. That gains performance because it’s not necessary to use DML routines to save and get the sequence current value.

For example, if you have an ORACLE sequence:

CREATE SEQUENCE employees\_seq INCREMENT BY 1 START WITH 1

You must create a table with an IDENTITY column:

create table employees\_seq (id numeric(38) identity(1,1))

The statementINSERT INTO..VALUES can be transformed to Transact-SQL in the following way:

*Oracle*

begin

INSERT INTO employees (id, name)

VALUES(employees\_seq.nextval, 'David Miller');

end;

*Transact-SQL*

begin

declare @curval numeric(38)

begin tran

insert employees\_seq default values

set @curval=scope\_identity()

rollback

INSERT INTO employees (id, name)

VALUES(@curval, 'David Miller');

end;

You can wrap the INSERT statement in a stored procedure. Additionally, it should check for an external opened transaction. If one exists, the transaction point should be saved instead of opening a new transaction:

create proc employees\_seq\_nextval(@curval numeric(38) out = null)

as

declare @tran bit

set @tran = 0

if @@trancount>0

begin

save tran seq

set @tran = 1

end

else begin tran

insert employees\_seq default values

set @curval=scope\_identity()

if @tran=1

rollback tran seq

else rollback

Then the statement can be transformed to the following:

begin

declare @curval numeric(38)

exec employees\_seq\_nextval @curval out

INSERT INTO employees (id, name) VALUES(@curval, 'David Miller');

end;

To convert statements where the next value of a sequence is retrieved in DML statements such as INSERT INTO..SELECT, wrap your stored procedure for getting a sequence in a function. You can do so with a **master..xp\_ora2ms\_exec2** extended procedure that helps to invoke stored procedures from a function body.

To invoke the **xp\_ora2ms\_exec2** procedure, you must pass the current process id and login time as parameters:

create function fn\_employees\_seq\_nextval() RETURNS numeric(38,0)

as begin

declare @curval numeric(38,0)

declare @spid int, @login\_time datetime

select @spid = sysdb.ssma\_oracle.get\_active\_spid(),@login\_time = sysdb.ssma\_oracle.get\_active\_login\_time()

exec master..xp\_ora2ms\_exec2 @spid,@login\_time,'orders','dbo',

'employees\_seq\_nextval',@dbname,@schema,@name,@curval output

return @curval

end

#### Migrating Hierarchical Queries

This section describes problems and solutions when migrating Oracle hierarchical queries. Oracle provides the following syntax elements to build hierarchical queries:

1. The START WITH condition. Specifies the hierarchy's root rows.
2. The CONNECT BY condition. Specifies the relationship between the hierarchy's parent rows and child rows.
3. The PRIOR operator. Refers to the parent row.
4. The CONNECT\_BY\_ROOT operator. Retrieves the column value from the root row.
5. The NO\_CYCLE parameter. Instructs the Oracle Database to return rows from a query, even if a cycle exists in the data.
6. The LEVEL, CONNECT\_BY\_ISCYCLE, and CONNECT\_BY\_ISLEAF pseudocolumns.
7. The SYS\_CONNECT\_BY\_PATH function. Retrieves the path from the root to node.
8. The ORDER SIBLINGS BY clause. Applies ordering to the siblings of the hierarchy.

Oracle processes hierarchical queries in this order:

1. Evaluates a join first, if one is present, whether the join is specified in the FROM clause or with WHERE clause predicates.
2. Evaluates the CONNECT BY condition.
3. Evaluates any remaining WHERE clause predicates.

Oracle then uses the information from these evaluations to form the hierarchy as follows:

1. Oracle selects the hiearchy's root row(s) (those rows that satisfy the START WITH condition).
2. Oracle selects each root row's child rows. Each child row must satisfy the CONNECT BY condition with respect to one of the root rows.
3. Oracle selects successive generations of child rows. Oracle first selects the children of the rows returned in Step 2, and then the children of those children, and so on. Oracle always selects children by evaluating the CONNECT BY condition with respect to a current parent row.
4. If the query contains a WHERE clause without a join, Oracle eliminates all rows from the hierarchy that do not satisfy the WHERE clause's conditions. Oracle evaluates that condition for each row individually, rather than removing all the children of a row that does not satisfy the condition.
5. Oracle returns the rows in the order shown in Figure 3. In the figure, children appear below their parents.
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**Figure 3: An example of the Oracle tree traversal order**

In SQL Server 2005, you can use a recursive common table expression (CTE) to retrieve hierarchical data. For more about information about the recursive CTE, see [Recursive Queries Using Common Table Expression](http://msdn2.microsoft.com/en-us/library/ms186243.aspx) in SQL Server 2005 Books Online.

To migrate an Oracle hierarchical query, follow these common rules:

* Use the START WITH condition in the anchor member subquery of the CTE. If there is no START WITH condition, the result of the anchor member subquery should consists of all root rows. Since the START WITH condition is processed before the WHERE condition, ensure that the anchor member subquery returns all necessary rows. This is sometimes needed to move some WHERE conditions from the CTE to the base query.
* Use the CONNECT BY condition in the recursive member subquery. The result of the recursive member subquery should consist of all child rows joined with CTE itself on the CONNECT BY condition. Use the CTE itself as the inner join member in the recursive subquery. Replace the PRIOR operator with the CTE recursive reference.
* The base query consists of the selection from the CTE, and the WHERE clause to provide all necessary restrictions.
* Emulate the LEVEL pseudocolumn with a simple expression as described in SQL Server 2005 Books Online.
* Emulate the **sys\_connect\_by\_path** function with an expression that concatenates column values from recursive CTE references.

This approach makes hierarchical data retrieval possible. But the way to traverse trees is different in Oracle. To emulate how Oracle orders returned data, you can create additional expressions to use in the ORDER BY clause. The expression should evaluate some path from the root to the specific row by using a unique row number at each tree level. You can use the ROW\_NUMBER function for this purpose. You can also add expressions based on the columns values to provide ORDER SIBLINGS BY functionality.

You can use GROUP BY and HAVING clauses only in the base query.

SQL Server 2005 cannot detect the cycles in a hierarchical query. You can control the recursion level with the MAXRECURSION query hint.

Note that SSMA does not support the following features:

* The CONNECT\_BY\_ROOT operator
* The NO\_CYCLE parameter
* The CONNECT\_BY\_ISCYCLE and CONNECT\_BY\_ISLEAF pseudocolumns
* The SYS\_CONNECT\_BY\_PATH function
* The ORDER SIBLINGS BY clause

**Example**:

The following example code demonstrates how to migrate a simple hierarchical query:

*Oracle*

SELECT "NAME", "PARENT", LEVEL

FROM COMPANY

START WITH ("NAME" = 'Company Ltd')

CONNECT BY ("PARENT" = PRIOR "NAME");

*SQL Server*

WITH

h$cte AS

(

SELECT COMPANY.NAME, COMPANY.PARENT, 1 AS LEVEL, CAST(row\_number() OVER(

ORDER BY @@spid) AS varchar(max)) AS path

FROM dbo.COMPANY

WHERE ((COMPANY.NAME = 'Company Ltd'))

UNION ALL

SELECT COMPANY.NAME, COMPANY.PARENT, h$cte.LEVEL + 1 AS LEVEL, path + ',' + CAST(row\_number() OVER(

ORDER BY @@spid) AS varchar(max)) AS path

FROM dbo.COMPANY, h$cte

WHERE ((COMPANY.PARENT = h$cte.NAME))

)

SELECT h$cte.NAME, h$cte.PARENT, h$cte.LEVEL

FROM h$cte

ORDER BY h$cte.path

**Note**   The ROW\_NUMBER() function evaluates the path column to provide Oracle nodes ordering.

#### Emulating Oracle Exceptions

This section describes problems and solutions for migrating Oracle exception mechanisms. The Oracle exception model differs from Microsoft SQL Server 2005 both in exception raising and exception handling. It is preferable to use the SQL Server exceptions model during Oracle PL/SQL code migration. At the same time, SSMA provides common emulation methods to cover almost all Oracle exception-model features.

##### Exception Raising

The Oracle exception raising model comprises the following features:

* The SELECT INTO statement causes an exception if not exactly one row is returned.
* The RAISE statement can raise any exception, including system errors.
* User-defined exceptions can be named and raised by name.
* The RAISE\_APPLICATION\_ERROR procedure can generate exceptions with a custom number and message.

If the SELECT statement can return zero, one, or many rows, it makes sense to check the number of rows by using the @@ROWCOUNT function. Its value can be used to emulate any logic that was implemented in Oracle by using the TOO\_MANY\_ROWS or NO\_DATA\_FOUND exceptions. Normally, the SELECT INTO statement should return only one row, so in most cases you don’t need to emulate this type of exception raising.

For example:

*Oracle*

BEGIN

SELECT <expression> INTO <variable> FROM <table>;

EXCEPTION

WHEN NO\_DATA\_FOUND THEN

<Statements>

END

*SQL Server 2005*

SELECT <variable> = <expression> FROM <table>

IF @@ROWCOUNT = 0

BEGIN

<Statements>

END

Also, PL/SQL programs can sometimes use user-defined exceptions to provide business logic. These exceptions are declared in the PL/SQL block's declaration section. In Transact-SQL, you can replace that behavior by using flags or custom error numbers.

For example:

*Oracle*

declare

myexception exception;

BEGIN

…

IF <condition> THEN

RAISE myexception;

END IF;

…

EXCEPTION

WHEN myexception THEN

<Statements>

END

*SQL Server 2005*

BEGIN TRY

…

IF <condition>

RAISERROR (‘myexception’, 16, 1)

…

END TRY

BEGIN CATCH

IF ERROR\_MESSAGE() = ‘myexception’

BEGIN

<Statements>

END

ELSE

<rest\_of\_handler code>

END CATCH

If the user-defined exception is associated with some error number by using pragma EXCEPTION\_INIT, you can handle the system error in the CATCH block as described later.

To emulate the **raise\_application\_error** procedure and the system predefined exception raising, you can use the RAISERROR statement with a custom error number and message. Also, change the application logic in that case to support SQL Server 2005 error numbers.

Note that SQL Server 2005 treats exceptions with a severity of less than 11 as information messages. To interrupt execution and pass control to a CATCH block, the exception severity must be at least 11. (In most cases you should use a severity level of 16.)

##### Exception Handling

Oracle provides the following exception-handling features:

* The EXCEPTION block
* The WHEN … THEN block
* The SQLCODE and SQLERRM system functions
* Exception re-raising

Transact-SQL implements error handling with a TRY..CATCH construct. To provide exception handling, place all “trying” statements into a BEGIN TRY … END TRY block, while placing the exception handler itself into a BEGIN CATCH … END CATCH block. TRY … CATCH blocks also can be nested.

To recognize the exception (WHEN … THEN functionality), you can use the following system functions:

* **error\_number**
* **error\_line**
* **error\_procedure**
* **error\_severity**
* **error\_state**
* **error\_message**

You can use the **error\_number** and **error\_message** functions instead of the SQLCODE and SQLERRM Oracle functions. Note that error messages and numbers are different in Oracle and SQL Server, so they should be translated during migration.

For example:

*Oracle*

BEGIN

…

INSERT INTO <table> VALUES …

…

EXCEPTION

…

WHEN DUP\_VAL\_ON\_INDEX THEN

<Statements>

…

END

*SQL Server 2005*

BEGIN TRY

…

INSERT INTO <table> VALUES …

…

END TRY

BEGIN CATCH

…

IF ERROR\_NUMBER() = 2627

<Statements>

…

END CATCH

Unfortunately, SQL Server 2005 does not support exception re-raising. If the exception is not handled, it can be passed to the calling block by using the RAISERROR statement with a custom error number and appropriate message.

##### SSMA Exceptions Migration

Next, let's examine how SSMA provides a common approach to full emulation of Oracle exception functionality.

Oracle exceptions are encoded into a character string according to the following rules:

* Predefined exceptions (exceptions declared in some system package and not assigned to any error number) are encoded this way:

oracle:{<OWNER\_NAME>|<PACKAGE\_NAME>|<EXCEPTION\_NAME>}

Where:

* PACKAGE\_NAME: Package name where the exception is declared in upper case.
* OWNER\_NAME: The owner name of the package, in upper case.
* EXCEPTION\_NAME: The exception name itself, in upper case.
* User-defined exceptions names declared in modules such as stored procedures acquire “local:” prefix:

local:oracle:{<OWNER\_NAME>|<MODULE\_NAME>}:<EXCEPTION\_NAME>:N

Where:

* OWNER\_NAME: The owner name of the module where the exception is declared.
* MODULE\_NAME: The name of the stored procedure where the exception is declared.
* N: An integer value that provides scope name uniqueness.
* User-defined exception names declared in anonymous PL/SQL blocks (test statements) have additional PL\SQL keyword:

local:PL\SQL:<EXCEPTION\_NAME>:N

Where *N* is the integer value that provides scope name uniqueness.

* To support Oracle error numbers, system errors are stored in the following format:

‘ORAXXXXXX’

During migration SSMA performs the following steps:

1. All statements between BEGIN and EXCEPTION are enclosed with BEGIN TRY … END TRY.
2. An exception handler is placed into BEGIN CATCH … END CATCH.
3. Error numbers are translated to Oracle format by using the **sysdb.ssma\_oracle\_get\_oracle\_exception\_id()** function. That function returns an exception identifier as a character string as described earlier. Each WHEN…THEN statement is migrated to an IF statement that compares the exception identifier to constant exception names that are translated according to the same rules.
4. The exception handler for OTHERS, if any, is migrated as an alternative execution block after all handlers.
5. If there is no OTHERS exception handler, the exception is re-raised by the special UDF **sysdb.ssma\_oracle.ssma\_rethrowerror** that emulates re-raising using a custom error number. It also emulates a RAISE statement with no exception name.
6. To emulate predefined Oracle exceptions NO\_DATA\_FOUND and TOO\_MANY\_ROWS, the special stored procedure **EXEC sysdb.ssma.db\_error\_exact\_one\_row\_check @@ROWCOUNT** is placed after all SELECT statements. The procedure checks the row count and raises an exception with the custom number 59999 and the message ‘ORA+00100’ or ‘ORA-01422,’ depending on its value.
7. The number 59999 is used for all Oracle system, user-defined, or predefined exceptions.
8. The RAISE statement is migrated to the RAISERROR statement with an 59999 error number and the exception identifier as a message. The exception identified is formed as described earlier.
9. To emulate the **raise\_application\_error** procedure, there is the additional error number 59998. The procedure call is replaced by a RAISERROR call with error number 59998 and the following string as a message:

‘ORA<error\_number>:<message>’

For example:

RAISERROR (59998, 16, 1,’ORA-20000:test’)

1. All exceptions are raised with severity level 16 to provide handling by a CATCH block.
2. **sysdb.ssma.db\_error\_sqlcode** UDF emulates the SQLCODE function. It returns an Oracle error number.
3. Either **sysdb.ssma.db\_error\_sqlerrm\_0** or **sysdb.ssma.db\_error\_sqlerrm\_1** emulates the SQLERRM function, depending on the parameters.
4. SSMA does not support using the SQLCODE and SQLERRM functions outside of an EXCEPTION block.

#### Migrating Oracle Cursors

This section describes problems and solutions for Oracle cursor migration. Keep in mind that a packaged cursor needs special handling during conversion. For details, see [Emulating Oracle Packages](#_Emulation_of_Oracle_1).

Oracle always requires that cursors be used with SELECT statements, regardless of the number of rows requested from the database. In Microsoft SQL Server 2005, a SELECT statement that is not enclosed within a cursor returns rows to the client as a default result set. This is an efficient way to return data to a client application.

SQL Server 2005 provides two interfaces for cursor functions:

* When cursors are used in Transact‑SQL batches or stored procedures, SQL statements can declare, open, and fetch from cursors—as well as positioned updates and deletes.
* When cursors from a DB‑Library, ODBC, or OLEDB program are used, the SQL Server client libraries transparently call built-in server functions to handle cursors more efficiently.

##### Syntax

The following table shows cursor statement syntax in both platforms.

| Operation | Oracle | Microsoft SQL Server |
| --- | --- | --- |
| Declaring a cursor | CURSOR cursor\_name [(cursor\_parameter(s))] IS select\_statement; | DECLARE cursor\_name CURSOR [LOCAL | GLOBAL] [FORWARD\_ONLY | SCROLL] [STATIC | KEYSET | DYNAMIC | FAST\_FORWARD] [READ\_ONLY | SCROLL\_LOCKS | OPTIMISTIC] [TYPE\_WARNING] FOR select\_statement [FOR UPDATE [OF column\_name [,…n]]] |
| Ref cursor type definition | TYPE type\_name IS REF CURSOR  [RETURN  { {db\_table\_name | cursor\_name | cursor\_variable\_name} % ROWTYPE  | record\_name % TYPE  | record\_type\_name  | ref\_cursor\_type\_name}]; | See below. |
| Opening a cursor | OPEN cursor\_name [(cursor\_parameter(s))]; | OPEN cursor\_name |
| Cursor attributes | { cursor\_name  | cursor\_variable\_name  | :host\_cursor\_variable\_name}  % {FOUND | ISOPEN | NOTFOUND | ROWCOUNT} | See below. |
| SQL cursors | SQL %  {FOUND | ISOPEN | NOTFOUND | ROWCOUNT | BULK\_ROWCOUNT(index) | BULK\_EXCEPTIONS(index).{ERROR\_INDEX | ERROR\_CODE}} | See below. |
| Fetching from cursor | FETCH cursor\_name INTO variable(s) | FETCH [[NEXT | PRIOR | FIRST | LAST | ABSOLUTE {n | @nvar} | RELATIVE {n | @nvar}] FROM] cursor\_name [INTO @variable(s)] |
| Update fetched row | UPDATE table\_name SET statement(s)… WHERE CURRENT OF cursor\_name; | UPDATE table\_name SET statement(s)… WHERE CURRENT OF cursor\_name |
| Delete fetched row | DELETE FROM table\_name  WHERE CURRENT OF cursor\_name; | DELETE FROM table\_name  WHERE CURRENT OF cursor\_name |
| Closing cursor | CLOSE cursor\_name; | CLOSE cursor\_name |
| Remove cursor data structures | N/A | DEALLOCATE cursor\_name |
| OPEN … FOR cursors | OPEN {cursor\_variable\_name | :host\_cursor\_variable\_name}  FOR dynamic\_string [using\_clause] | See below. |

##### Declaring a Cursor

Although the Transact‑SQL DECLARE CURSOR statement does not support cursor arguments, it does support local variables. The values of these local variables are used in the cursor when it is opened. Microsoft SQL Server 2005 offers numerous additional capabilities in its DECLARE CURSOR statement.

The INSENSITIVE option defines a cursor that makes a temporary copy of the data to be used by that cursor. The temporary table answers all of the requests to the cursor. Consequently, modifications made to base tables are not reflected in the data returned by fetches made to that cursor. Data accessed by this cursor type cannot be modified.

Applications can request a cursor type, and then execute a Transact‑SQL statement that is not supported by server cursors of the type requested. SQL Server returns an error that indicates that the cursor type has changed, or, given a set of factors, implicitly converts a cursor.

The following table shows the factors that trigger SQL Server to implicitly convert a cursor from one type to another.

| Step | Conversion triggered by | Forward-only | Keyset-driven | Dynamic | Go to step |
| --- | --- | --- | --- | --- | --- |
| 1 | Query FROM clause references no tables | Becomes static | Becomes static | Becomes static | Done |
| 2 | Query contains: select list aggregates GROUP BY UNION DISTINCT HAVING | Becomes static | Becomes static | Becomes static | Done |
| 3 | Query generates an internal work table, for example the columns of an ORDER BY are not covered by an index | Becomes keyset |  | Becomes keyset | 5 |
| 4 | Query references remote tables in linked servers | Becomes keyset |  | Becomes keyset | 5 |
| 5 | Query references at least one table without a unique index. Transact-SQL cursors only. |  | Becomes static |  | Done |

The SCROLL option allows backward, absolute, and relative fetches, and also forward fetches. A scroll cursor uses a keyset cursor model in which committed deletes and updates made to the underlying tables by any user are reflected in subsequent fetches. This is true only if the cursor is not declared with the INSENSITIVE option.

If the READ ONLY option is chosen, updates are prevented from occurring against any row within the cursor. That option overrides the default capability of a cursor to be updated.

The UPDATE [OF *column\_list*] statement defines updatable columns within the cursor. If [OF *column\_list*] is supplied, only the columns listed allow modifications. If a list is not supplied, all columns can be updated, unless the cursor is defined as READ ONLY.

Note that the name scope for a SQL Server cursor is the connection itself. That differs from the name scope of a local variable. A second cursor with the same name as an existing cursor on the same user connection cannot be declared until the first cursor is deallocated.

Following are descriptions of the SSMA algorithm of cursor conversion for several specific cases.

* If the cursor is declared in the local subprogram, SSMA converts it to:

DECLARE cursor\_name CURSOR LOCAL FOR select\_statement

SSMA puts this cursor declaration directly before the OPEN statement that opens the cursor and removes the RETURN clause.

Instead of the cursor declaration, SSMA generates a variable declaration.

* If the cursor is declared as a public packaged cursor, SSMA converts it into a global cursor:

DECLARE cursor\_name CURSOR FOR select\_statement

You can find more details in [Emulating Oracle Packages](#_Emulation_of_Oracle_1).

* SSMA declares a local variable for each parameter with the following naming pattern:

@CURSOR\_PARAM\_<cursor\_name>\_<parameter\_name>

The data type is converted according to the effective SSMA type mapping for local variables.

* SSMA removes a REF cursor definition and converts it to a variable declaration as follows:

cursor\_variable\_declaration ::=

cursor\_variable\_name type\_name;

Convert to:

@cursor\_variable\_name CURSOR;

##### Opening a Cursor

Unlike PL/SQL, Transact‑SQL does not support passing arguments to a cursor when it is opened. When a Transact‑SQL cursor is opened, the result set membership and ordering are fixed. Updates and deletes that have been committed against the cursor's base tables by other users are reflected in fetches made against all cursors defined without the INSENSITIVE option. In the case of an INSENSITIVE cursor, a temporary table is generated.

SSMA tests to see whether the cursor was declared with formal cursor parameters. For each formal cursor parameter, generate a SET statement before the cursor declaration to assign the actual cursor parameter to the appropriate local variable:

SET @CURSOR\_PARAM\_<cursor\_name>\_<parameter\_name> = actual\_cursor\_parameter

If there is no actual parameter for the formal parameter, use a DEFAULT expression as declared in the cursor parameter declaration:

SET @CURSOR\_PARAM\_<cursor\_name>\_<parameter\_name> = expression

##### Fetching Data

Oracle cursors can move in a forward direction only—there is no backward or relative scrolling capability. SQL Server 2005 cursors can scroll forward and backward with the fetch options shown in the following table. You can use these fetch options only when the cursor is declared with the SCROLL option.

| Scroll option | Description |
| --- | --- |
| NEXT | Returns the result set's first row if this is the first fetch against the cursor; otherwise, moves the cursor one row in the result set. NEXT is the primary method to move through a result set. NEXT is the default cursor fetch. |
| PRIOR | Returns the previous row in the result set. |
| FIRST | Moves the cursor to the first row in the result set and returns the first row. |
| LAST | Moves the cursor to the last row in the result set and returns the last row. |
| ABSOLUTE *n* | Returns the *n*th row in the result set. If *n* is a negative value, the returned row is the *n*th row counting backward from the last row of the result set. |
| RELATIVE *n* | Returns the *n*th row after the currently fetched row. If *n* is a negative value, the returned row is the *n*th row counting backward from the cursor's relative position. |

The Transact‑SQL FETCH statement does not require the INTO clause. If return variables are not specified, the row is automatically returned to the client as a single-row result set. However, if your procedure must get the rows to the client, a noncursor SELECT statement is much more efficient.

Issues

SSMA recognizes the following FETCH formats.

* FETCH INTO <record>: SSMA splits the record into its components and fetches each variable separately.
* FETCH … BULK COLLECT INTO: There is no solution for BULK COLLECT fetch implemented in SSMA Oracle 3.0. See the suggestions for manually emulating this FETCH in [Migrating Oracle Collections and Records](#_Migration_of_Oracle_4).

The @@FETCH\_STATUS function is updated following each FETCH. This function resembles the PL/SQL CURSOR\_NAME%FOUND and CURSOR\_NAME%NOTFOUND variables. The @@FETCH\_STATUS function is set to the value of 0 following a successful fetch. If the fetch tries to read beyond the end of the cursor, a value of ‑1 is returned. If the requested row was deleted from the table after the cursor was opened, the @@FETCH\_STATUS function returns ‑2. The value of ‑2 usually occurs only in a cursor that was declared with the SCROLL option. That variable must be checked following each fetch to ensure the validity of the data.

How SSMA Converts Cursor Attributes

SSMA converts cursor attributes as follows:

* FOUND attribute: Converts to @@FETCH\_STATUS = 0/
* NOTFOUND attribute: Converts to @@FETCH\_STATUS <> 0
* ISOPEN attribute: Converts as follows:
* For global cursors:

(CURSOR\_STATUS(‘global’, N’<cursor\_name>’) > -1)

* For local cursors:

(CURSOR\_STATUS(‘local’, N’<cursor\_name>’) > -1)

* For a cursor variable:

(CURSOR\_STATUS(‘variable’, N’@<cursor\_variable\_name>’) > -1)

* ROWCOUNT attribute: To convert ROWCOUNT, SSMA does the following:

1. Generates a declaration of an INT variable with the name *@v\_<cursor\_name | cursor\_variable\_name >\_rowcount* at the beginning of the block where cursor was declared (see [Declaring a Cursor](#_Declaring_a_Cursor)).
2. Before the OPEN statement for the cursor or cursor variable, puts variable initialization code:

SET @v\_<cursor\_name | cursor\_variable\_name >\_rowcount = 0

1. Immediately after the cursor **FETCH** statement, SSMA puts:   
    IF @@FETCH\_STATUS = 0  
   SET @v\_<cursor\_name | cursor\_variable\_name >\_rowcount = @v\_<cursor\_name | cursor\_variable\_name >\_rowcount + 1
2. SSMA converts cursor\_name%ROWCOUNT to:

@v\_<cursor\_name | cursor\_variable\_name >\_rowcount

How SSMA Converts SQL Cursor Attributes

* FOUND: Converts to (@@ROWCOUNT > 0)
* NOTFOUND: Converts to (@@ROWCOUNT = 0)
* ISOPEN: Convertsto any condition that is always false, for example (1=2)
* ROWCOUNT: Converts to @@ROWCOUNT. For example:

*Oracle*

IF SQL%FOUND THEN …;

*MSSQL*

IF @@ROWCOUNT > 0 …

SQL Server does not support Oracle’s cursor FOR loop syntax, but SSMA can convert these loops. See the examples in the previous section.

How SSMA Converts OPEN … FOR Cursors

The SSMA conversion option **Convert OPEN-FOR statement for subprogram out parameters** (see Figure 4) is used because there is an ambiguity when aREF CURSOR output parameter is opened in the procedure. The REF CURSOR might be fetched in the caller procedure (SSMA does not support this usage) or used directly by the application (SSMA can handle this if the option is set to **Yes**).

![Fig4](data:image/png;base64,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)

Figure 4: Setting the Convert OPEN-FOR statement for subprogram out parameters SSMA conversion option

Generally, an OPEN-FOR statement is converted in the following way:

* If the OPEN-FOR statement is used for a local cursor variable, SSMA converts it to:

SET @cursor\_variable\_name = CURSOR FOR select\_statement

* If the OPEN-FOR statement is used for an output procedure parameter and the option is set to ON, it’s converted to:

select\_statement

Which returns a result set to the client application.

* If the OPEN-FOR statement is used for an output procedure parameter and the option is set to **OFF**, SSMA generates the error **Conversion of OPEN-FOR statement is disabled**.

The OPEN-FOR-USING statement when it is used for a local cursor variable, is converted somewhat differently as in the following steps.

1. SSMA generates the following code:

DECLARE   
 @auxiliary\_cursor\_definition\_sql$N NVARCHAR(max),  
 @auxiliary\_exec\_param$N NVARCHAR(max)  
  
IF (cursor\_status('variable', N'<cursor\_variable\_name>') > -2)   
 DEALLOCATE <cursor\_variable\_name>  
SET @auxiliary\_exec\_param$N = '[@auxiliary\_paramN <datatype> [OUTPUT],] … @auxiliary\_tmp\_cursor$N cursor OUTPUT'

1. Then SSMA generates the following error message: ‘OPEN ... FOR statement will be converted, but the dynamic string must be converted manually.’
2. It adds the following line into the **Attempted target code** section:

SET @auxiliary\_cursor\_definition\_sql$N = ('SET @auxiliary\_tmp\_cursor = CURSOR LOCAL FOR ' + <dynamic\_string>+ '; OPEN @auxiliary\_tmp\_cursor')

SSMA uses integer value *N* as part of declared variable names to provide scope name uniqueness.

Parameter *@auxiliary\_paramN* is declared in *@auxiliary\_exec\_param$N* for every bind\_argument of the using\_clause. SSMA determines the arguments' datatype to declare the parameters. And it specifies OUTPUT in case of a bind\_argument specified with an OUT or an IN\_OUT option.

1. SSMA generates the following code:

EXEC sp\_executesql @auxiliary\_cursor\_definition\_sql$N, @auxiliary\_exec\_param$N, [bind\_argument [OUTPUT], ]… cursor\_variable\_name OUTPUT  
Where **bind\_argument** is the **bind\_argument** from the **using\_clause**. Specify **OUTPUT** for the bind arguments that were declared with **OUTPUT** specified in **@auxiliary\_exec\_param$N**.

The OPEN-FOR-USING statement when it is used for an output procedure parameter and the **Convert OPEN-FOR statement for subprogram out parameters** option is set to ON:

1. SSMA generates the following code:

DECLARE

@auxiliary\_cursor\_definition\_sql$N NVARCHAR(max),

@auxiliary\_exec\_param$N NVARCHAR(max)

SET @auxiliary\_exec\_param$N = '[@auxiliary\_paramN <datatype> [OUTPUT]]'

1. Then it generates the following error message: 'OPEN ... FOR statement will be converted, but the dynamic string must be converted manually.'
2. SSMA puts the following line into the **Attempted target code** section:

SET @auxiliary\_cursor\_definition\_sql$N = ( <dynamic\_string>)

SSMA uses the integer value *N* as part of the declared variable names to provide scope name uniqueness.

1. The *@auxiliary\_paramN* parameter is declared in *@auxiliary\_exec\_param$N* for everybind\_argument of the using\_clause. SSMA determines the data type of the argument to declare the parameters. It specifies OUTPUT if a bind\_argument is specified with an OUT or an IN\_OUT option.
2. SSMA generates the following code:

EXEC sp\_executesql @auxiliary\_cursor\_definition\_sql$N, @auxiliary\_exec\_param$N [, bind\_argument ]…

Where bind\_argument is the bind\_argument from the using\_clause.

##### CURRENT OF Clause

The CURRENT OF clause syntax and function for updates and deletes is the same in both PL/SQL and Transact‑SQL. A positioned UPDATE or DELETE is performed against the current row within the specified cursor.

##### Closing a Cursor

The Transact‑SQL CLOSE CURSOR statement closes the cursor but leaves the data structures accessible for reopening. The PL/SQL CLOSE CURSOR statement closes and releases all data structures.

Transact‑SQL requires the DEALLOCATE CURSOR statement to remove the cursor data structures. The DEALLOCATE CURSOR statement differs from CLOSE CURSOR in that a closed cursor can be reopened. The DEALLOCATE CURSOR statement releases all data structures associated with the cursor and removes the definition of the cursor.

During conversion, SSMA adds a DEALLOCATE CURSOR statement. The source statement:

CLOSE { cursor\_name | cursor\_variable\_name | :host\_cursor\_variable\_name}

becomes two statements in SQL Server:

CLOSE { cursor\_name | @cursor\_variable\_name }

DEALLOCATE { cursor\_name | @cursor\_variable\_name }

##### Examples of SSMA 3.0 Conversion

###### FOR Loop Cursor Conversion

*Oracle*

**CREATE** **OR** **REPLACE** **PROCEDURE** db\_proc\_for\_loop (mgr\_param **NUMBER**)

**AS**

**BEGIN**

**DECLARE**

**CURSOR** emp\_cursor **IS**

**SELECT** empno, ename

**FROM** emp **WHERE** mgr = mgr\_param;

**BEGIN**

**FOR** emp\_rec **IN** emp\_cursor

**LOOP**

**UPDATE** emp **SET** sal = sal \* 1.1;

**END** **LOOP**;

**END**;

**END** db\_proc\_for\_loop;

*SQL Server*

**CREATE** **PROCEDURE** dbo.DB\_PROC\_FOR\_LOOP

@mgr\_param int

**AS**

**BEGIN**

**BEGIN**

**DECLARE**

@v\_emp\_cursor\_rowcount int

**DECLARE**

@emp\_rec xml

**DECLARE**

emp\_cursor **CURSOR** **LOCAL** **FOR**

**SELECT** EMP.EMPNO, EMP.ENAME

**FROM** dbo.EMP

**WHERE** EMP.MGR = @mgr\_param

**SET** @v\_emp\_cursor\_rowcount = 0

**OPEN** emp\_cursor

**WHILE** 1 = 1

**BEGIN**

**DECLARE**

@emp\_rec$empno float(53)

**DECLARE**

@emp\_rec$ename varchar(**max**)

**FETCH** emp\_cursor

**INTO** @emp\_rec$empno, @emp\_rec$ename

**IF** **@@FETCH\_STATUS** = 0

**SET** @v\_emp\_cursor\_rowcount = @v\_emp\_cursor\_rowcount + 1

**SET** @emp\_rec = sysdb.ssma\_oracle.SetRecord\_varchar(@emp\_rec, N'ENAME', @emp\_rec$ename)

**SET** @emp\_rec = sysdb.ssma\_oracle.SetRecord\_float(@emp\_rec, N'EMPNO', @emp\_rec$empno)

**IF** **@@FETCH\_STATUS** = -1

**BREAK**

**UPDATE** dbo.EMP

**SET**

SAL = EMP.SAL \* 1.1

**END**

**CLOSE** emp\_cursor

**DEALLOCATE** emp\_cursor

**END**

**END**

###### Cursor with Parameters

*Oracle*

**CREATE** **OR** **REPLACE** **PROCEDURE** db\_proc\_cursor\_parameters

**AS**

**CURSOR** rank\_cur (id\_ **NUMBER**, sn **CHAR**)

**IS** **SELECT** **rank**, rank\_name

**FROM** rank\_table

**WHERE** r\_id = id\_ **AND** r\_sn = sn;

**BEGIN**

**OPEN** rank\_cur (1, 'c');

**OPEN** rank\_cur (2, 'd');

**END**;

*SQL Server*

**CREATE** **PROCEDURE** dbo.DB\_PROC\_CURSOR\_PARAMETERS

**AS**

**BEGIN**

**DECLARE**

@v\_rank\_cur\_rowcount int

**DECLARE**

@CURSOR\_PARAM\_rank\_cur\_id\_$2 float(53)

**SET** @CURSOR\_PARAM\_rank\_cur\_id\_$2 = 1

**DECLARE**

@CURSOR\_PARAM\_rank\_cur\_sn$2 varchar(**max**)

**SET** @CURSOR\_PARAM\_rank\_cur\_sn$2 = 'c'

**DECLARE**

rank\_cur **CURSOR** **LOCAL** **FOR**

**SELECT** RANK\_TABLE.**RANK**, RANK\_TABLE.RANK\_NAME

**FROM** dbo.RANK\_TABLE

**WHERE** RANK\_TABLE.R\_ID = @CURSOR\_PARAM\_rank\_cur\_id\_$2 **AND** RANK\_TABLE.R\_SN = @CURSOR\_PARAM\_rank\_cur\_sn$2

**SET** @v\_rank\_cur\_rowcount = 0

**OPEN** rank\_cur

**DECLARE**

@CURSOR\_PARAM\_rank\_cur\_id\_ float(53)

**SET** @CURSOR\_PARAM\_rank\_cur\_id\_ = 2

**DECLARE**

@CURSOR\_PARAM\_rank\_cur\_sn varchar(**max**)

**SET** @CURSOR\_PARAM\_rank\_cur\_sn = 'd'

**DECLARE**

rank\_cur **CURSOR** **LOCAL** **FOR**

**SELECT** RANK\_TABLE.**RANK**, RANK\_TABLE.RANK\_NAME

**FROM** dbo.RANK\_TABLE

**WHERE** RANK\_TABLE.R\_ID = @CURSOR\_PARAM\_rank\_cur\_id\_ **AND** RANK\_TABLE.R\_SN = @CURSOR\_PARAM\_rank\_cur\_sn

**SET** @v\_rank\_cur\_rowcount = 0

**OPEN** rank\_cur

**END**

###### Cursor Attributes Conversion

*Oracle*

**CREATE** **OR** **REPLACE** **PROCEDURE** db\_proc\_cursor\_attributes

**AS**

**ID** **number**;

**CURSOR** Cur **IS** **SELECT** **ID** **FROM** rank\_table;

**BEGIN**

**IF** **NOT** Cur%**ISOPEN** **THEN**

**OPEN** Cur;

**END** **IF**;

**LOOP**

**FETCH** Cur **INTO** **ID**;

**EXIT** **WHEN** Cur%**NOTFOUND**;

dbms\_output.put\_line(**to\_char**(**ID** + Cur%**ROWCOUNT**));

**END** **LOOP**;

**CLOSE** Cur;

**END**;

*SQL Server*

**CREATE** **PROCEDURE** dbo.DB\_PROC\_CURSOR\_ATTRIBUTES

**AS**

**BEGIN**

**DECLARE**

@ID float(53),

@v\_Cur\_rowcount int

**IF** **NOT** **CURSOR\_STATUS**('local', N'Cur') > -1

**BEGIN**

**DECLARE**

Cur **CURSOR** **LOCAL** **FOR**

**SELECT** RANK\_TABLE.ID

**FROM** dbo.RANK\_TABLE

**SET** @v\_Cur\_rowcount = 0

**OPEN** Cur

**END**

**WHILE** 1 = 1

**BEGIN**

**FETCH** Cur

**INTO** @ID

**IF** **@@FETCH\_STATUS** = 0

**SET** @v\_Cur\_rowcount = @v\_Cur\_rowcount + 1

**IF** **@@FETCH\_STATUS** = -1

**BREAK**

**PRINT** **CAST**(@ID + **CAST**(@v\_Cur\_rowcount **AS** float(53)) **AS** varchar(**max**))

**END**

**CLOSE** Cur

**DEALLOCATE** Cur

**END**

#### Simulating Oracle Transactions in SQL Server 2005

When migrating from Oracle to Microsoft SQL Server 2005, you must account for the differences in their default transaction management behavior. SSMA Oracle 3.0 can convert Oracle’s transaction-related statements, but you will find additional issues to consider, as described in this section.

When the SSMA **Convert transaction processing statements** option is turned on, SSMA tries to convert the Oracle statements for transaction management (COMMIT, ROLLBACK, and SAVEPOINT), but it does not add any statement for opening a transaction. So, you must decide which transaction management model to use in your application. Since SQL Server 2005 now allows optimistic escalation mode, choose between a pessimistic and an optimistic concurrency model.

##### Choosing a Transaction Management Model

In Oracle, a transaction automatically starts when an insert, update, or delete operation is performed. An application must issue a COMMIT command to save changes to the database. If a COMMIT is not performed, all changes are rolled back or undone automatically.

By default, SQL Server 2005 automatically performs a COMMIT statement after every insert, update, or delete operation. Because the data is automatically saved, you cannot roll back any changes.

You can start transactions in SQL Server 2005 as autocommit, implicit, or explicit transactions. Autocommit is the default behavior; you can use implicit or explicit transaction modes to change the default behavior.

##### Autocommit Transactions

Autocommit transactions are the default mode for SQL Server 2005. Each individual Transact-SQL statement is committed when it completes. You do not have to specify any statements to control transactions.

##### Implicit Transactions

As in Oracle, an implicit transaction starts whenever an INSERT, UPDATE, DELETE, or other data manipulating function is performed. To allow implicit transactions, use the SET IMPLICIT\_TRANSACTIONS ON statement.

If this option is ON and there are no outstanding transactions, every SQL statement automatically starts a transaction. If there is an open transaction, no new transaction will start. The user must explicitly commit the open transaction with the COMMIT TRANSACTION statement for the changes to take effect and for all locks to be released.

##### Explicit Transactions

An explicit transaction is a grouping of SQL statements surrounded by BEGIN TRAN and COMMIT or ROLLBACK commands. Therefore, for the complete emulation of the Oracle transaction behavior, use a SET IMPLICIT\_TRANSACTIONS ON statement.

##### Choosing a Concurrency Model

Consider changing your application's isolation level. In a multi-user environment, there are two models for updating data in a database:

* **Pessimistic concurrency** involves locking the data at the database when you read it. You exclusively lock the database record and don't allow anyone to touch it until you are done modifying and saving it back to the database. You have 100 percent assurance that nobody will modify the record while you have it checked out. Another person must wait until you have made your changes. Pessimistic concurrency complies with ANSI-standard isolation levels as defined in the SQL-99 standard. Microsoft SQL Server 2005 has four pessimistic isolation levels:
* READ COMMITTED
* READ UNCOMMITTED
* REPEATABLE READ
* SERIALIZABLE
* **Optimistic concurrency** means that you read the database record but don't lock it. Anyone can read and modify the record at any time, so the record might be modified by someone else before you modify and save it. If data is modified before you save it, a collision occurs. Optimistic concurrency is based on retaining a view of the data as it is at the start of a transaction. This model is embodied in Oracle. The transaction isolation level that implements an optimistic form of database concurrency is called a *row versioning-based isolation level*.

Since SQL Server 2005 has completely controllable isolation-level models, you can choose the most appropriate isolation level. To control a row-versioning isolation level, use the SET TRANSACTION ISOLATION LEVEL command. SNAPSHOT is the isolation level that is similar to Oracle and does optimistic escalations.

##### Make Transaction Behavior Look Like Oracle

For complete transaction management emulation in SQL Server 2005 and using a row-versioning isolation level, set the ALLOW\_SNAPSHOT\_ISOLATION option to ON for each database that is referenced in the Transact-SQL object (view, procedure, function, or trigger). In addition, either each Transact-SQL object must be started with a SNAPSHOT isolation level or else this level must be set on each client connection.

Alternatively, the autonomous block must be started with the READ COMMITTED isolation level with the READ\_COMMITTED\_SNAPSHOT database option set to ON.

#### Simulating Oracle Autonomous Transactions

This section describes how SSMA Oracle 3.0 handles autonomous transactions (PRAGMA AUTONOMOUS\_TRANSACTION). These autonomous transactions do not have direct equivalents in Microsoft SQL Server 2005.

When you define a PL/SQL block (anonymous block, procedure, function, packaged procedure, packaged function, database trigger) as an *autonomous* *transaction*, you isolate the DML in that block from the caller's transaction context. The block becomes an independent transaction started by another transaction, referred to as the *main transaction*.

To mark a PL/SQL block as an autonomous transaction, you simply include the following statement in your declaration section:

PRAGMA AUTONOMOUS\_TRANSACTION;

SQL Server 2005 does not support autonomous transactions. The only way to isolate a Transact-SQL block from a transaction context is to open a new connection.

To convert a procedure, function, or trigger with an AUTONOMOUS\_TRANSACTION flag, you split it into two objects. The first object is a stored procedure containing the body of the converted object. It looks like it was converted without a PRAGMA AUTONOMOUS\_TRANSACTION flag and is implemented as a stored procedure. The second object is a wrapper that opens a new connection where it invokes the first object. It is implemented via an original object type (procedure, function, or trigger).

Use the **xp\_ora2ms\_exec2** extended procedure and its extended version **xp\_ora2ms\_exec2\_ex**, bundled with the SSMA 3.0 Extension Pack, to open new transactions. The procedure's purpose is to invoke any stored procedure in a new connection and help invoke a stored procedure within a function body. The **xp\_ora2ms\_exec2** procedure has the following syntax:

xp\_ora2ms\_exec2

<*active\_spid*> int,

<*login\_time*> datetime,  
 <*ms\_db\_name*> varchar,  
 <*ms\_schema\_name*> varchar,  
 <*ms\_procedure\_name*> varchar,  
 <*bind\_to\_transaction\_flag*> varchar,  
 [*optional\_parameters\_for\_procedure*]

Where:

* *<active\_spid>* [input parameter] is the session ID of the current user process.
* *<login\_time>* [input parameter ] is the login time of the current user process.
* *<ms\_db\_name>* [input parameter] is the database name owner of the stored procedure.
* *<ms\_schema\_name>* [input parameter] is the schema name owner of the stored procedure.
* *<ms\_procedure\_name>* [input parameter] is the name of the stored proceduure.
* *optional\_parameters\_for\_procedure* [input/output parameter] are the procedure parameters.

In general, you can retrive the *active\_spid* parameter from the **@@spid** system function. You can query the *login\_time* parameter with the statement:

* declare *@login\_time* as **datetime**
* select *@login\_time=start\_time* from **sys.dm\_exec\_requests** where*session\_id=@@spid*

We recommend that you use SSMA Extension Pack methods to retrieve the *active\_spid* and *login\_time* values before passing them to the **xp\_ora2ms\_exec2** procedure. Use the following recommended general template to invoke **xp\_ora2ms\_exec2**:

DECLARE @spid int, @login\_time datetime

SELECT @spid = sysdb.ssma\_ora.get\_active\_spid(),

@login\_time = sysdb.ssma\_ora.get\_active\_login\_time()

EXEC master.dbo.xp\_ora2ms\_exec2\_ex @spid, @login\_time, <database\_name>, <schema\_name>, <procedure\_name>, [parameter1, parameter2, ... ]

##### Simulating Autonomous Procedures and Packaged Procedures

As mentioned earlier, SSMA ignores the PRAGMA AUTONOMOUS\_TRANSACTION flag when it converts procedures. We recommend naming that procedure differently from the original since it will not be invoked directly. You can implement the procedure wrapper body according to the following pattern:

CREATE PROCEDURE [schema.] <procedure\_name>

<parameters list>

AS BEGIN

DECLARE @spid int, @login\_time datetime

SELECT @spid = sysdb.ssma\_ora.get\_active\_spid(),

@login\_time = sysdb.ssma\_ora.get\_active\_login\_time()

EXEC master.dbo.xp\_ora2ms\_exec2 @ spid, @ login \_spid, <database\_name>, <schema\_name>, <procedure\_name>$IMPL, [parameter1, parameter2, ... ]

END

* The *<procedure\_name>$IMPL* parameter is the name of the procedure containing the converted source code.
* Note that the parameters list that is passed to the **xp\_ora2ms\_exec2** procedure should keep the IN/OUT options in the parameters for *<procedure\_name>$IMPL*.
* Since the first PL-SQL statement in an autonomous routine begins a transaction, the procedure body should be begun with the **set implicit\_transactions on** statement. The procedure body should be converted as the following pattern:

CREATE PROCEDURE [schema.] <procedure\_name>$IMPL

<parameters list>

AS BEGIN

set implicit\_transactions on

<procedure\_body>

END

##### Simulating Autonomous Functions and Packaged Functions

The method to simulate autonomous functions resembles that for procedures. Make the wrapper method a function, and implement the function body via a stored procedure. Add the additional parameter to the procedure's parameter list. Give the parameter a type corresponding to a function return value and an output direction.

Implement the function wrapper body according to the following pattern:

CREATE FUNCTION [schema.] <function\_name>

(<parameters list>)

RETURNS <return\_type>

AS BEGIN

DECLARE @spid int, @login\_time datetime

SELECT @spid = sysdb.ssma\_ora.get\_active\_spid(),

@login\_time = sysdb.ssma\_ora.get\_active\_login\_time()

DECLARE @return\_value\_variable <function\_return\_type>

EXEC master.dbo.xp\_ora2ms\_exec2 @@spid,@login\_time, <database\_name>, <schema\_name>, <function\_name>$IMLP,

[parameter1, parameter2, ... ,] @return\_value\_variable OUTPUT

RETURN @return\_value\_variable

END

The function body will be transformed into the following procedure:

CREATE PROCEDURE [schema.] <function\_name>$IMPL

<parameters list> ,

@return\_value\_argument <function\_return\_type> OUTPUT

AS BEGIN

set implicit\_transactions on

<function implementation>

SET @return\_value\_argument = <return\_expression>

END

The *<return\_expression>* is an expression that a function uses in the RETURN operator

##### Simulation of Autonomous Triggers

For conversion of autonomous triggers, see [Autonomous Transactions in Triggers](#_Autonomous_Transactions_in).

##### Code Examples

**Example 1**

*Oracle*

CREATE OR REPLACE PROCEDURE update\_salary (emp\_id IN NUMBER)

IS

PRAGMA AUTONOMOUS\_TRANSACTION;

BEGIN

UPDATE employees SET site\_id = site\_id \* 2 where employee\_id=emp\_id;

COMMIT;

EXCEPTION WHEN OTHERS THEN ROLLBACK;

END;

*SQL Server 2005*

CREATE PROCEDURE dbo.UPDATE\_SALARY @emp\_id float(53)

AS BEGIN

DECLARE @active\_spid INT, @login\_time DATETIME

SET @active\_spid = sysdb.ssma\_oracle.GET\_ACTIVE\_SPID()

SET @login\_time = sysdb.ssma\_oracle.GET\_ACTIVE\_LOGIN\_TIME()

EXECUTE master.dbo.xp\_ora2ms\_exec2

@active\_spid, @login\_time,

'SYSTEM', 'DBO', 'UPDATE\_SALARY$IMPL', @emp\_id

END

CREATE PROCEDURE dbo.UPDATE\_SALARY$IMPL @emp\_id float(53)

AS BEGIN

SET IMPLICIT\_TRANSACTIONS ON

BEGIN TRY

UPDATE dbo.EMPLOYEES SET SITE\_ID = EMPLOYEES.SITE\_ID \* 2

WHERE EMPLOYEES.EMPLOYEE\_ID = @emp\_id

IF @@TRANCOUNT > 0

COMMIT WORK

END TRY

BEGIN CATCH

IF @@TRANCOUNT > 0

ROLLBACK WORK

END CATCH

END

**Example 2**

*Oracle*

CREATE OR REPLACE function fn\_inc\_value(var\_name varchar2) return number

is

PRAGMA AUTONOMOUS\_TRANSACTION;

i number(38);

CURSOR cur\_values IS

SELECT value + 1

FROM t\_values

WHERE name = var\_name;

BEGIN

OPEN cur\_values;

FETCH cur\_values INTO i;

if cur\_values%NOTFOUND then

i:=0;

insert into t\_values values(var\_name,i);

else

update t\_values set value=i where name = var\_name;

end if;

CLOSE cur\_values;

COMMIT;

return i;

END;

*SQL Server 2005*

CREATE FUNCTION dbo.FN\_INC\_VALUE (@var\_name varchar(max))

RETURNS float(53)

AS

BEGIN

DECLARE

@active\_spid INT,

@login\_time DATETIME

SET @active\_spid = sysdb.ssma\_oracle.GET\_ACTIVE\_SPID()

SET @login\_time = sysdb.ssma\_oracle.GET\_ACTIVE\_LOGIN\_TIME()

DECLARE

@return\_value\_argument float(53)

EXECUTE master.dbo.xp\_ora2ms\_exec2

@active\_spid,

@login\_time,

'TEMPDB',

'DBO',

'FN\_INC\_VALUE$IMPL',

@var\_name,

@return\_value\_argument OUTPUT

RETURN @return\_value\_argument

END

CREATE PROCEDURE dbo.FN\_INC\_VALUE$IMPL

@var\_name varchar(max),@return\_value\_argument float(53) OUTPUT

AS

BEGIN

SET IMPLICIT\_TRANSACTIONS ON

DECLARE

@i numeric(38),

@v\_cur\_values\_rowcount int

DECLARE cur\_values CURSOR LOCAL FOR

SELECT T\_VALUES.VALUE + 1

FROM dbo.T\_VALUES

WHERE T\_VALUES.NAME = @var\_name

SET @v\_cur\_values\_rowcount = 0

OPEN cur\_values

FETCH cur\_values INTO @i

IF @@FETCH\_STATUS = 0

SET @v\_cur\_values\_rowcount = @v\_cur\_values\_rowcount + 1

IF @@FETCH\_STATUS = -1

BEGIN

SET @i = 0

INSERT dbo.T\_VALUES(NAME, VALUE)

VALUES (@var\_name, @i)

END

ELSE

UPDATE dbo.T\_VALUES

SET VALUE = @i

WHERE T\_VALUES.NAME = @var\_name

CLOSE cur\_values

DEALLOCATE cur\_values

IF @@TRANCOUNT > 0

COMMIT WORK

SET @return\_value\_argument = @i

END

#### Migrating Oracle Collections and Records

Unlike Oracle, Microsoft SQL Server 2005 supports neither records nor collections. When you migrate from Oracle to SQL Server 2005, therefore, you must apply substantial transformations to the PL/SQL code that uses records and collections.

SSMA Oracle 3.0 does not convert collections. Therefore, this section describes manual migration activity. (The only exception is that SSMA supports record conversion to XML. See [Implementing Records and Collections Via XML](#_Implementing_Records_and).)

##### Implementing Collections

To implement collections, you have four options:

* [Option 1](#Option1). Rewrite your code to avoid collections and records.
* [Option 2](#Option2). In some situations you have no choice but to use collections (or something similar, such as arrays).
* [Option 3](#Option3). The worst collection scenario is when you pass a collection as a parameter into a procedure or a function.
* [Option 4](#Option4). This option is a modification of Option 3. Instead of using temporary tables (which cannot be accessed from within function), you use permanent tables.

**Option 1**. Rewrite your code to avoid collections and records. In many cases, collections or records are not justified. Generally, you can perform the sametasks by using set-oriented operators, meanwhile gaining performance benefits and code clearness.

In the PL/SQL code (from here and following we use the SCOTT demo scheme):

declare   
 type emptable is table of integer;  
 emps emptable;  
 i integer;  
begin  
 select empno bulk collect into emps   
 from Emp where deptno = 20;  
 for i in emps.first..emps.last loop  
 update scott.emp set sal=sal\*1.2 where EmpNo=emps(i);  
 end loop;

end;

The corresponding Transact-SQL code looks like:

update emp set sal=sal\*1.2 where deptno = 20

Usually, nobody would write such awkward code in Oracle, but you may find something similar in, for example, proprietary systems. It might be a good opportunity to refactor the source code to use SQL where possible.

**Option 2**. In some situations you have no choice but to use collections (or something similar such as arrays).

Suppose you want to retrieve a list of employers IDs, and for each ID from the list execute a stored procedure to raise each salary.

If the PL/SQL the source code looks like:

declare   
 type emptable is table of integer;  
 emps emptable;  
 i integer;  
begin  
 select empno bulk collect into emps  
 from Emp

where deptno = 20;  
 for i in emps.first..emps.last loop  
 scott.raisesalary(Emp => emps(i),Amount => 10);  
 end loop;  
end;

The corresponding Transact-SQL code may look like:

declare @empno int

declare cur cursor local static forward\_only for

select empno from emp where deptno = 20

open cur

fetch next from cur into @empno

while @@fetch\_status = 0 begin

exec raisesalary @emp=@empno,@amount=10

fetch next from cur into @empno

end

deallocate cur

Sometimes you need not only to run through a list and make an action for each record (as seen earlier), but you also want to randomly access elements in the list.

In this situation it is useful to use table variables.The general idea is to replace a collection (integer-indexed array) with a table (indexed by its primary key).

For the following PL/SQL code:

declare   
 type emptable is table of integer;  
 emps emptable;  
 i integer;  
 s1 numeric;  
 s2 numeric;  
begin  
 select empno bulk collect into emps   
 from Emp;  
 for i in emps.first+1..emps.last-1 loop  
 select sal into s1 from scott.emp where empno = emps(i-1);  
 select sal into s2 from scott.emp where empno = emps(i+1);  
 update emp set sal=(s1+s2)/2 where EmpNo=emps(i);   
 end loop;  
end;

The corresponding Transact-SQL code may look like:

declare @tab table(\_idx\_ int not null primary key, empno int)

insert into @tab(\_idx\_,empno) select row\_number() over(order by empno),empno from emp

declare @first int,@last int,@i int,@s1 money,@s2 money

select top 1 @first=\_idx\_ from @tab order by \_idx\_ asc

select top 1 @last =\_idx\_ from @tab order by \_idx\_ desc

set @i = @first+1

while @i < @last-1 begin

select @s1 = sal from emp where empno = (select empno from @tab where \_idx\_=@i-1)

select @s2 = sal from emp where empno = (select empno from @tab where \_idx\_=@i+1)

update emp set sal = (@s1+@s2)/2 where empno = (select empno from @tab where \_idx\_=@i)

set @i = @i +1

end

In this example, the table variable *@tab*, indexed with an **\_idx\_** field, represents our collection.

Pay attention to the **row\_number()** function in the select statement. If you do not plan to insert explicit values in the collection, you can avoid using **row\_number**:

declare @tab table(\_idx\_ int **identity(1,1)** not null primary key, empno int)

insert into @tab(empno) select empno from emp

Now the *@tab* variable is sequentially indexed starting from 1.

If you are using a collection of %ROWTYPE, you can declare a table variable with an appropriate list of fields and use it as shown earlier.

By using table variables, you can emulate the functionality of almost any local collection, as shown in the following table.

| Task | Collection | Emulation with table variable | Remarks |
| --- | --- | --- | --- |
| Declaration | **type** emptable **is** **table** **of** **integer**; emps emptable; | declare @emp table(\_idx\_ int not null primary key, empno int)  or  declare @emps table(\_idx\_ int identity(1,1) not null primary key, empno int) | First declaration for “manual” indexing and second for “automatic” (by identity) indexing. |
| Set value into collection | emp(i) := 12; | update @emp set empno = 12 where \_idx\_=@i  if @@rowcount = 0  insert into @emps(\_idx\_,empno)  values(@i,12) | You are trying to update the record with \_idx\_=@i. If it doesn’t exist (@@rowcount=0), simply insert the needed data.  Note: If you use an identity field as \_idx\_, you cannot insert an explicit value into the \_idx\_ field. |
| Get value from collection | Empno = emp(i); | select @empno = empno from @emps where \_idx\_ = @i |  |
| FIRST method | I\_first := emp.FIRST; | select @i\_first = min(\_idx\_) from @emps  or  set @i\_last=null  select top 1 @i\_first = \_idx\_ from @emps order by \_idx\_ asc | Comment on set @i\_last=null  If the select statement does not return any row, @i\_first will not change its value, keeping the previously stored value. So, first initialize this variable as null. |
| LAST method | I\_last := emp.LAST; | select @i\_last = max(\_idx\_) from @emps  or  set @i\_last=null  select top 1 @i\_last = \_idx\_ from @emps order by \_idx\_ desc |  |
| NEXT method | I\_next := emp.NEXT(j); | select @i\_last = min(\_idx\_) from @emps where \_idx\_ > @i |  |
| PRIOR method | I\_prior := emp.PRIOR(j); | select @i\_last = max(\_idx\_) from @emps where \_idx\_ < @i |  |
| DELETE method | emps.delete(i);  emps.delete; | DELETE FROM @emps WHERE \_idx\_ = @i  DELETE FROM @emps |  |
| TRIM method | emps.trim;  emps.trim(n); | declare @\_idx\_ int  select top(@n) @\_idx\_= \_idx\_ from @emps order by \_idx\_ desc  delete @emps where \_idx\_ >= @\_idx\_ | emps.trim is equivalent to emps.trim(1). |
| EXISTS method | t.exists(i) | exists(select \* from @emps where \_idx\_ = @i) |  |
| COUNT method | i = t.COUNT; | select @t\_count = COUNT(\*) FROM @emps |  |
| Bulk collect into | select empno bulk collect into emps  from emp | INSERT INTO @emps (\_idx\_, empno)  SELECT row\_number() over(order by empno) as \_idx\_, empno  from emp  or  INSERT INTO @emps (empno)  SELECT empno from emp | The row\_number() function depends on @emps table declaration. For declaration with identity \_idx\_ column do not use row\_number(). |
| EXTEND method | t.extend;  t.extend(n);  t.extend(n, i); | SELECT @t\_next\_value = ISNULL(MAX(\_idx\_),0)+1 FROM @emps  INSERT INTO @emps (\_idx\_, empno)  VALUE(@t\_next\_value, NULL)  -----------------------------------  SELECT @t\_cur\_value = ISNULL(MAX(\_idx\_),0) FROM @emps  WHILE @n <> 0  BEGIN  @t\_cur\_value = @t\_cur\_value + 1  INSERT INTO @emps (\_idx\_, empno)  VALUE(@t\_cur\_value, NULL)  SET @n = @n-1  END  -----------------------------------  SELECT @t\_cur\_value = ISNULL(MAX(\_idx\_),0) FROM @emps  SELECT @v = empno FROM @emps where \_idx\_ = @i  WHILE @n <> 0  BEGIN  @t\_cur\_value = @t\_cur\_value + 1  INSERT INTO @emps (\_idx\_, empno)  VALUE(@t\_cur\_value, @v)  SET @n = @n-1  END |  |
| FORALL … INSERT INTO | FORALL i IN 1..20 INSERT INTO emp(empno) VALUES (t(i)) | INSERT INTO emp (empno)  SELECT empno FROM @emps WHERE \_idx\_ between 1 and 20 |  |
| FORALL … UPDATE | FORALL i IN 6..10  UPDATE emp SET sal = sal \* 1.10 WHERE empno = t(i); | UPDATE emp SET sal = sal \* 1.10  FROM (SELECT \* FROM @emps WHERE \_idx\_ between 6 and 10) as t\_a  INNER JOIN emp  ON (emp.empno = t\_a.empno) |  |
| FORALL … DELETE | FORALL i IN 6..10  DELETE FROM emp  WHERE empno = t(i); | DELETE FROM emp WHERE empno IN (SELECT empno FROM @t WHERE \_idx\_ between 6 and 10) |  |

**Option 3**. The worst collection scenario is when you pass a collection as a parameter into a procedure or a function.

You have two possible solutions. The first solution is similar to the solution that uses table variables. The main difference is that instead of a table variable you use a local temporary table (#tab, for example). The table will be visible in the procedure that created this table and in all subsequent procedures.

*The PL/SQL code*

Stored procedure:

create procedure emp\_raise(emps in emptable)  
i int;  
is begin  
 for i in emps.first..emps.last loop  
 raisesalary(Emp => emps(i),Amount => 10);  
 end loop;  
end;

The procedure call:

declare   
type emptable is table of integer;  
emps emptable;  
begin  
 select empno  
 bulk collect into emps   
 from scott.emp;  
 emp\_raise(emps);  
end;

*The Transact-SQL code*

The stored procedure:

create procedure emp\_raise

as begin

declare @empno int

declare cur cursor local static forward\_only for

select empno from #emp

open cur

fetch next from cur into @empno

while @@fetch\_status = 0 begin

exec raisesalary @emp=@empno,@amount=10

fetch next from cur into @empno

end

deallocate cur

end

The procedure call:

create table #emp(\_idx\_ int not null identity,empno int)

insert into #emp(empno) select empno from emp

exec emp\_raise

drop table #emp

Instead of using a collection, you pass needed data to a stored procedure via a temporary table. Of course you miss useful things such as parameter substitution. (The name of the temporary table you create outside of the stored procedure must be the same name as the temporary table in the stored procedure.) That is, you do not cover situations in which different actual collections are passed to the procedure. But, unfortunately, you cannot access a temporary table from within SQL Server functions.

**Option 4**. This option is a slight modification of Option 3. Instead of using temporary tables (which cannot be accessed from within function), you use permanent tables.

Unlike temporary tables, you can access permanent tables and views from within functions. But be aware that you cannot use DML statements in functions, so this collection emulation is read-only. If you want to modify a collection from within a user-defined function, you must use another kind of emulation; you can not modify permanent tables from within UDF. (See [Sample Functions for XML Record Emulation](#_Appendix:_Sample_Functions).)

The only difference between Option 4 and Option 3 is that the table should be cleaned before use.

*The PL/SQL code*

declare   
 type emptable is table of integer;  
 emps emptable;  
 i integer;  
 s1 numeric;  
 s2 numeric;  
begin  
 select empno bulk collect into emps   
 from Emp;  
 for i in emps.first+1..emps.last-1 loop  
 select sal into s1 from scott.emp where empno = emps(i-1);  
 select sal into s2 from scott.emp where empno = emps(i+1);  
 update emp set sal=(s1+s2)/2 where EmpNo=emps(i);   
 end loop;  
end;

*The Transact-SQL code*

Create a table for collection emulation:

create table emps\_t(SPID smallint not null default @@SPID,\_idx\_ int not null,empno int null)

go

create clustered index cl on emps\_t(SPID,\_idx\_)

go

create view emps

as select \_idx\_,empno from emps\_t where spid = @@spid

go

The converted code:

delete emps

insert into emps(\_idx\_,empno) select row\_number() over(order by empno),empno from emp

declare @first int,@last int,@i int,@s1 money,@s2 money

select top 1 @first=\_idx\_ from emps order by \_idx\_ asc

select top 1 @last =\_idx\_ from emps order by \_idx\_ desc

set @i = @first+1

while @i < @last-1 begin

select @s1 = sal from emp where empno = (select empno from emps where \_idx\_=@i-1)

select @s2 = sal from emp where empno = (select empno from emps where \_idx\_=@i+1)

update emp set sal = (@s1+@s2)/2 where empno = (select empno from emps where \_idx\_=@i)

set @i = @i +1

end

Be aware that, unlike table variables, permanent tables are transaction-dependent, which may lead to unwanted lock contention. Pay attention when using this option; you cannot avoid using a **row\_number()** function.

##### Implementing Records

Usually you use records to simplify your PL/SQL code.

Instead of writing:

declare   
 empno number(4);  
 ename varchar(10);  
 job varchar(9);  
 mgr number(4);  
 hiredate date;  
 sal number(7,2);  
 comm number(7,2);  
 deptno number(2);  
begin  
 select \* into empno,ename,job,mgr,hiredate,sal,comm,deptno from scott.emp where empno = 7369;  
 dbms\_output.put\_line(ename);  
end;

You could write simple and clear code:

declare   
 emps scott.emp%rowtype;  
begin  
 select \* into emps from scott.emp where empno = 7369;  
 dbms\_output.put\_line(emps.ename);  
end;

It’s perfect! But unfortunately SQL Server doesn’t support records. Following are some options for working around this.

**Option 1**. Declare a separate variable for each column as in the following code:

declare @empno int,@ename varchar(10),@job varchar(9),@mgr int,@hiredate datetime,@sal numeric(7,2),@comm numeric(7,2),@deptno int

select @empno=empno, @ename=ename, @job=job, @mgr=mgr, @hiredate=hiredate, @sal=sal, @comm=comm, @deptno=deptno

from emp where empno = 7369

print @ename

This is the same situation with passing records into procedures or functions; you should pass each variable into a procedure.

*The PL/SQL code*

declare   
 emps scott.emp%rowtype;  
begin  
 select \* into emps from scott.emp where empno = 7369;  
 raise\_emp\_salary(emps);  
end;

*The Transact-SQL code*

declare @empno int,@ename varchar(10),@job varchar(9),@mgr int,@hiredate datetime,@sal numeric(7,2),@comm numeric(7,2),@deptno int

select @empno=empno, @ename=ename, @job=job, @mgr=mgr, @hiredate=hiredate, @sal=sal, @comm=comm, @deptno=deptno

from emp where empno = 7369

exec raise\_emp\_salary @empno,@ename,@job,@mgr,@hiredate,@sal,@comm,@deptno

**Option 2 Collection of Records**. Sometimes you use collections of records to hold lines from tables. Dealing with a collection is described in previous sections in this paper.

Now you simply modify the table definition as in the following code:

*The PL/SQL code*

declare   
 type emptable is table of scott.emp%rowtype;  
 emps emptable;  
begin  
 select \*   
 bulk collect into emps  
 from emp;  
end;

*The Transact-SQL code*

declare @emp table (\_idx\_ int,empno int,ename varchar(10),job varchar(9),mgr int,hiredate datetime,sal numeric(7,2),comm numeric(7,2),deptno int)

insert into @emp

select row\_number() over(order by empno),\*

from emp

**Note**   Using “select \*” is not good practice.

Here is another common case usage scenario—using record with cursors.

DECLARE  
CURSOR emp\_cursor IS SELECT empno, ename FROM scott.emp;  
BEGIN  
 FOR emp\_rec IN emp\_cursor  
 LOOP  
 raise\_emp\_salary(emp\_rec);  
 END LOOP;  
END;

Or, alternatively

DECLARE  
 CURSOR emp\_cursor IS   
 SELECT empno, ename FROM scott.emp;  
 emps emp\_cursor%rowtype;  
BEGIN  
 open emp\_cursor;  
 loop  
 fetch emp\_cursor into emps;  
 exit when emp\_cursor%notfound;  
 raise\_emp\_salary(emp\_rec);  
 end loop;  
 close emp\_cursor;  
END;

Both samples could be converted by using the “separate variable” technique described earlier.

declare emp\_cursor cursor for

select empno,ename from scott.emp

declare @empno int,@ename varchar(128)

open emp\_cursor

fetch next from emp\_cursor into @empno,@ename

while @@fetch\_status = 0 begin

exec raise\_emp\_salary @empno,@ename

fetch next from emp\_cursor into @empno,@ename

end

close emp\_cursor

deallocate emp\_cursor

For more information about cursor conversion, see [Migrating Oracle Cursors](#_Migration_of_Oracle_3).

##### Implementing Records and Collections Via XML

The most universal but most complex way to emulate collections or records is emulation via XML. With XML implementation, you can store records and collections in a database (for example, in an XML field in a table), and pass records and collections into stored procedures and user-defined functions. However, take into account that manipulation with XML (especially modifying) is relatively slow.

###### Implementing Records

For complex cases you can emulate records via XML. For example, you could emulate **scott.emp%rowtype** with the following XML structure:

<row>

<f\_name>DEPTNO</f\_name>

<\_val>20</\_val>

</row>

<row>

<f\_name>SAL</f\_name>

<\_val>800</\_val>

</row>

<row>

<f\_name>HIREDATE</f\_name>

<\_val>Dec 17 1980 12:00:00:000AM</\_val>

</row>

<row>

<f\_name>MGR</f\_name>

<\_val>7902</\_val>

</row>

<row>

<f\_name>JOB</f\_name>

<\_val>CLERK</\_val>

</row>

<row>

<f\_name>ENAME</f\_name>

<\_val>SMITH</\_val>

</row>

<row>

<f\_name>EMPNO</f\_name>

<\_val>7369</\_val>

</row>

To work with such a structure you need additional supplemental procedures and functions to simplify access to the data. (Examples of the modules provided by SSMA are at the end of this section.)

Now you can rewrite your sample:

DECLARE  
 CURSOR emp\_cursor IS   
 SELECT empno, ename FROM scott.emp;  
 emps emp\_cursor%rowtype;  
BEGIN  
 open emp\_cursor;  
 loop  
 fetch emp\_cursor into emps;  
 exit when emp\_cursor%notfound;  
 raise\_emp\_salary(emp\_rec);  
 end loop;  
 close emp\_cursor;  
END;

As the following Transact-SQL code:

DECLARE @emps xml,@emps$empno int,@emps$ename varchar(max)

DECLARE emp\_cursor CURSOR LOCAL FOR

SELECT EMP.EMPNO, EMP.ENAME

FROM dbo.EMP

OPEN emp\_cursor

FETCH next from emp\_cursor INTO @emps$empno, @emps$ename

WHILE @@fetch\_status = 0 begin

SET @emps = sysdb.ssma\_oracle.SetRecord\_varchar(@emps, N'ENAME', @emps$ename)

SET @emps = sysdb.ssma\_oracle.SetRecord\_float(@emps, N'EMPNO', @emps$empno)

EXECUTE raise\_emp\_salary @emps

FETCH next from emp\_cursor INTO @emps$empno, @emps$ename

END

CLOSE emp\_cursor

DEALLOCATE emp\_cursor

The code here is slightly different from SSMA-generated code. It shows only basic techniques for working with XML records. (You fetch data from a cursor into separate variables, and then construct from it and an XML record.)

To extract data back from XML you could use an appropriate function such as:

set @ename = sysdb.ssma\_oracle.GetRecord\_varchar(@emps, N'ENAME')

###### Implementing Collections

*The PL/SQL code*

DECLARE  
 TYPE Colors IS TABLE OF VARCHAR2(16);  
 rainbow Colors;  
BEGIN  
 rainbow := Colors('Red', 'Yellow');  
END;

*The Transact-SQL code, collection*

DECLARE @rainbow XML

SET @rainbow = '<coll\_row \_idx\_="1">

<row> <\_val>Red</\_val> </row>

</coll\_row>

<coll\_row \_idx\_="2">

<row> <\_val>Yellow</\_val> </row>

</coll\_row>'

*The Transact-SQL code, collection of records*

DECLARE @x XML

SET @x =

'<coll\_row \_idx\_="1">

<row>

<f\_name>record\_field\_1</f\_name>

<\_val>value\_1</\_val>

</row>

</coll\_row>

<coll\_row \_idx\_="2">

<row>

<f\_name>record\_field\_2</f\_name>

<\_val>value\_2</\_val>

</row>

</coll\_row>

’

After these declarations you can modify a collection, record, or collection of records by using XQuery. You may find it useful to write wrapper functions to work with XML, such as GET and SET functions.

##### Sample Functions for XML Record Emulation

*The Transact-SQL GET wrapper function for the varchar data type*

CREATE FUNCTION GetRecord\_Varchar

(@x XML, @column\_name varchar(128)) RETURNS varchar(MAX)

BEGIN

DECLARE @v\_x\_value varchar(MAX)

SELECT TOP 1 @v\_x\_value = T.c.value('(\_val)[1]', 'varchar(MAX)')

FROM @x.nodes('/row') T(c) WHERE T.c.value('(f\_name)[1]', 'varchar(128)') = @column\_name

return(@v\_x\_value)

END

*The Transact-SQL SET wrapper function for the varchar data type*

CREATE FUNCTION SetRecord\_Varchar (

@x XML, @column\_name varchar(128), @v varchar(max))

RETURNS XML

AS

BEGIN

IF @x IS NULL SET @x = ''

IF @x.exist('(/row/f\_name[.=sql:variable("@column\_name")])[1]') = 1

BEGIN

if @v is not null

BEGIN

SET @x.modify( 'delete

(/row[f\_name=sql:variable("@column\_name")])[1]

')

SET @x.modify( 'insert (<row> <f\_name>{sql:variable("@column\_name")}</f\_name>

<\_val>{sql:variable("@v")}</\_val> </row>)

into (/)[1] ' )

END

else

SET @x.modify( 'delete

(/row[f\_name=sql:variable("@column\_name")]

/\_val[1])[1]

')

END

ELSE

if @v is not null

SET @x.modify( 'insert (<row> <f\_name>{sql:variable("@column\_name")}</f\_name>

<\_val>{sql:variable("@v")}</\_val> </row>)

into (/)[1] ' )

RETURN(@x)

END;

*A sample call*

DECLARE

@x xml

SET @x = dbo.SetRecord\_varchar(@x, N'RECORD\_FIELD\_1', 'value\_1')

SET @x = dbo.SetRecord\_varchar(@x, N'RECORD\_FIELD\_2', 'value\_2')

PRINT dbo.GetRecord\_varchar(@x, N'RECORD\_FIELD\_2')

For more information, see [XQuery Against the xml Data Type](http://msdn2.microsoft.com/en-us/library/ms189075(SQL.90).aspx) in SQL Server 2005 Books Online.

#### Conclusion

This migration guide covers the differences between Oracle and SQL Server 2005 database platforms, and the steps necessary to convert an Oracle database to SQL Server. It explains the algorithms that SSMA Oracle uses to perform this conversion so that you can better understand the processes that are executed when you run SSMA the **Convert Schema** and **Migrate Data** commands. For those cases when SSMA does not handle a particular migration issue, approaches to manual conversion are included.

For more information:

[SQL Server Migration Assistant for Oracle (SSMA for Oracle)](http://www.microsoft.com/sql/solutions/migration/oracle/default.mspx) on Microsoft.com

For help on SSMA Oracle or if you have question about Oracle to SQL Server 2005 migration, write to ora2sql@microsoft.com.
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