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# Цель лабораторной работы

Изучить:

1. Метод потенциальных функций.
2. Реализовать его.

# Глава 1. Метод потенциальных функций

Метод потенциальных функций - метрический классификатор, частный случай метода ближайших соседей. Позволяет с помощью простого алгоритма оценивать вес («важность») объектов обучающей выборки при решении задачи классификации.

Общая идея метода иллюстрируется на примере электростатического взаимодействия элементарных частиц. Известно, что потенциал («мера воздействия») электрического поля элементарной заряженной частицы в некоторой точке пространства пропорционален отношению заряда частицы (Q) к расстоянию до частицы (r):

![](data:image/gif;base64,R0lGODdhQAAcAPMAAP///9XV1crKysDAwLW1tampqZ6enpKSkm5ubmJiYlRUVEZGRgAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABAABwAAAT/EMhJq704a8E6E1oojlrQgQDHkGybmSj1uTQ9W3ethxw2rLsgJlchCo8AoOUXQx6NEgTCSeUMVBImzYQLOBELhQHwY3hdpjMljRQkFB3EoMa+1NvJJgtK6VWVLXd2ZlRJHS5+GnyFElwSKmc5HWWEKYCME3VwAj8SShwHDHOJlwIIcXqXHqusnigcKEBKDAQJUzgVCAkDAwkJTZckszGyRXO4Msduv1nBI0B1foCCE6p9vry2gwgEHkUgfhyRfc5JRRWmqBcMBpvma7QMBWVqknqP5S0roi8MCyfoZg25p6NShnLUKiSskQhDw28b8rlYVI1gI4MKMQaR6ClEwoWYBwIF0xhSQgQAOwAAAAAAAAAAAA==)

Метод потенциальных функций реализует полную аналогию указанного выше примера. При классификации объект проверяется на близость к объектам из обучающей выборки. Считается, что объекты из обучающей выборки «заряжены» своим классом, а мера «важности» каждого из них при классификации зависит от его «заряда» и расстояния до классифицируемого объекта.

Метод потенциальных функций заключается в выборе в качестве ![](data:image/gif;base64,R0lGODdhMAATAPMAAP///9XV1crKysDAwLW1tampqZKSkm5ubmJiYlRUVAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAwABMAAASkEMhJaw3K6qrC/hvmSRk4iWaKptrKaorwbkI5U+59dvpU95YYjEealIQkIkcJsP0qtULp2SxKojafQqqlZEmCwVFmtcXEwbCZbE0DXEcOWy7JfY114jNLDU7QXhtrYG1NA314EgcIBGaChwoHAwCATWxbSApmk2IGSIg7MTWaIwBUGDYICaEKYoNAORSVH7E3SDApoDe1pncXTLDATaUtwsE9whEAOwAAAAAAAAAAAA==) весовой функции следующего вида:

![](data:image/gif;base64,R0lGODdh4AAnAPMAAP///9XV1crKysDAwLW1tampqZ6enpKSkm5ubmJiYlRUVEZGRjg4OCgoKBgYGAAAACH5BAEAAAAALAAAAADgACcAAAT/EMhJq7046827/yAWPGFpdk9wrmzrvuGownQn13iu78IjeKOdJCghAVLF2aT3EzqfUA0CAUTubpUbdjKNer/OwWPg8TnNl55ETRGTwfB4q9th84wYNJpLlfv/HW5lTTt7aUZ2EoKAjI18GSNWeJEzRBYPDwmYeBeTmEpFE5wSdI6mcosWIwJioUUEBEaGSySyGngPsKO4Fqmnv1EJChl6rkdHP1sUSKN5osgVvBYKCcCmlrKgMJgiksauYoSdKG3N0tHN1nHKQ1Y03BfhAGy7pAnilxV2tqJvy8+X0oGw9MFdFIIbZtESpa3EgAXVLiBIMKDHDEMkxByQJUtADwUF/3BFPAatSEgKbBJNSLDAX4ktAlUZdMIug8poTWqCYOmSVkh3iTaJMSKsXS4EBovN88RJDz5FEE/otDFTx9ROT1F6aohJgQJ4mTYVEYhQVNZyHLDgOpsyJrwSCkHczBGX2ARK0bRiYKDA38llAucCuLqUg5oeI2tqqSoqpgbCaRnTgJz3VazK7RryXINU29toDe86lowuF6eykkI3NiEYRF0YrZ2FmrXrKbwRCGw7VlfGnDtpez51SrqQhQCkVojExR1LOElF5vSZYwDAF2DeLT4v/bvPWI+/WsEHLb2pvHbcFZk1STeiwNcf9Jb1fA5wwgAGDhY86JtHoPn/AAYo4P+ABALYH06tlETSWgkuw8pa/6ywhxreXKLCGJcQ8gB4hWEmQQINMFBNVMNhx4J2RSTz2zcK4pRZhC/0YMA5MjVkRyQO5rMMdUUwMN8Ru5l4SzpGYBFfceNA56ELXmkICWN1zbULHiCOdJ0LZQ0E3EWqHahjSUoVkV6SAEx0GYsFJtTULSpSoBiUbZBYHQNEBimKJjWu8KYKlK12SXoIkNFgcCGth4ugD2zURGwlUJOjgx8tpQ1qodkxgAI8TsBApleWMd9rKLCFiJ1jXRCJR5soceNbRRk1xlughtCDSypFQgByXQ4ylldg8TrKZmVYwOgGsTkViJxaqtbgk7nGYFD/n3qStsFDViaU4YlnrTFqB8DClW2Qw8plTramOpclkiagiMGlYrE4libq1ocXjHbGS1Wlu0GraxbSRqNLisyeSOpEZNCo7YK3iPIvvSiQ2g1XueobbLnNPmPGVBJf0CqxGD5nzoXkzIaPwRg4ysK5t1RcA8pJytOJytN2/BgS3clmrX3RuduLzELCYcRE5L5Qik2y+OOWdAA19Wl9GQzdMxgZJerwCdZde8SZGKEKkkhJa8hhWzH/+DQUQtlLg9NfGnkaJrcmtd7BRj0aK9pj1w1C1ftuoJZZGICtAd52B84B3fcaRgJiojW0WLOEC+5437E+2bBpbn6cBMdBP675C4uCZ7x54CxjR1oEADsAAAAAAAAAAAA=), где

* ![](data:image/gif;base64,R0lGODdhWAAbAPMAAP///9XV1crKysDAwLW1tampqZ6enpKSkm5ubmJiYlRUVEZGRjg4OCgoKBgYGAAAACH5BAEAAAAALAAAAABYABsAAAT/EMhJq7046z3H42AojuLzJGSqruDHvvDqxnStzXau47oV8IBHoIcBEgG/YSV5rBhLD4XCJDmZXMxLthmMMRSDSYH3EGgEz1w6lFiEAQKEkLLVzo+mBFWGfSDMFGgcZVw0DwwAHm9OgEEPHiZKgoUvAwwOC1GLFDNoB49wM2RXpKROpaipqk8JDQwoCygWogQJCBdrlIOIVQybVU6/wLp8E62ynHR3TpS5GQOxHQxAOJOzp6vOuCoDCrwTDN8ThFWNgdow6JxRUy7sexLWT+QrPwgEV9t2j+p2Shh1UjwwMMWMESM/BHgwp4LeBWsygvwqlclUEED9AC5bspFFR2bXIobBCIjkowqI+kCiYViP2r90LEEGQ2MgI7GQN/ZBulmoXwQAOwAAAAAAAAAAAA==) - функция, убывающая с ростом аргумента. Константа a нужна чтобы избежать проблем с делением на ноль. Для простоты обычно полагают a=1.
* ![](data:image/gif;base64,R0lGODdhSAATAPMAAP///9XV1crKysDAwLW1tampqZKSkm5ubmJiYlRUVAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABIABMAAAT/EMhJZ1A1683rzUoghZ1HlmgqXeK4kmwaqzQ3Z/HNKULta7yOAAMYlnQ/H9IkWlKMySi0EwRUARfF6aptuTaXA0F7ovZG5Ql0qhgABkRiUVGQT02FRPC+sdPlFHJEbF9WAnATVxUkbTWCh4CJkoaTkVVOFmkolmeLkjNQlhOIHZh9T5GTVm9VrZ4SBwhjZlhyWS0fq4kDfLqrsW6klLusBq1xAkMJc14KBLPDXHWdEms8f11qgFltWhMIy7XOB9mSQaC23otnPLk4mhvCKURwZ6a1TSG9idRUjrAIOinKYG2YhnvVUvmDYyyTFyb4fIGBt+jhJi1wtsHLQXFilCjuBRK1KBMBADsAAAAAAAAAAAA=) - расстояние от объекта u до i-того ближайшего к u объекта — ![](data:image/gif;base64,R0lGODdhIAAYAPMAAP///9XV1crKysDAwLW1tampqZKSkm5ubmJiYlRUVAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAgABgAAASNEMhJqwxqZqCC/SDmVSJoagIobOe3nkraWvH5zhWLdTneSwoCgQX0UViZ2jGkOAwVPA5lQCxaMIVE7UZUDGgfnpcm4xSIt0+pkt4dy9doDk5Jg2oYylovf68SACsjE3k5gyRQBAdQh0aOj447I4WQR0IbSpUaHCl7mpsAVHSfGwcIo5oZVAZVpFBUrRMRADsAAAAAAAAAAAA=)
* ![](data:image/gif;base64,R0lGODdhQAATAPMAAP///9XV1crKysDAwLW1tampqZKSkm5ubmJiYlRUVAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABAABMAAATgEMhJKwjK6m2xVYEEckq2YSGndqMooVermWy63rFdwbAl0BWFAEcUqn4S5GdYI956pxF0AqQoncfqjGkMFkrA7k5xIIB1G3EJDVBeJYOEMazBFOTDd3ry+86oFQcIXBRaACMKA1g0QgOGjFaJgJN1MjhVYoWUOUl0UWwqQHqUoowDSoZUQx4va60uVKdakKpUX1xMqj8JbTIKBGYiuLaZvZ2aExg0esoEB66ARj1XykvCTlNFcF3ZYyHdoblOJoK5xRVuqRzgoQCOBjTsPJZE7GkljkDd86A4rFjrZqWgFwEAOwAAAAAAAAAAAA==) - параметр, задающий «ширину потенциала» объекта ![](data:image/gif;base64,R0lGODdhOAAYAPMAAP///9XV1crKysDAwLW1tampqZ6enm5ubmJiYlRUVEZGRjg4OCgoKBgYGAAAAAAAACH5BAEAAAAALAAAAAA4ABgAAAS6EMhJq704Y4ec/mB4Dc4gnmjmpWy7tqkjJ8nKya/wwuyymADCTuIQ8CYBnOzj+AGSAcuwlTSKEIyEMCqlJA9CGTcDRQ0WjYS1orMmCzWjjrk+4TYGW7RkZwkSDVMSSTtlV0p3ZA4ECQpAIIYXQ4KKUQMKCHZGSSBFIm0TTY+SAjoJADpjlSADjY9oCaMVhAQHYiJVKjM1RDU1lEdPiMEohKrExItCyMwAHp7NyCTRzHzUyQXA17hL2xgRADsAAAAAAAAAAAA=), ![](data:image/gif;base64,R0lGODdhOAAaAPMAAP///9XV1crKysDAwLW1tampqZ6enm5ubmJiYlRUVEZGRgAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAA4ABoAAATQEEgZ1rw4681X4NXHjSQZasIilGyLpSt2HC673HiuTzM2LIOakPULThCJoZKUQFxuGcuyBZ1UAQOFc7r5kaQShMIoNnIxt+0mdclur+foSIWWwuNPkKcugd9EZ2AZJ092YCkFgn06jBqKF2x8AFcqXnGPVjGFi2iaXJh9joaQoEOlmFV+A5FWjDtyKAsEilVlVomeS4KpBnQTbhLAFHemCwi1SQAViraceCOWG3BIz18jTW1A1WulRTI021GAGT0vvuEsMBqE6CPsg6XtfeMAEQA7AAAAAAAAAAAA)
* ![](data:image/gif;base64,R0lGODdhOAAYAPMAAP///9XV1crKysDAwLW1tampqZ6enpKSkm5ubmJiYlRUVAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAA4ABgAAAToEMhJq703rLnBClgojtlnaSCpAtrqCZjQealLoassLjBr2hLciifSBX82omumQUpmAKNLOOQQCFDPzUmSVp+vSlY5ESAWv1b4tEBg0SnoIKuleDWIgQykpPsKCkRGUAsDFnSEPVEbP34mhYeKCwVQXmAxCwYzfkc1ZUxoFGQcIgoKkiFUoooVlpcYoaQhRGqdbJ6yGAoJq2ICMgqLuLUcuBKun4afFU0EZ1xAayWeqtEk1XaIrNdwR0WcT9s+xrNXHaPM0KIY2LBh7ePW3ksSc+JP5PIqHQgJ9/oAN8w5AA6gNTSFYqmIAAA7AAAAAAAAAAAA) - параметр, задающий «заряд», то есть степень «важности» объекта ![](data:image/gif;base64,R0lGODdhOAAYAPMAAP///9XV1crKysDAwLW1tampqZ6enm5ubmJiYlRUVEZGRjg4OCgoKBgYGAAAAAAAACH5BAEAAAAALAAAAAA4ABgAAAS6EMhJq704Y4ec/mB4Dc4gnmjmpWy7tqkjJ8nKya/wwuyymADCTuIQ8CYBnOzj+AGSAcuwlTSKEIyEMCqlJA9CGTcDRQ0WjYS1orMmCzWjjrk+4TYGW7RkZwkSDVMSSTtlV0p3ZA4ECQpAIIYXQ4KKUQMKCHZGSSBFIm0TTY+SAjoJADpjlSADjY9oCaMVhAQHYiJVKjM1RDU1lEdPiMEohKrExItCyMwAHp7NyCTRzHzUyQXA17hL2xgRADsAAAAAAAAAAAA=), ![](data:image/gif;base64,R0lGODdhOAAaAPMAAP///9XV1crKysDAwLW1tampqZ6enm5ubmJiYlRUVEZGRgAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAA4ABoAAATQEEgZ1rw4681X4NXHjSQZasIilGyLpSt2HC673HiuTzM2LIOakPULThCJoZKUQFxuGcuyBZ1UAQOFc7r5kaQShMIoNnIxt+0mdclur+foSIWWwuNPkKcugd9EZ2AZJ092YCkFgn06jBqKF2x8AFcqXnGPVjGFi2iaXJh9joaQoEOlmFV+A5FWjDtyKAsEilVlVomeS4KpBnQTbhLAFHemCwi1SQAViraceCOWG3BIz18jTW1A1WulRTI021GAGT0vvuEsMBqE6CPsg6XtfeMAEQA7AAAAAAAAAAAA) при классификации

# Глава 2. Реализация

Обучим сеть распознавать следующие образы:

@-----@  
@---@@-  
@--@---  
@@@----  
@--@---  
@---@@-  
@-----@

-@@@@@-  
-@---@-  
-@---@-  
-@---@-  
-@---@-  
-@---@-  
-@---@-

@@@@@@@  
---@---  
---@---  
---@---  
---@---  
---@---  
---@---

На вход будем подавать искаженный образ буквы К:

@@--@--  
@---@@-  
@--@---  
@-@----  
@--@---  
@-@-@@-  
@@----@

Для входного изображения вычисляем потенциалы, а затем по наибольшему определяем результат.

Potentials:

[27027.027027027027, 1477.1048744460857, 2061.855670103093]

Result:

@-----@  
@---@@-  
@--@---  
@@@----  
@--@---  
@---@@-  
@-----@

# Глава 3. Листинг программы

#!/usr/bin/python

# -\*- coding: utf-8 -\*-

from \_\_future\_\_ import with\_statement

import numpy as np

import os

import string

from os.path import isdir, isfile

MAX\_SIZE = 512

SHAPE\_SIDE = 7

dictionary = {'-': -1, '@': 1}

back\_ictionary = {-1: '-',1: '@'}

SHAPES\_PATH = "known\_shapes"

INPUT\_PATH = "modified\_shapes"

def charfor(x):

return dictionary[x]

def printshape(obraz, size):

i = 0

out\_str = ""

for o in obraz:

out\_str += str(back\_ictionary[o])

i += 1

if i % size == 0:

print(out\_str)

out\_str = ""

#

# ��������� ������ �� ������ � ����������

# ������ �� �� ���������

#

def parse(dir):

shapes\_files = []

for filename in os.listdir(dir):

path = os.path.join(dir, filename)

if isfile(path):

shapes\_files.append(path)

shapes = []

for path in shapes\_files:

shape = parse\_shape(path)

shapes.append(shape)

return shapes

#

# ��������� ���� � ������� � �����������

# � ������

#

def parse\_shape(path):

with open(path) as f:

contents = f.read(MAX\_SIZE)

contents = contents.replace("\n", "")

contents = contents.replace("\r", "")

shape = []

for c in contents:

shape.append(dictionary[c])

if len(shape) != pow(SHAPE\_SIDE, 2):

raise Exception("Shape size must be %gx%g" % (SHAPE\_SIDE, SHAPE\_SIDE))

return shape

class PotentialMethod:

def \_\_init\_\_(self):

self.shapes = parse(SHAPES\_PATH)

self.input = parse(INPUT\_PATH)[0]

self.Ps = [0.0] \* len(self.shapes)

def get\_result(self):

print("Input:")

printshape(self.input, SHAPE\_SIDE)

# ����� ���������� ���������

max\_p = -1

idx\_max\_p = -1

for i, p in enumerate(self.Ps):

if p > max\_p:

max\_p = p

idx\_max\_p = i

return self.shapes[idx\_max\_p]

def potential(self):

for i, shape in enumerate(self.shapes):

r = self.compare(self.input, shape)

self.Ps[i] += 1\_000\_000 / (1 + r \*\* 2)

print("Potentials:")

print(self.Ps)

def compare(self, b1, b2):

count = 0

assert len(b1) == len(b2) # ������� ������������ ����� �����

b1\_pixels = self.to\_pixels(b1)

b2\_pixels = self.to\_pixels(b2)

for i in range(7):

for j in range(7):

if b1\_pixels[i][j] != b2\_pixels[i][j]:

count += 1

return count

def to\_pixels(self, shape):

n = int(np.sqrt(len(shape)))

result = np.zeros((n, n), dtype=int)

k = 0

for i in range(n):

line\_int = shape[k:k + n]

result[i] = line\_int

k += n

return result

if \_\_name\_\_ == "\_\_main\_\_":

potential\_method = PotentialMethod()

potential\_method.potential()

result = potential\_method.get\_result()

print("Result:")

printshape(result, SHAPE\_SIDE)

# Итоги лабораторной работы

Мы освоили метод потенциальных функций.
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