Introduction

This article is for the beginners, to explain the basic concept of data in .NET Framework and how can you use the SQL client in your application to connect to a database.

The basic code and namespaces required to connect to the database and how can you execute a set of commands on the database using the C# code and your application.

Background

I have always had a trouble learning how can I connect a database using C#, since I was a ASP.NET developer, using C# to create a software connecting to the database objects was always a problem and I thought it was a hard thing to do.

I have learnt this thing, and so I wanted to help new developers to learn connecting their applications to the SQL Server Databases using the C# codes in their applications.

I will be adding the code for a console application, since console applications are the simples applications on .NET Frameworks, WPF and Win Forms can also be used but Console would be a good fit for this. To make you understand the basic implementation of the code in this scenario.

Working with Data in .NET Framework

.NET Framework always provide the basic implementation of working with data and the basic functions that you can use in your code. Data can be extracted from some files, can be a data in your application, from a database software etc. In .NET you can work with them, using the namespaces provided by .NET framework.

OLEDB, SQL, LINQ are the basic examples of such type of works, in SQL you connect to the Databases and this namespace we're going to move on to a next step to talk about the databases and C# code.

However, the namespace we're going to use is, System.Data.SqlClient not System.Data.Sql, although the second namespace also works with SQL related functions, but SqlClient is the one namespace we're looking for in this scenario to continue the progress.

**System.Data.SqlClient**

This assembly (namespace) of .NET Framework contains all of the classes required to connect to the databases, read/write data to the databases.

Errors, Success reports are generated by it. SqlError is generated for errors, and the success codes are executed and shown on the screen.

We will be using this namespace directly, and the classes contained by it in our code, to connect to the database. To execute the commands to read the data from it, or to update the records or to add new ones as whole.

Working with SQL Server using C#

In this example I will be using SQL Server, since I only have SQL Server installed, so I am not sure whether this would work with MySQL and Oracle etc, but I will add that content to this article soon.

**Connecting to a database**

Connection to a database requires a connection string. This string has the information about the server you're going to connect, the database you will require and the credentials that you can use to connect. Each database has its own properties, its own server, name and type of login information, using which you can connect to the database to read/write the data from it.

You can learn more about Connection Strings from [Wikipedia](https://en.wikipedia.org/wiki/Connection_string), as they say,

**Quote:**

In computing, a connection string is a string that specifies information about a data source and the means of connecting to it. It is passed in code to an underlying driver or provider in order to initiate the connection. Whilst commonly used for a database connection, the data source could also be a spreadsheet or text file.

From this above statement one can easily conclude that the connection string is a basic information about the data source, data, and the method to connect to it.

<http://www.connectionstrings.com/> is the website where you can easily find the connection string for your database. They provide the strings, for almost all of the database services and their types. Do try them! In the code I am providing, the string was caught from their website for testing my own database too. :-)

In the namespace I have talked about, the SqlConnection class does the job for us. We can use the following code, to connect to the SQL Database,

Hide   Copy Code

using(SqlConnection conn = new SqlConnection())

{

  conn.ConnectionString = "Server=[server\_name];Database=[database\_name];Trusted\_Connection=true";

*// using the code here...*

}

This would create a new connection to the SQL Server database that will be connected using the ConnectionString provided. You will not require to have the SQL Server installed on your system. Since, we've already said the connectionString is just a string to tell the underlying code about the location and the schema of the data software provider. So we can even have the SQL Server connection established that is on a seperate developmen environment. The above connection string has

1. Server  
   This part of the string tells the underlying code, the name of the server to connect to. Your server's name would differ in this manner.
2. Database  
   This is the name of the database you're going to connect to.

In all of the databases, there are two types of login methods. Windows authentication and Database authentication. In Windows authentication, the database is authenticated using the user's credentials from the windows (OS), and in the database authentication you pass the username and password, in order to connect to the database.

In my case, the authenticaion was Windows, so I had to write the Trusted\_Connection part inside the string. If you're using the database authentication you will provide the username and password fields in the string.

**Connection pools**

Connecting to a database, as already mentioned is a long process of Opening the connection, Closing the connection and so on. To repeat this process for every single user in the application is not a good approach and will slow down the processes of code execution. So, in program executions many such connections would be opened and closed and again opened that are identical. These processes are time consuming and not are opposite of good UX.

In .NET Framework ADO.NET plays a part in this and minimizes the opening and closing process to make the program execution a bit faster by creating, what we call, *Connection Pool*. This technique reduces the number of times the connection is opened, by saving the instance of the connection, for every new connection it just looks for already opened connection and then if the connection exists, doesn't attempt to create new connection otherwise opens a new connection based on the connection String.

It must be remembered, that only the connections with same configuration can be pooled. Any connection with even single dissimilarity would require a new pool for itself. Generally, it is based on the ConnectionString of the connection. You can learn how would that differ by changing the values in the connection string.

Example from the MSDN documentation would be like,

Hide   Copy Code

using (SqlConnection connection = new SqlConnection(

"Integrated Security=SSPI;Initial Catalog=Northwind"))

{

connection.Open();

*// Pool A is created.*

}

using (SqlConnection connection = new SqlConnection(

"Integrated Security=SSPI;Initial Catalog=pubs"))

{

connection.Open();

*// Pool B is created because the connection strings differ.*

}

using (SqlConnection connection = new SqlConnection(

"Integrated Security=SSPI;Initial Catalog=Northwind"))

{

connection.Open();

*// The connection string matches pool A.*

}

[MSDN documentation about connection pools](http://msdn.microsoft.com/en-us/library/8xx3tyca(v=vs.110).aspx) you can learn more on this topic from the MSDN documentation about Connection Pooling in SQL Server.

**Why use "**using**" in code**

In C# there are some objects which use the resources of the system. Which need to be removed, closed, flushed and disposed etc. In C# you can either write the code to Create a new instance to the resource, use it, close it, flush it, dispose it. Or on the other hand you can simply just use this using statement block in which the object created is closed, flushed and disposed and the resources are then allowed to be used again by other processes. This ensures that the framework would take the best measures for each process.

We could have done it using the simple line to line code like,

Hide   Copy Code

SqlConnection conn = new SqlConnection();

conn.ConnectionString = "connection\_string";

conn.Open();

*// use the connection here*

conn.Close();

conn.Dipose();

*// remember, there is no method to flush a connection.*

[Document about SqlConnection on MSDN](http://msdn.microsoft.com/en-us/library/system.data.sqlclient.sqlconnection(v=vs.110).aspx)

This was minimized as

Hide   Copy Code

using(SqlConnection conn = new SqlConnection())

{

conn.ConnectionString = "connection\_string";

  conn.Open();

*// use the connection here*

}

..once the code would step out of this block. The resources would be closed and disposed on their own. Framework would take care in the best way.

**Executing the Commands**

Once connected to the database, you can execute the set of commands that you're having and which would execute on the server (or the data provider) to execute the function you're trying to do, such as query for data, inserting the data, updating records and so on and so forth.

SQL has the basic syntax for the commands, and in my opinion the simples syntax of commands and near to the human-understandable commands in the programming world. In the namespace the class, SqlCommand does this job for us. An example of a command would be like,

Hide   Copy Code

SqlCommand command = new SqlCommand("SELECT \* FROM TableName", conn);

..each and every command on the SQL Server would be executed like this, first parameter is the command, and the second one is the connection on which the command would execute. You can pass any command into it, and the underlying code would convert it back to the command which would execute on the server where the data is present and then will return the result to you, whether an error or a success report.

Sometimes you might want to use the command of the INSERT INTO clause, to work that out, you will need to add parameters to the command, so that your database is safe from [SQL Injections](https://en.wikipedia.org/wiki/SQL_injection). Using parameters, would reduce the chances of your database being attacked, by throwing an error if the user tries to add some commands through the form into the database server.

**Parameterizing the data**

Parameterzining the query is done by using the SqlParameter passed into the command. For example, you might want to search for the records where a criteria matches. You can denote that criteria, by passing the variable name into the query and then adding the value to it using the SqlParameter object. For instance, the following is your SqlCommand to be passed on to the server,

Hide   Copy Code

*// Create the command*

SqlCommand command = new SqlCommand("SELECT \* FROM TableName WHERE FirstColumn = @0", conn);

*// Add the parameters.*

command.Parameters.Add(new SqlParameter("0", 1));

In the above code, the variable added is 0, and the value to it is passed. You can use any variable but it **must** start with a **@** sign. Once that has been done, you can then add the parameters to that name. In this case, value 1 has been hardcoded you can add variable value here too.

Remember, the connection must be opened in order to run this code, you can use conn.Open() to open the connection if asked.

As explained in the code, I have used the parameter as a number (0) which can also be a name. For example, you can also write the code as

Hide   Copy Code

*// Create the command*

SqlCommand command = new SqlCommand("SELECT \* FROM TableName WHERE FirstColumn = @firstColumnValue", conn);

*// Add the parameters.*

command.Parameters.Add(new SqlParameter("firstColumnValue", 1));

This way, it will be easier for you to keep them in mind. I am better in working with numbers and indexes like in array so I used 0, you can use name, combination of alphanumeric characters and so on. Just pass the name in the SqlParameter object and you'll be good to go!

**Reading the data returned**

In SQL you mostly use the SELECT statement to get the data from the database to show, CodeProject would do so to show the recent articles from their database, Google would do so to index the results etc. But how to show those data results in the application using C#? That is the question here. Well, in the namespace we're talking, there is class SqlDataReader present for the SqlCommand which returns the Reader object for the data. You can use this to read through the data and for each of the column provide the results on the screen.

The following code would get the results from the command once executed,

Hide   Copy Code

*// Create new SqlDataReader object and read data from the command.*

using (SqlDataReader reader = command.ExecuteReader())

{

*// while there is another record present*

    while (reader.Read())

    {

*// write the data on to the screen*

        Console.WriteLine(String.Format("{0} \t | {1} \t | {2} \t | {3}",

*// call the objects from their index*

        reader[0], reader[1], reader[2], reader[3]));

    }

}

This is the same code, it will execute and once done executing it will let framework handle the job and close the resources as per best method.

**Adding data to the SQL Server**

Similar method is implemented for adding the data to the database. Only the command would change, and we know in database, INSERT INTO clause is used to add the data. So, the command would become,

Hide   Copy Code

SqlCommand insertCommand = new SqlCommand("INSERT INTO TableName (FirstColumn, SecondColumn, ThirdColumn, ForthColumn) VALUES (@0, @1, @2, @3)", conn);

You can then use the SqlParameter objects to add the values to the parameters. This way, when the command would execute the data would be added to the table that you've specified.

**Catching the errors from SQL Server**

SQL Server generates the errors for you to catch and work on them. In the namespace we're working there are two classes that work with the errors and exceptions thrown by SQL Server,

1. SqlError
2. SqlException

These are used to get the error details or to catch the exceptions in the code and print the data results respectively. If you're going to use a try catch block you're more likely to use the SqlException thing in your code.

For this to work, we are going to pass a command that we know is going to throw an error.

Hide   Copy Code

SqlCommand errorCommand = new SqlCommand("SELECT \* FROM someErrorColumn", conn);

Now we know that this is faulty, but this won't generate any error, untill we execute it. To do so, we will try to execute it like this,

Hide   Copy Code

errorCommand.ExecuteNonQuery();

Once this is executed, SQL Server would complain saying there is no such table present. To catch it you can simply use the try catch block with the SqlException in the catch block to be caught. For a working code, you can see the following code block in the live example of my article. That explains the usage of the try catch block with the SqlException here.

Working example

In the article there is an example assosiated for you to download if you require to work it out.

*You will be required to use a SQL Server, Database and the tables to make sure the program works. If the server name, database name or the tables don't match. The program won't run. There was no way for me to attach a database in the example. Since the databases require SQL Server database that will be always available using a connection. I won't use this database again, so I have not provided the database connection string.*

**Database table**

The database table in my system was like the following

![Database table](data:image/png;base64,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)

**SELECT without WHERE**

You can run the console and you'll see the result on your screen. This is the code where the SELECT query ran and the out put of the columns returned was printed,
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**SELECT with a WHERE**

We can at the same time add a few more parameters to the SELECT query, so that only the data we want would be extracted from the database. For example, if we add a WHERE clause to the SELECT query, the following result would generate.
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**Inserting the data**

Once  done, you can move on to the next stage. This part, is related to the second command, where we add the records to the table. This statement once executed would add the data to the table, the table now is like this
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This is the example, of what happens when the above code would be used in our application. I am also going to write down the code used in this console application. Comments have been added with each block to make you understand the working of the code.

**Source code**
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using System;

using System.Data;

using System.Data.SqlClient;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace SqlTest\_CSharp

{

class Program

{

static void Main(string[] args)

{

*// Create the connection to the resource!*

*// This is the connection, that is established and*

*// will be available throughout this block.*

using (SqlConnection conn = new SqlConnection())

{

*// Create the connectionString*

*// Trusted\_Connection is used to denote the connection uses Windows Authentication*

conn.ConnectionString = "Server=[server\_name];Database=[database\_name];Trusted\_Connection=true";

conn.Open();

*// Create the command*

SqlCommand command = new SqlCommand("SELECT \* FROM TableName WHERE FirstColumn = @0", conn);

*// Add the parameters.*

command.Parameters.Add(new SqlParameter("0", 1));

*/\* Get the rows and display on the screen!*

*\* This section of the code has the basic code*

*\* that will display the content from the Database Table*

*\* on the screen using an SqlDataReader. \*/*

using (SqlDataReader reader = command.ExecuteReader())

{

Console.WriteLine("FirstColumn\tSecond Column\t\tThird Column\t\tForth Column\t");

while (reader.Read())

{

Console.WriteLine(String.Format("{0} \t | {1} \t | {2} \t | {3}",

reader[0], reader[1], reader[2], reader[3]));

}

}

Console.WriteLine("Data displayed! Now press enter to move to the next section!");

Console.ReadLine();

Console.Clear();

*/\* Above code was used to display the data from the Database table!*

*\* This following section explains the key features to use*

*\* to add the data to the table. This is an example of another*

*\* SQL Command (INSERT INTO), this will teach the usage of parameters and connection.\*/*

Console.WriteLine("INSERT INTO command");

*// Create the command, to insert the data into the Table!*

*// this is a simple INSERT INTO command!*

SqlCommand insertCommand = new SqlCommand("INSERT INTO TableName (FirstColumn, SecondColumn, ThirdColumn, ForthColumn) VALUES (@0, @1, @2, @3)", conn);

*// In the command, there are some parameters denoted by @, you can*

*// change their value on a condition, in my code they're hardcoded.*

insertCommand.Parameters.Add(new SqlParameter("0", 10));

insertCommand.Parameters.Add(new SqlParameter("1", "Test Column"));

insertCommand.Parameters.Add(new SqlParameter("2", DateTime.Now));

insertCommand.Parameters.Add(new SqlParameter("3", false));

*// Execute the command, and print the values of the columns affected through*

*// the command executed.*

Console.WriteLine("Commands executed! Total rows affected are " + insertCommand.ExecuteNonQuery());

Console.WriteLine("Done! Press enter to move to the next step");

Console.ReadLine();

Console.Clear();

*/\* In this section there is an example of the Exception case*

*\* Thrown by the SQL Server, that is provided by SqlException*

*\* Using that class object, we can get the error thrown by SQL Server.*

*\* In my code, I am simply displaying the error! \*/*

Console.WriteLine("Now the error trial!");

*// try block*

try

{

*// Create the command to execute! With the wrong name of the table (Depends on your Database tables)*

SqlCommand errorCommand = new SqlCommand("SELECT \* FROM someErrorColumn", conn);

*// Execute the command, here the error will pop up!*

*// But since we're catching the code block's errors, it will be displayed inside the console.*

errorCommand.ExecuteNonQuery();

}

*// catch block*

catch (SqlException er)

{

*// Since there is no such column as someErrorColumn (Depends on your Database tables)*

*// SQL Server will throw an error.*

Console.WriteLine("There was an error reported by SQL Server, " + er.Message);

}

}

*// Final step, close the resources flush dispose them. ReadLine to prevent the console from closing.*

Console.ReadLine();

}

}

}

The above code is the source code used in this application to work.

Points of Interest

SQL Server does not require that you install the SQL Server on your machine. You can connect to an instance of SQL Server which is present on the seperate environment, but you need to make sure the connection has been established and that you can connect to the server which would provide the data. Databases can be present on different locations only thing that would connect them would be the correct connection string.

Connection string must be accurate so that the server can provide the exact data.

**Important point**: The tables and the database schema provided here is assosiated with database and tables I had. The results on your screen might (surely) differ. Results, errors, thrown here might not be the same as on your system. This is just example! And depends on the database tables and their data and properties.