<https://en.wikipedia.org/wiki/Shifting_nth_root_algorithm>

**Notation[**[**edit**](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=2)**]**

Let *B* be the base of the number system you are using, and *n* be the degree of the root to be extracted. Let *x* be the radicand processed thus far, *y* be the root extracted thus far, and *r* be the remainder. Let α be the next *n* digits of the radicand, and β be the next digit of the root. Let *x*' be the new value of *x* for the next iteration, *y*' be the new value of *y* for the next iteration, and *r*' be the new value of *r* for the next iteration. These are all integers.

### Invariants[[edit](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=3)]

At each iteration, the [invariant](https://en.wikipedia.org/wiki/Invariant_(computer_science)) y n + r = x {\displaystyle y^{n}+r=x} will hold. The invariant ( y + 1 ) n > x {\displaystyle (y+1)^{n}>x} will hold. Thus *y* is the largest integer less than or equal to the *n*th root of *x*, and *r* is the remainder.

### Initialization[[edit](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=4)]

The initial values of *x*, *y*, and *r* should be 0. The value of α for the first iteration should be the most significant aligned block of *n* digits of the radicand. An aligned block of *n* digits means a block of digits aligned so that the decimal point falls between blocks. For example, in 123.4 the most significant aligned block of 2 digits is 01, the next most significant is 23, and the third most significant is 40.

### Main loop[[edit](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=5)]

On each iteration we shift in *n* digits of the radicand, so we have x ′ = B n x + α {\displaystyle x'=B^{n}x+\alpha } and we produce 1 digit of the root, so we have y ′ = B y + β {\displaystyle y'=By+\beta } . We want to choose β and *r*' so that the invariants described above hold. It turns out that there is always exactly one such choice, as will be proved below.

The first invariant says that:

x ′ = y ′ n + r ′ {\displaystyle x'=y'^{n}+r'}

or

B n x + α = ( B y + β ) n + r ′ . {\displaystyle B^{n}x+\alpha =(By+\beta )^{n}+r'.}

So, pick the largest integer β such that

( B y + β ) n ≤ B n x + α {\displaystyle (By+\beta )^{n}\leq B^{n}x+\alpha }

and let

r ′ = B n x + α − ( B y + β ) n . {\displaystyle r'=B^{n}x+\alpha -(By+\beta )^{n}.}

Such a β always exists, since if β = 0 {\displaystyle \beta =0} then the condition is B n y n ≤ B n x + α {\displaystyle B^{n}y^{n}\leq B^{n}x+\alpha } , but y n ≤ x {\displaystyle y^{n}\leq x} , so this is always true. Also, β must be less than *B*, since if β = B {\displaystyle \beta =B} then we would have

( B ( y + 1 ) ) n ≤ B n x + α {\displaystyle (B(y+1))^{n}\leq B^{n}x+\alpha \,}

but the second invariant implies that

B n x < B n ( y + 1 ) n {\displaystyle B^{n}x<B^{n}(y+1)^{n}\,}

and since B n x {\displaystyle B^{n}x} and B n ( y + 1 ) n {\displaystyle B^{n}(y+1)^{n}} are both multiples of B n {\displaystyle B^{n}} the difference between them must be at least B n {\displaystyle B^{n}} , and then we have

B n x + B n ≤ B n ( y + 1 ) n {\displaystyle B^{n}x+B^{n}\leq B^{n}(y+1)^{n}\,}

B n x + B n ≤ B n x + α {\displaystyle B^{n}x+B^{n}\leq B^{n}x+\alpha \,}

B n ≤ α {\displaystyle B^{n}\leq \alpha \,}

but 0 ≤ α < B n {\displaystyle 0\leq \alpha <B^{n}} by definition of α, so this can't be true, and ( B y + β ) n {\displaystyle (By+\beta )^{n}} is a monotonically increasing function of β, so it can't be true for larger β either, so we conclude that there exists an integer γ with γ < B {\displaystyle \gamma <B} such that an integer *r*' with r ′ ≥ 0 {\displaystyle r'\geq 0} exists such that the first invariant holds if and only if 0 ≤ β ≤ γ {\displaystyle 0\leq \beta \leq \gamma } .

Now consider the second invariant. It says:

( y ′ + 1 ) n > x ′ {\displaystyle (y'+1)^{n}>x'\,}

or

( B y + β + 1 ) n > B n x + α {\displaystyle (By+\beta +1)^{n}>B^{n}x+\alpha \,}

Now, if β is not the largest admissible β for the first invariant as described above, then β + 1 {\displaystyle \beta +1} is also admissible, and we have

( B y + β + 1 ) n ≤ B n x + α {\displaystyle (By+\beta +1)^{n}\leq B^{n}x+\alpha \,}

This violates the second invariant, so to satisfy both invariants we must pick the largest β allowed by the first invariant. Thus we have proven the existence and uniqueness of β and *r*'.

To summarize, on each iteration:

1. Let α be the next aligned block of digits from the radicand
2. Let x ′ = B n x + α {\displaystyle x'=B^{n}x+\alpha }
3. Let β be the largest β such that ( B y + β ) n ≤ B n x + α {\displaystyle (By+\beta )^{n}\leq B^{n}x+\alpha }
4. Let y ′ = B y + β {\displaystyle y'=By+\beta }
5. Let r ′ = x ′ − y ′ n {\displaystyle r'=x'-y'^{n}}

Now, note that x = y n + r {\displaystyle x=y^{n}+r} , so the condition

( B y + β ) n ≤ B n x + α {\displaystyle (By+\beta )^{n}\leq B^{n}x+\alpha }

is equivalent to

( B y + β ) n − B n y n ≤ B n r + α {\displaystyle (By+\beta )^{n}-B^{n}y^{n}\leq B^{n}r+\alpha }

and

r ′ = x ′ − y ′ n = B n x + α − ( B y + β ) n {\displaystyle r'=x'-y'^{n}=B^{n}x+\alpha -(By+\beta )^{n}}

is equivalent to

r ′ = B n r + α − ( ( B y + β ) n − B n y n ) {\displaystyle r'=B^{n}r+\alpha -((By+\beta )^{n}-B^{n}y^{n})}

Thus, we don't actually need x {\displaystyle x} , and since r = x − y n {\displaystyle r=x-y^{n}} and x < ( y + 1 ) n {\displaystyle x<(y+1)^{n}} , r < ( y + 1 ) n − y n {\displaystyle r<(y+1)^{n}-y^{n}} or r < n y n − 1 + O ( y n − 2 ) {\displaystyle r<ny^{n-1}+O(y^{n-2})} , or r < n x n − 1 n + O ( x n − 2 n ) {\displaystyle r<nx^{{n-1} \over n}+O(x^{{n-2} \over n})} , so by using r {\displaystyle r} instead of x {\displaystyle x} we save time and space by a factor of 1/*n*. Also, the B n y n {\displaystyle B^{n}y^{n}} we subtract in the new test cancels the one in ( B y + β ) n {\displaystyle (By+\beta )^{n}} , so now the highest power of *y* we have to evaluate is y n − 1 {\displaystyle y^{n-1}} rather than y n {\displaystyle y^{n}} .

### Summary[[edit](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=6)]

1. Initialize *r* and *y* to 0.
2. Repeat until desired [precision](https://en.wikipedia.org/wiki/Decimal_precision) is obtained:
   1. Let α be the next aligned block of digits from the radicand.
   2. Let β be the largest β such that ( B y + β ) n − B n y n ≤ B n r + α . {\displaystyle (By+\beta )^{n}-B^{n}y^{n}\leq B^{n}r+\alpha .}
   3. Let y ′ = B y + β {\displaystyle y'=By+\beta } .
   4. Let r ′ = B n r + α − ( ( B y + β ) n − B n y n ) . {\displaystyle r'=B^{n}r+\alpha -((By+\beta )^{n}-B^{n}y^{n}).}
   5. Assign y ← y ′ {\displaystyle y\leftarrow y'} and r ← r ′ . {\displaystyle r\leftarrow r'.}
3. y {\displaystyle y} is the largest integer such that y n < x B k {\displaystyle y^{n}<xB^{k}} , and y n + r = x B k {\displaystyle y^{n}+r=xB^{k}} , where k {\displaystyle k} is the number of digits of the radicand after the decimal point that have been consumed (a negative number if the algorithm hasn't reached the decimal point yet).

As noted above, this algorithm is similar to long division, and it lends itself to the same notation:

1. 4 4 2 2 4

——————————————————————

\_ 3/ 3.000 000 000 000 000

\/ 1 = 3(10×0)2×1 +3(10×0)×12 +13

—

2 000

1 744 = 3(10×1)2×4 +3(10×1)×42 +43

—————

256 000

241 984 = 3(10×14)2×4 +3(10×14)×42 +43

———————

14 016 000

12 458 888 = 3(10×144)2×2 +3(10×144)×22 +23

——————————

1 557 112 000

1 247 791 448 = 3(10×1442)2×2 +3(10×1442)×22 +23

—————————————

309 320 552 000

249 599 823 424 = 3(10×14422)2×4 +3(10×14422)×42 +43

———————————————

59 720 728 576

Note that after the first iteration or two the leading term dominates the ( B y + β ) n − B n y n {\displaystyle (By+\beta )^{n}-B^{n}y^{n}} , so we can get an often correct first guess at β by dividing B n r + α {\displaystyle B^{n}r+\alpha } by n B n − 1 y n − 1 {\displaystyle nB^{n-1}y^{n-1}} .

**Performance[**[**edit**](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=8)**]**

On each iteration, the most time-consuming task is to select β. We know that there are *B* possible values, so we can find β using O ( log ⁡ ( B ) ) {\displaystyle O(\log(B))} comparisons. Each comparison will require evaluating ( B y + β ) n − B n y n {\displaystyle (By+\beta )^{n}-B^{n}y^{n}} . In the *k*th iteration, y has *k* digits, and the polynomial can be evaluated with 2 n − 4 {\displaystyle 2n-4} multiplications of up to k ( n − 1 ) {\displaystyle k(n-1)} digits and n − 2 {\displaystyle n-2} additions of up to k ( n − 1 ) {\displaystyle k(n-1)} digits, once we know the powers of *y* and β up through n − 1 {\displaystyle n-1} for *y* and *n* for β. β has a restricted range, so we can get the powers of β in constant time. We can get the powers of *y* with n − 2 {\displaystyle n-2} multiplications of up to k ( n − 1 ) {\displaystyle k(n-1)} digits. Assuming *n*-digit multiplication takes time O ( n 2 ) {\displaystyle O(n^{2})} and addition takes time O ( n ) {\displaystyle O(n)} , we take time O ( k 2 n 2 ) {\displaystyle O(k^{2}n^{2})} for each comparison, or time O ( k 2 n 2 log ⁡ ( B ) ) {\displaystyle O(k^{2}n^{2}\log(B))} to pick β. The remainder of the algorithm is addition and subtraction that takes time O ( k ) {\displaystyle O(k)} , so each iteration takes O ( k 2 n 2 log ⁡ ( B ) ) {\displaystyle O(k^{2}n^{2}\log(B))} . For all *k* digits, we need time O ( k 3 n 2 log ⁡ ( B ) ) {\displaystyle O(k^{3}n^{2}\log(B))} .

The only internal storage needed is *r*, which is O ( k ) {\displaystyle O(k)} digits on the *k*th iteration. That this algorithm doesn't have bounded memory usage puts an upper bound on the number of digits which can be computed mentally, unlike the more elementary algorithms of arithmetic. Unfortunately, any bounded memory state machine with periodic inputs can only produce periodic outputs, so there are no such algorithms which can compute irrational numbers from rational ones, and thus no bounded memory root extraction algorithms.

Note that increasing the base increases the time needed to pick β by a factor of O ( log ⁡ ( B ) ) {\displaystyle O(\log(B))} , but decreases the number of digits needed to achieve a given precision by the same factor, and since the algorithm is cubic time in the number of digits, increasing the base gives an overall speedup of O ( log 2 ⁡ ( B ) ) {\displaystyle O(\log ^{2}(B))} . When the base is larger than the radicand, the algorithm degenerates to [binary search](https://en.wikipedia.org/wiki/Binary_search), so it follows that this algorithm is not useful for computing roots with a computer, as it is always outperformed by much simpler binary search, and has the same memory complexity.

**Examples[**[**edit**](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=9)**]**

**Square root of 2 in binary[**[**edit**](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=10)**]**

1. 0 1 1 0 1

------------------

\_ / 10.00 00 00 00 00 1

\/ 1 + 1

----- ----

1 00 100

0 + 0

-------- -----

1 00 00 1001

10 01 + 1

----------- ------

1 11 00 10101

1 01 01 + 1

---------- -------

1 11 00 101100

0 + 0

---------- --------

1 11 00 00 1011001

1 01 10 01 1

----------

1 01 11 remainder

**Square root of 3[**[**edit**](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=11)**]**

1. 7 3 2 0 5

----------------------

\_ / 3.00 00 00 00 00

\/ 1 = 20×0×1+1^2

-

2 00

1 89 = 20×1×7+7^2

----

11 00

10 29 = 20×17×3+3^2

-----

71 00

69 24 = 20×173×2+2^2

-----

1 76 00

0 = 20×1732×0+0^2

-------

1 76 00 00

1 73 20 25 = 20×17320×5+5^2

----------

2 79 75

**Cube root of 5[**[**edit**](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=12)**]**

1. 7 0 9 9 7

----------------------

\_ 3/ 5. 000 000 000 000 000

\/ 1 = 300×(0^2)×1+30×0×(1^2)+1^3

-

4 000

3 913 = 300×(1^2)×7+30×1×(7^2)+7^3

-----

87 000

0 = 300×(17^2)\*0+30×17×(0^2)+0^3

-------

87 000 000

78 443 829 = 300×(170^2)×9+30×170×(9^2)+9^3

----------

8 556 171 000

7 889 992 299 = 300×(1709^2)×9+30×1709×(9^2)+9^3

-------------

666 178 701 000

614 014 317 973 = 300×(17099^2)×7+30×17099×(7^2)+7^3

---------------

52 164 383 027

**Fourth root of 7[**[**edit**](https://en.wikipedia.org/w/index.php?title=Shifting_nth_root_algorithm&action=edit&section=13)**]**

1. 6 2 6 5 7

---------------------------

\_ 4/ 7.0000 0000 0000 0000 0000

\/ 1 = 4000×(0^3)×1+400×(0^2)×(1^2)+40×0×(1^3)+1^4

-

6 0000

5 5536 = 4000×(1^3)×6+600×(1^2)×(6^2)+40×1×(6^3)+6^4

------

4464 0000

3338 7536 = 4000×(16^3)×2+600\*(16^2)×(2^2)+40×16×(2^3)+2^4

---------

1125 2464 0000

1026 0494 3376 = 4000×(162^3)×6+600×(162^2)×(6^2)+40×162×(6^3)+6^4

--------------

99 1969 6624 0000

86 0185 1379 0625 = 4000×(1626^3)×5+600×(1626^2)×(5^2)+

----------------- 40×1626×(5^3)+5^4

13 1784 5244 9375 0000

12 0489 2414 6927 3201 = 4000×(16265^3)×7+600×(16265^2)×(7^2)+

---------------------- 40×16265×(7^3)+7^4

1 1295 2830 2447 6799

![](data:image/png;base64,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)

