Учреждение образования

«БЕЛОРУССКИЙ ГОСУДАРСТВЕННЫЙ ТЕХНОЛОГИЧЕСКИЙ УНИВЕРСИТЕТ»

**Исследование алгоритмов генерации и верификации**

**электронной цифровой подписи**

Выполнил:

студент 3 курса 4 группы

специальности ПОИТ

Сивак М.Н.

Минск 2021

**Цель**: изучение алгоритмов генерации и верификации электронной цифровой подписи и приобретение практических навыков их реализации

**Задачи**:

1.Закрепить теоретические знания по алгебраическому описанию и

алгоритмам реализации операций генерации и верификации электронной цифровой подписи (ЭЦП).

2. Получить навыки практической реализации методов генерации и

верификации ЭЦП на основе хеширования подписываемых сообщений и алгоритмов RSA, Эль-Гамаля и Шнорра, а также DSA.

3. Разработать приложение для реализации заданных алгоритмов генерации и верификации ЭЦП.

4. Оценить скорость генерации и верификации ЭЦП.

5. Результаты выполнения лабораторной работы оформить в виде описания разработанного приложения, методики выполнения экспериментов с использованием приложения и результатов эксперимента.

**Практическое задание**:

1. Разработать авторское оконное приложение в соответствии с целью

лабораторной работы. При этом можно воспользоваться результатами выполнения предыдущих лабораторных работ, а также доступными библиотеками либо программными кодами.

Приложение должно реализовывать следующие операции:

• генерацию и верификацию ЭЦП на основе алгоритмов RSA, ЭльГамаля и Шнорра;

• оценку времени выполнения указанных процедур при реальных (требуемых) ключевых параметрах.

Для вычисления хешей можно также воспользоваться доступными online-средствами, например, katvin (https://katvin.com/tools/hash-generator.html).

2. Для выполнения необходимых операций передачи (по сети)/верификации информации обменяйтесь открытой ключевой информацией с получателем подписанного сообщения для каждого исследуемого алгоритма (по согласованию с преподавателем).

3. Результаты оформить в виде отчета по установленным правилам.

**Результат выполнения работы приложения:**
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Добавим один пробел в один из файлов:

![](data:image/png;base64,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)

**Листинги**

Перед запуском нужно скачать необходимые пакеты с помощью команды “npm install”

RSA

const crypto = require('crypto');

let prKey, pubKey, s;

class ServerSignRSA{

    constructor(){

        const {privateKey, publicKey} = crypto.generateKeyPairSync('rsa', {

            modulusLength: 2048,

            publicKeyEncoding: {type: 'pkcs1', format: 'pem'},

            privateKeyEncoding: {type: 'pkcs1', format: 'pem'}

        });

        prKey = privateKey;

        pubKey = publicKey;

        s = crypto.createSign('SHA256');

    }

    getSignContext(rs,cb){

        rs.pipe(s);

        rs.on('end', () => {

            cb({

                signature: s.sign(prKey).toString('hex'),

                publicKey: pubKey.toString('hex')

            });

        });

    };

}

// Client Verification

let v;

class ClientVerifyRSA{

    constructor(){

        v = crypto.createVerify('SHA256')

    }

    verify(signContext, rs, cb){

        rs.pipe(v);

        rs.on('end', () => {

            cb(v.verify(signContext.publicKey, signContext.signature, 'hex'));

        });

    };

}

module.exports.ServerSignRSA = ServerSignRSA;

module.exports.ClientVerifyRSA = ClientVerifyRSA;

Shnorr

let crypto = require('crypto');

let prKey, pubKey, s;

class ServerSignShnorr {

    constructor() {

        const { privateKey, publicKey } = crypto.generateKeyPairSync('ed25519', {

            modulusLength: 2048,

            publicKeyEncoding: { type: 'spki', format: 'pem' },

            privateKeyEncoding: { type: 'pkcs8', format: 'pem' }

        });

        prKey = privateKey;

        pubKey = publicKey;

    }

    getSignContext(rs) {

        return {

            signature: crypto.sign(null, Buffer.from(rs), prKey),

            publicKey: pubKey.toString('hex')

        };

    };

}

let v;

class ClientVerifyShnorr {

    constructor() {

    }

    verify(signContext, rs) {

        return crypto.verify(null, Buffer.from(rs), signContext.publicKey, Buffer.from(signContext.signature));

    };

}

module.exports.ServerSignShnorr = ServerSignShnorr;

module.exports.ClientVerifyShnorr = ClientVerifyShnorr;

ElGamal

const crypto = require('crypto');

let prKey, pubKey, s;

class ServerSignElgam{

    constructor(){

        const {privateKey, publicKey} = crypto.generateKeyPairSync('dsa', {

            modulusLength: 2048,

            publicKeyEncoding: {type: 'spki', format: 'pem'},

            privateKeyEncoding: {type: 'pkcs8', format: 'pem'}

        });

        prKey = privateKey;

        pubKey = publicKey;

        s = crypto.createSign('SHA256');

    }

    getSignContext(rs,cb){

        rs.pipe(s);

        rs.on('end', () => {

            cb({

                signature: s.sign(prKey).toString('hex'),

                publicKey: pubKey.toString('hex')

            });

        });

    };

}

// Clint Verification

let v;

class ClientVerifyElgam{

    constructor(){

        v = crypto.createVerify('SHA256')

    }

    verify(signContext, rs, cb){

        rs.pipe(v);

        rs.on('end', () => {

            cb(v.verify(signContext.publicKey, signContext.signature, 'hex'));

        });

    };

}

module.exports.ServerSignElgam = ServerSignElgam;

module.exports.ClientVerifyElgam = ClientVerifyElgam;

**Вывод**

В ходе выполнения лабораторной работы я провёл исследование алгоритмов генерации и верификации электронной цифрой подписи (ЭЦП).

Я ознакомился с определением ЭЦП, а также узнал, по какому алгоритму происходит подписание электронных документов. Узнал, на основе каких алгоритмов шифрования может основываться электронная цифровая подпись.