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新たなデジタル技術が日々開発されている状況の中，企業は競争力強化のため，新技術を活用してビジネス モデルを素早く創出することが求められている．近年，ビジネスアジリティを向上させるアーキテクチャーと してサーバレスアーキテクチャーが注目されている．本論文では，サーバレスアーキテクチャーの適用により，ビジネスアジリティが向上するのか検証した．検証で得られた結果から，ビジネスアジリティ向上の是非と今後の課題・展望について述べる．

While new digital technologies are applied every day, companies are required to create business models quickly by utilizing these new technologies to enhance their competitiveness. In recent years, serverless architecture has been attracting attention as an architecture to improve business agility. In this paper, we examine whether business agility can be improved by applying a serverless architecture. This paper discusses the pros and cons of the improvement of business agility and future issues and prospects based on the results of the verification．
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１．はじめに

In recent years, new digital technologies are being developed day by day, and new businesses that make full use of digital technologies have been created not only in the IT industry but also in various industries to increase corporate value. In this situation, companies are required to speed up their digital transformation(DX) in order to maintain and strengthen their competitiveness. According to the "DX Digital Transformation Report" by the Ministry of Economy, Trade and Industry, many executives in Japan are aware of the necessity of DX and are making efforts such as establishing a digital department to promote DX. However, many companies have invested to some extent, such as repeating PoC, but it has not led to actual business transformation. It is pointed out that even if new digital technology is introduced, its effect is limited because of the limited utilization and linkage of data in the existing system, which becomes obsolete, complicated and black box. It is estimated that up to 12 trillion yen in economic losses will occur between 2025 and 2030 if existing aging and complicated systems continue to be used as they are.
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Unless the problems surrounding existing IT systems are resolved, full-scale deployment of DX will be difficult. As the renovation of existing IT systems is a large-scale and long-term project, it is not possible to obtain the effect quickly. There is a need to use new digital technologies to build business logic that must be frequently modified or newly created so that it can quickly keep pace with the changes in business models.

In recent years, serverless architecture has been attracting attention as an architecture to improve business agility. A key feature of serverless architecture is that it allows cloud service providers to take on more responsibility and allows users to focus on building business logic and developing applications. In this paper, we examine whether the application of a serverless architecture improves business agility by designing and building an actual model system. The improvement of business agility in this paper means to shorten the period of development until the release of the service, and in conclusion the service can be provided more quickly.

Chapter 2 describes the characteristics of serverless architecture, and Chapter 3 and 4 describe the results of the verification of the serverless architecture in terms of the amount of documentation and construction time. In addition, the future prospects are described based on the issues and problems identified in the verification process in chapters 5 and 6.

２．サーバレスアーキテクチャーとは

In this paper, the two terms "serverless" and "serverless architecture" are defined and agreed with the definitions in the 2019 JGS paper "Proposal for a Process to Study the Application of Serverless Architecture".Serverless refers to the concept of building and executing applications that do not require server management, and there are two typical ways to realize it: Function as a Service (FaaS) and Backend as a Service (BaaS). The system configuration that combines these FaaS and BaaS features is a serverless architecture [2].

2.1 サーバレスの特徴

Although there are various characteristics of the serverless system for each cloud service providers, the following two features are described here.

(1)No need to build and operate a server

As shown in Figure 1, the infrastructure required to run applications, such as servers and runtimes, is operated and managed under the responsibility of cloud service providers. Therefore, users do not need to build a server or installing middleware, and the workload for operation and management can be significantly reduced.

(2) Flexible scalability

Since automatic scaling is possible according to the processing volume, there is no need to allocate excessive resources in case of high load. In addition, the system can flexibly respond to unexpected loads and perform stable operations.

3. Verification of Business Agility Improvements by Applying a Serverless Architecture

　In this chapter, we built a website for purchasing goods using a serverless architecture, and compare it with the construction work in an on-premises environment, and describe the result of verifying whether the development period will be reduced.

　The scope of verification is the part of system development that is developed by the IT department using a serverless architecture based on the business strategy determined by the management.

　The reduction of the development period is verified from the following two points of view.

　・Amount of documentation

　・Construction time

3.1 Hypotheses and Premises

　Hypotheses and Premises in the verification process are described below.

3.1.1 Hypotheses

　We hypothesize that the development period will be reduced by decreasing the amount of documents in each stage of the system development process and reducing the system build work time by applying a serverless architecture,.

3.1.2 Premises

　Premises for the verification process are described below.

(1)Cloud service providers

In this verification, we built a website for purchasing goods using a serverless service provided by Amazon Web Services (AWS), a leading cloud service provider.[3]

(2)Reasons for choosing the model system

Japanese government is promoting cashless payments. So we believe that the number of e-commerce site launches will increase.

"The Current Status and Significance of Cashless Payment by the Ministry of Economy, Trade and Industry" [4] describes that the advantages of promoting cashless payment are "increased efficiency and sales at stores" and "data utilization".When a retailer launches an e-commerce site, it can expect to increase sales by diversifying its sales channels. Also, it is possible to link to marketing and product development by analyzing and utilizing the data of purchase information on the site.

We believe that the number of e-commerce sites will increase because cashless payment is the main means of payment and the benefits of promoting cashless payment can be enjoyed.

(3)Building a goods purchasing website

The requirements for the goods purchasing website are summarized in the requirements specification (Appendix A-1), and we constructed a system that satisfies the requirements.The serverless architecture to be applied is based on the architecture design published in AWS samples, which is quality assured by AWS. We reused Serverless Airline Booking (an example of an airline ticket purchasing system) [5], which has similar to our requirements, as the reference architecture. And we designed a system that meets our requirements.(Figure 2)

Figure 2 System Configuration diagram of the goods purchasing website

3.2 Verification Method

The measurement of construction time and Amount of documentation was performed by the following procedures.

3.2.1 Construction time

The system build work was carried out in the following procedures from A-1 to A-4. Also, the measurement of the system build work time was done by measuring the time required for steps A-3 and A-4, which is construction itself.

Step A-1: Based on our requirements specification, we referred to the AWS Developer Guide to learn about the design and configuration required for the selected AWS service in advance.

Step A-2: Summarize the data used in the system as a data definition document (Appendix B-1). Summarize the values set in the AWS Management Console as a parameter sheet (Appendix B-2) for each function to be implemented in the goods purchasing website.

Step A-3: Develop the application source code for a goods purchasing website using the runtime supported by Lambda. Code development is divided among the members.

Step A-4: Build a goods purchasing website using the AWS Management Console and AWS CLI according to the data definitions and parameter sheets, and measure construnction time. The systeme building process is handled by one member who is inexperienced in AWS development, with the exception of the implementation of the authentication functions required to launch the Step Functions state machine from an AppSync query.

3.2.2 Amount of documentation

We measured the amount of documents according to the following procedure B-1 to B-4.

Step B-1: Make a list of deliverables that are required for waterfall model development in on-premise environment. Note that this list of deliverables is a collection of standardized deliverables from each company to which the member belongs. So we believe that the comprehensiveness of the deliverables is assured.

Step B-2: 3.2.1 After the construction, set up additional deliverables required for the development by applying a serverless architecture to the list of deliverables made in step B-1.

Step B-3: Create a document for on-premise development to compare and evaluation with the amount of work required to create the same document in development by applying a serverless architecture. The evaluation is in the following three stages.

　・Same workload

　・Reduced workload

　・No documentation required

Step B-4: For documents evaluated as "Reduced workload" and "No documentation required" in step B-3, provide a rationale for the merits of applying a serverless architecture.

The results of the above steps B-1 to B-4 are summarized as an evaluation sheet (Appendix C-1). The issues that emerged during the system build work of 3.2.1 are also described in the evaluation sheet.

3.3 Verification results

The measurement results of the system build work time and the amount of documentation are described below.

3.3.1 System build work time

The total system build work time of the goods purchasing website (total of steps A-3 and A-4 in 3.2.1) was 10 hours. Step A-3: Development of application source code took 7 hours in total, and Step A-4: Set up time using the AWS management console and AWS CLI took 3 hours.

3.3.2 Amount of documentation

As shown in Figure 3, 68 documents were required for the on-premises development, and 56 documents were required for a serverless architecture.So we reduced 12 documents in total. (18% of the documents created during on-premise development).

Here is the detail

　・Same workload as on-premise development:38

　・Reduced workload as on-premise development:18(26% of the documentation created during on-premise development)

4. Considerations

From the above verification results, we can confirm that the amount of document creation and construction time can be reduced in the development of a serverless architecture. The reason for this is that the implementation of the non-functional requirements is automated. The simplicity of the functions is one of the reasons for the reduction of construction time. The details of each are described below. We also discuss the fact that application of a serverless architecture does not reduce the development time compared to on-premises systems.

4.1 Automated Implementation of Non-functional Requirements

　We explain the reason using usage patterns of cloud service providers and the serverless liability model (Figure 1).

- Infrastructure as a Service (IaaS)

The infrastructures below the "virtualization" are highly abstracted by cloud providers, so users can save a lot of labor in deploying, building, and managing them.

- PaaS (Platform as a Service)

In addition to the features of IaaS, a "middleware runtime" is provided. The degree of freedom and flexibility is limited because it depends on the specifications of the provider, but the introduction and configuration of various middleware and runtimes can be labor-saving. In addition, features to improve the scalability and availability of the system are provided and are configurable.

- Serverless

In addition to the features of IaaS and PaaS described above, it has built-in features to improve scalability and availability. The amount of design (documentation) and construction work is reduced because the user's responsibility for configuration is lower.

Using the services (DynamoDB and Lambda) used in the construction of the system, we confirm that the scalability and availability of these services are improved.

DynamoDB

- Scalability

The performance of DynamoDB is determined by increasing or decreasing the number of capacity units. The user can set the number of capacity units appropriately according to the frequency of reading and writing data required by the system, and the size of data items (read/write). Set it up. or Auto Scaling is available [6].

- Availability

By default, data is distributed in three availability zones; for DynamoDB global tables (multi-database deployed in multiple regions), the service level agreement (SLA) is 99.999% or higher [7].

Lambda

- Scalability

　Instances processing Lambda functions are automatically scaled and processed in parallel [8].

- Availability

　Lambda executes functions in multiple availability zones. Therefore, when a service interruption occurs in one zone, event processing is guaranteed to continue [8].

As mentioned above, the serverless system has built-in features to improve scalability and availability. Users can select the functions (back-end connection, scalability, backup, etc.) provided by each serverless service according to their requirements and decide on the settings. In addition, the execution is guaranteed by the cloud provider, limiting the scope of user design and reducing the amount of time spent on building non-functional parts and creating documentation compared to developing in an on-premise environment.

4.2 Simplifying the Functions

　Each Lambda function is designed to have one or two purposes and to be stateless. Because of the simplicity of the functions, the number of program steps is small. This reduces the coding time and makes it easier to test. Also, since it is stateless, there is no need to consider the management of session information. This reduces the development time.

4.3 Conclusion.

　By using a serverless architecture, we can shorten the development time until the release of a service and provide it quickly. As a result, we can say that business agility is improved.

4.4 Work that is not reduced by the application of a serverless architecture

　In this study, we could not confirm the shortening of the development period for business logic and application development. Users are responsible for analyzing the current state of the business, defining business requirements, designing the structure of the application, and designing the data to be used in order to clarify the flow of the business to be realized.

Translated with www.DeepL.com/Translator (free version)

５．サーバレスアーキテクチャーの適用における課題

ー５．サーバレスアーキテクチャー適用の課題

５．Issues on applying serverless architecture

今回の検証から，次のような課題が認められた．

ー今回の検証から，次の課題が確認できた．

The following issues were identified from this review.

5.1 開発言語の選択

5.1 ‑Selecting a Development Language

Lambda関数の開発時に，それぞれの関数で開発者の得意な言語を選定したため，複数言語が混在したシステムとなった．

ーLambda関数を開発した時、それぞの関数で開発者の得意な開発言語を選択した。その結果、複数の開発言語が混在したシステムが構築された。

When we developed the Lambda functions, the developer's favorite development language was selected for each function.

As a result, a system with a mixture of multiple development languages was constructed.

適切な言語を選択する自由度が増す反面，保守性が低くなるため，開発工程前に言語を選定するのが望ましい．

ー自由に適切な開発言語を選択できる機会が増える。しかし、複数の開発言語で開発することは、保守性が低くなるため、開発工程前に開発言語を選択するのが望ましい。

We have more opportunities to freely choose an appropriate development language.

However, it is preferable to select a development language before the development process because developing in multiple development languages is less manageability.

5.2 クラウド人材の育成

5.2 Developing the cloud workforce

AWSを利用した開発の未経験者にて本検証を行ったため，構築作業前の事前学習に延べ1ヶ月程度費やした（AWSの基本概念，各サービス仕様等）．

ーAWSを利用したシステム開発を経験したことがない人が検証したため、構築作業前の事前学習に合計１ヶ月程度費やした（AWSの基本概念、各サービス仕様等）。

We spend about one month in total for learning beforehand(basic concepts of AWS, each service specification, etc.) because the construction was done by a person who had no experience in system development using AWS.

AWSが提供するサービスは日進月歩で進化しており，エンタープライズレベルでの開発を行うためには，現場のエンジニアは当然，意思決定権のある経営者においても知識の習得が必要になる．

ーAWSが提供するサービスは日進月歩で進化しており、企業向けシステムの開発を行うためには、現場のエンジニアだけでなく、意思決定権を保持している経営者も知識の習得が必要になる。

The services provided by AWS are constantly evolving, and in order to develop enterprise systems, not only the engineers on site but also the managers who hold the decision-making authority need to acquire knowledge.

しかし，有識者が存在していたとしても，各部門・領域に点在している状態では，組織としてエンタープライズレベルの開発を推進していくことは難しい．

ーしかし、有識者が各部門や領域に点在している状態では、組織として企業向けシステムの開発を推進していくことは難しい。

However, it is difficult to promote the development of enterprise systems as an organization when the experts are scattered in different departments and fields.

そのため，クラウドを用いた開発を進めていくためには，ノウハウを集約した専門組織を設立し，領域横断的な人材育成を行うことが望ましい．

ーそのため、クラウドを用いたシステム開発を推進してくためには、知識を集約した専門組織を設立し、領域横断的な人材育成を行うことが望ましい。

Therefore, in order to promote the development of systems using the cloud, it is desirable to establish a specialized unit that consolidates knowledge and develops human resources across different fields.

６．今後の展望

６．Future Prospects

サーバレスアーキテクチャーを適用することで，開発時に作成するドキュメント量と構築作業量が削減され，ビジネスアジリティが向上することが確認された．

ー

We have confirmed that the serverless architecture improves business agility by reducing the amount of documentation and construction work created during development.

加えて，今回検証できていない以下の2つの観点を追求することで，更にビジネスアジリティを向上させる可能性があると考える．

ー

In addition, we believe that there is a possibility to further improve business agility by pursuing the following two perspectives, which have not been verified in this study.

1つ目は，開発業務への注力である．

ー

The first is to focus on development work.

サーバレスアーキテクチャーを適用し運用業務を省力化することで，運用に割いていたコスト・人員を開発業務に充てられるため，よりスピーディな開発が可能になると考える．

ーサーバレスアーキテクチャーを適用することで、運用業務を省力化し，運用に使っていたコストと人員を開発業務に充てることができる。その結果、よりスピーディな開発が可能になると考える．

By adopting a serverless architecture, we can reduce the amount of labor needed for operations, and reuse the cost and manpower for development. As a result, we believe that faster development will be possible.

2つ目は，アプリケーションのマイクロサービス化である．

ー

The second is to make applications into microservices.

各アプリケーションを疎に結合させることで，機能追加・仕様変更時の際も対応範囲を局所化でき，低コスト・短納期で開発が可能であると考える．

ー各アプリケーションを疎に結合させることで，機能追加と仕様変更時の対応範囲を局所化でき，低コストと短納期で開発が可能であると考える．

By loosely connecting each application, we believe that it is possible to limit the scope of support for additional functions and specification changes, and to develop at low cost and with short delivery times.

また上記の観点に加え，ドメイン駆動設計やアジャイル開発を組み合わせることで，より大きな効果が期待される．

ー

In addition to the above perspectives, it is expected that the combination of Domain-driven design and Agile development will have a greater effect.

ただし，上記の2点を実現させるためには，開発と運用の一体的体制やアジャイル開発を推進する組織風土の醸成に加え，高度な技術力とクラウドに対する豊富な知識を持つ人材の育成が必要である．

ー

However, in order to achieve these two points, it is necessary to develop human resources with advanced technical skills and rich knowledge of Cloud computing, as well as to foster an integrated system of development and operation, and an organizational culture that promotes agile development.

引き続き，これらの観点を含めたサーバレスアーキテクチャーの適用によるビジネスアジリティの向上の可能性について，研究を進めていきたいと考えている．

ー

We will continue our study on the possibility of improving business agility by applying a serverless architecture that includes these perspectives.
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