**Dart Programming Language**

If you’ve done any development in Java, JavaScript or Swift, then Dart will be simple to learn.   
Although Dart forms the foundation of Flutter, Dart can be used for other use-cases besides just Flutter. If you wish to know more on Dart’s other applications check out the documentation at <https://dart.dev/guides> For our purposes, we will be learning the basics of Dart to help us develop Flutter Applications.

The Dart language is statically typed;  it uses static type checking to ensure that a variable’s value always matches the variable’s data type. It also has type inference. In the newest version of Dart, Null Safety was introduced and will also be default when working with Flutter moving forward. You can think of this feature like optionals in Swift. Finally, like Java we need to end each line of executed code with a semi-colon character.

**Documentation**

In order to learn any programming language, it is important to read documentation. We will be spending a lot of time reading and referring to the [Dart Documentation](https://dart.dev/guides). Most of the concepts we will learn will be from the documentation. And we will be directing you to it so you can get a deeper understanding of certain topics. These upcoming modules are a supplement to the documentation in order to make it concise and give you the necessary skills to build Flutter applications as quickly as possible.

# DartPad

In order to start learning the fundamentals of the Dart programming language, we need to start coding and practicing. We can use a web based text editor called the DartPad.  <https://dartpad.dev/>

Something unique about Dart is that it is both a compiled and interpreted language. It’s complicated on how exactly this works. If you wish to know specifics please search on the web as there are many resources on this topic. With that said, we can use the tool DartPad in order to run a Dart program and learn the syntax and basics of the language.

# Expectations

In the following sections there will be code examples. We expect you to follow along with them as well as write the examples on your own DartPad. Avoid copy and pasting the examples unless necessary. We encourage you to type it out, it will help you get a better understanding of the code and practice.

# Main Function

What is the void main() function that we see when we first make a Dart pad? Essentially this is the entry point of our program, all the code inside this function will get executed when we press run. Go ahead and run the sample code, and try to print(“hello world”).

**//**Is how we can add comments.  Remember comments don’t get executed and the compiler ignores them.

void main() { // main entry point

for (int i = 0; i < 5; i++) {

print('hello ${i + 1}');

}

}

# Variables and Types

Dart is statically typed; we declare variables by doing the following:

**[Variable Type] [Variable Name] = [Value] ;**

Dart also uses type inference so we don’t always need to declare the type.

void main() {

// Immutable note there is a small difference

final String firstName = "Coding";

const String lastName = "Dojo";

// Mutable

var number = 55;

// Also mutable

double height = 5.5;

var isCold = false;

}

Using the keywords **final** or **const** will make the variable **immutable**. There is a slight difference between using these keywords.

**Note:**Although a **final** object cannot be modified, its fields can be changed. In comparison,to a **const** object; its fields cannot be changed: **they’re immutable.**

Using the **var** keyword or declaring it’s type like the height variable shown above will make the variable **mutable**

**Note:** when using **var** we don’t declare the type because it uses **type inference.**

### Built-in types in Dart include :

* [Numbers](https://dart.dev/guides/language/language-tour#numbers) (int, double)
* [Strings](https://dart.dev/guides/language/language-tour#strings) (String)
* [Booleans](https://dart.dev/guides/language/language-tour#booleans) (bool)
* [Lists](https://dart.dev/guides/language/language-tour#lists) (List, also known as *arrays*)
* [Sets](https://dart.dev/guides/language/language-tour#sets) (Set)
* [Maps](https://dart.dev/guides/language/language-tour#maps) (Map)
* [Runes](https://dart.dev/guides/language/language-tour#characters) (Runes; often replaced by the characters API)
* [Symbols](https://dart.dev/guides/language/language-tour#symbols) (Symbol)
* The value null (Null)

# String Interpolation

String interpolation is simple to use: we just put a dollar sign with the variable name within a String. Strings can be made with either single or double quotes.

void main() {

String firstName = "Coding";

String lastName = "Dojo";

print("My full name is $firstName $lastName");

}

# Dart Functions

Functions are powerful and important in any language. So how do we make functions in Dart?

The syntax starts with the return type first then the name of the function followed by the parameter type and names separated with a comma. And finally the curly braces where we write our code.

void main() {

// Inside out main function we are calling

// our newly created function and when you run this it will print

helloWorld()

}

// Here we define our function but declaring the return type

// in this case it's a void which means it returns nothing

// then we give the name of our function followed by parentheses

// finally we put curly braces and the code we want our function to execute

void helloWorld(){

print("Hello world to console")

}

# Return Type Vs. Void

We need to ensure that we follow the rules when writing functions in the Dart language so that they compile correctly.  A function that does not need to return data has a return type of void.  But, for any function that needs to return data, we need to specify the return type.  In the example below, the sayName function has a void return type since we aren’t returning any values out of the function, we’re merely printing a string. However, in the returnName function, we are returning a String, therefore our return type needs to also be String.

void main() {

//calling our function

sayName("Joe");

var name = returnName("John");

}

//declaring our functions

void sayName(String name){

print("My name is $name");

}

String returnName(String name){

return "My name is $name";

}

# Named, Default, and Optional Parameters

By default, functions use positional arguments that are not named. This can get confusing when a function takes in a lot of parameters.

We can fix this by making **named parameters.** The syntax is shown below. We just need to put our parameters inside curly braces and this converts the name parameter into a named parameter (pun intended).

Since the introduction of null safety we also have to give this parameter a default value since named parameters cannot be null unless specified.

**Note:** to make a variable a default null we must put a ? in front of the type example: **String? Name**and this way we wouldn't have to give a default value since the default value would be null. More on this here : [Null Safety](https://flutter.dev/docs/null-safety)

In this example we made our returnName function have a named parameter with a default string value if none is provided.

We can also make **optional parameters** by putting the  parameters inside square brackets.

For example, in our returnHeight function we made the inches parameter optional with a default value of 0. And when we called the function we omitted the second parameter because it’s optional now.

**Note:**we cannot use square brackets inside of curly braces.

void main() {

var name = returnName(name: "John");

var height = returnHeight(5);

}

//declaring our function with named parameter

//and default value

String returnName({String name = "default name"}){

return "My name is $name";

}

//No named parameter and optional second parameter

//if no value is given it will use default value

String returnHeight(int feet, [int inches = 0]){

return "I am $feet feet and $inches inches tall";

}

# Arrow Operator =>

Sometimes when functions are short and they just return one statement, we can use the arrow operator instead of curly braces to declare a function’s body. This makes our code much shorter and concise. Let’s see it in practice:

void main() {

var name = returnName(name: "John");

var name2 = returnName2(name: "John");

}

String returnName({String name = "default name"}){

return "My name is $name";

}

String returnName2({String name = "default name"}) =>

"My name is $name";

Here these two functions do the exact same thing; the only difference is how we defined them. We omitted the curly braces and the return statement. We then added the arrow operator. This is useful when our function only has one statement.

# Intro to Dart Classes

Creating your own type in Dart is essentially what we are when making a custom class. In Dart every class is a descendent of the base **Object Class,**more in this later when we talk about Inheritance. Classes can hold data, logic, and the functionality that is relevant for that data. This is very powerful when we learn about widgets in Flutter.

Remember a class is just an object or in other words a custom type that we create. We define its initializers and methods. We also have the power to inherit from other classes which we will get to.

## Defining a Class with a constructor

For now let’s see how we can define our own class and initialize them. Please try to type this code out in your DartPad. Avoid copy and pasting unless necessary.

void main() {

var person = SimplePerson();

person.name = "Rod";

print(person.name);

print(person.age);

//Note we cannot omit the arguments or we will get an error

final person2 = ComplexPerson("Joe", 5);

print(person2.name);

print(person2.age);

}

//This SimplePerson class can be initialized with no parameters

//and we gave the variables the ability to be null by adding the ?

//by using no constructor the instance variables are not required

class SimplePerson{

String? name;

int? age;

}

//This ComplexPerson class has to be initialized with both positional instance variables

//we do this by using the constructor with the short cut

//this.(then your variable name)

class ComplexPerson{

String? name;

int? age;

ComplexPerson(this.name, this.age);

}

## Named Constructor

There are many ways to define a class depending on your needs. We can make instance variables optional as shown in the previous example. We can make instance variables have default values or make them default to null (which is null safety). We can also make named constructors. Named constructors are a common way of defining a class in Dart, because this makes declaring our classes more clear to other programmers reading our code. Let’s see an example.

void main() {

// named constructor

var person = Person(name: "Joey", age: 35);

print(person.name);

}

// By adding curly braces in our constructor we make the variables

// have to be named when initializing the class

// this is the same syntax to making a function have named parameters

class Person{

String? name;

int? age;

Person({this.name, this.age});

}

## Required instance variables

Sometimes we want our classes to have certain instance variables always be required when the class is being initialized. A good example of this would be when a user signs up we want their email address to be required when making our User class. Let’s see an example:

void main() {

// Since age is optional and can be null we don't have to initialize it

// however our name and email is required

var firstUser = User(name: "Rod", email: "rod@codingdojo.com");

print(firstUser.age);

}

// Here our name and email instance variables are required and we do this

// by using the "required" keyword in our constructor.

// Note: we don't have to mark these variables with ? because Dart

// knows that these variables are required and will never be null.

// And since age is optional and can be null we mark it with a ?

class User{

String name;

String email;

int? age;

User({required this.name, required this.email, this.age});

}

## Instance Methods

Instance methods are just functions that live inside the scope of our class. We define them the same way as functions except they are defined inside our class and can be called by an instance of our class object using dot notation. Let’s see an example and please copy and paste this code into your Dart pad to run it and see the console result.

void main() {

var myCat = Cat(name: "Bubbles", age: 3);

// We call our method by using the dot notation

myCat.meow();

}

class Cat{

String name;

int age;

Cat({required this.name, required this.age});

// This is an instance method it lives inside our class

// it even has access to our variables!! so cool

void meow(){

print("meow! My name is $name");

}

}

# Inheritance

What does inheritance look like in Dart? Assuming you’ve heard about inheritance, basically it’s when we define a new class by subclassing a parent class. This allows us to use some of the functionality of the parent class while also giving us the ability to define new functionality in the child class. If inheritance is a new concept to you please take some time to read this [**Article**](https://stackify.com/oop-concept-inheritance/).

Sometimes called extending a Parent class inheritance looks different in each programming language. If you have a background in Java, it has very similar syntax in Dart. If you have a background in other programming languages the syntax might look new to you but the concept is the same.

We start by having a parent class and defining a new class with the keyword **extends.**

A good example is if we have a base person class that can have different occupations. Based on the occupation we can make a subclass that extends the person class. Lets see a code example

void main() {

var person = Person(name: "Kim");

person.sayName();

var student = Student(gpa: 3.5);

student.sayName();

student.sayGPA();

}

class Person{

String? name;

Person({this.name});

void sayName(){

print("My name is $name");

}

}

class Student extends Person{

double? gpa;

Student({this.gpa});

void sayGPA(){

print("My gpa is $gpa");

}

}

Go ahead and run this code on the Dart pad. It should be no surprise that we can run our new method sayGPA() on our student class since we defined it. The surprising thing for new programmers is that we can also call our sayName() method on our student class object since we **extended**our Person class. Notice however that our name is Null when we run our method.

How can we also inherit the name variable from the person class? In order to do this we need to learn about the **Super** constructor.

## Super Constructor

The **super**keyword let’s us reference the parent class which we are inheriting from. In our example we will be using the **super** keyword to reference the Person class from our Student class in order to inherit the name instance variable in our constructor. This way when we construct a Student object we can pass in a name as well as a gpa. Let’s see the difference:

class Student extends Person{

double? gpa;

// Here we give our constructor the variable name which is an optional/null String? Then we use colons and call our super class and pass over the name parameter. If this syntax is confusing, don't worry it takes some time to get used to.

Student({String? name, this.gpa}): super(name: name);

void sayGPA(){

print("My gpa is $gpa");

}

}

With our newly defined Student class that now also inherits our name variable we can create a new instance of student and give it a name. Now when we run our sayName() method, the name will no longer be null.

void main() {

// We can now give our constructor a name variable

var student = Student(name: "Joey", gpa: 3.5);

student.sayName();

student.sayGPA();

}

## Abstract Classes (Optional) aka Interfaces

So what are abstract classes? Why are they useful? Abstract classes are classes that let us define properties and methods without specifying how they are implemented. This is useful because we can use these abstract classes to make our regular classes more powerful. These abstract classes let us define what are called interfaces using the **implements**keyword. If you are familiar with Java it is very similar in syntax. If you’re familiar with iOS and swift this may be new but it's the same concept as protocols in Swift. Lets see an example.

Note: Abstract classes can’t be instantiated. Meaning we can’t make an instance of an abstract class.

//we need this to use pi

import "dart:math";

void main() {

var square = Square(side: 10.0);

print(square.area());

var circle = Circle(radius: 5.0);

print(circle.area());

//In here we can pass both a square and circle

//since they both implement the Shape class

//and this works the same as above.

printArea(square);

printArea(circle);

}

//Here we make a function that takes the abstract class

//as a parameter and remember any class that implements

//this interface has the .area() method

void printArea(Shape shape){

print(shape.area());

}

abstract class Shape{

//Notice we are not implementing the function

//we are only defining the function

double area();

}

class Square implements Shape{

double side;

Square({this.side = 0.0});

double area()=> side \* side;

}

class Circle implements Shape{

double radius;

Circle({this.radius = 0.0});

double area()=> radius \* radius \* pi;

}

Here we are creating an abstract class called Shape that defines an area function. However we don't implement the function because abstract classes help us program interfaces not implementations. Meaning when we make a class that implements shape we need to define the area() method. Notice both Circle and Square implement Shape and they each solve their own area() differently. Yet we can still call the area() method the same way and expect them to work. This concept is very powerful and can help us write better code. Below is a diagram of how the abstract class hierarchy is.
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# Collection Types in Dart

Dart comes with several collection types.

**List:** Ordered collection [ ]

**Sets:**Unordered collection Set()

**Maps:**Unordered collection of key, value pairs {key: value} same as dictionaries in Swift

Let’s see how we can define these types and some of the methods built into them. **Note:**There are many ways to define these collections types and make them more restrictive on the types that can be stored inside them; we will learn more about this in the type annotation section.

### List Declaration

void main() {

var oddNumbers = [1,3,5,7,9,11];

print(oddNumbers);

oddNumbers.add(13);

print(oddNumbers);

oddNumbers.addAll([15,17,19,21]);

print(oddNumbers);

}

We can declare a list but simply insert objects inside [ ] separated by a comma as shown above. We can append or add to the list by calling the .add() method. We can also add more than just one number by calling the .addAll() method which takes an object that implements the iterable interface/abstract class. List implements this interface which is why we can just pass in another list. Go ahead and run this code on the DartPad and run it.

List or arrays are accessible by the index. Same as any other programming language, remember indexes start with 0 meaning the first item in the array/list is at index 0.

### Maps Declaration

void main() {

//Empty Map initialization

var nameEmails = Map();

nameEmails["James"] = "james@gmail.com";

print(nameEmails);

//We can also declare Maps this way

var nameAge = {

"Rod" : 22,

"Bobby" : 25

};

print(nameAge);

print(nameAge['Rod']);

}

### Sets Declaration

void main() {

//Empty set

var numbers = Set();

numbers.add(5);

numbers.add(6);

numbers.add(7);

print(numbers);

//We can also declare sets like this

var evenNumbers = {2,4,6,8};

print(evenNumbers);

}

# Type Annotations

What exactly are type annotations? Type annotations in Dart are just another way of declaring a type but it also allows us to be more specific. This leads to safer, and more robust code. It’s important we know the syntax because without prior knowledge some code may look confusing to us. Let’s see an example

Another way to declare a list of numbers looks like this:

void main() {

List<int> oddNumbers = List<int>();

oddNumbers.add(5);

print(oddNumbers);

//If you try to do this we will get an error

//this is because we said this list can only

//contain numbers

oddNumbers.add("5");

}

Notice how now we specified that our list can only accept **ints**. By using type annotations we make sure that this list can only ever contain ints. In the previous example where we didn’t use type annotations, we only used the **var** keyword, our list could’ve contained any type. But thanks to type annotations we can be more specific. This leads to safer code and gives us more power.

# Control Flow in Dart

We’re almost done with Dart, and ready to move onto using Flutter to build cross-platform applications. One last thing we should learn about is control flow. How do we make if-else statements in Dart? What is the ternary operator? And finally, how do we use while loops and for loops?

## If-Else Statements

In Dart we always need to put our conditions or statements inside parentheses after our **if** keyword. For example:

**If (statement or condition) {**

**code**

**}**

Let’s see this in Dart. We’ll start by making a function that prints even or odd based on the number we pass it. It will do this using the modulo operator.

void main() {

printOddOrEven(num: 4);

printOddOrEven(num: 5);

}

void printOddOrEven({required int num}){

if (num % 2 == 0){

print("Even");

}else{

print("Odd");

}

}

Every-time we make a conditional statement we have to put it inside parentheses, this is the syntax for Dart. Pretty simple right?

**Note:** It’s common to forget to put these statements inside parentheses especially coming from other programming languages that don’t do this. So just keep this in mind when using control flow.

## Ternary Operator

Now let’s learn about the ternary operator which is the **?** operator. We’ll remake the example shown about but instead of using an if-else statement we’ll use the ternary operator.

void main() {

printOddOrEven(num: 4);

printOddOrEven(num: 5);

}

void printOddOrEven({required int num}){

var result = (num % 2 == 0 ? "Even" : "Odd");

print(result);

}

What we are doing here is making a variable result that will save either the Even string or Odd string based on the condition. The way the operator works is as follows

**(condition ? expression True : expression False)**

The condition is first followed by the **?** then the first part will evaluate if the condition and the second part will evaluate if the condition is false.

## For-loops

Now let’s learn about for loops and while loops. We’ll do this by iterating through a list first with a for loop and then with a while loop.

void main() {

List<int> numbers = [1,2,3,4,5,6];

//Similar to Java

for (var i = 0; i < numbers.length; i++){

print(numbers[i]);

}

//If our type implements the iterable interface we

//can do this also or use the forEach method

for (var num in numbers){

print(num);

}

//For each takes a void function as a parameter

numbers.forEach(print);

}

## While-loops

Let’s iterate through a list using a while-loops. If you are unfamiliar with while-loops, they differ from for-loops in that they will keep looping until a boolean condition is met. Let’s see an example.

void main() {

List<int> numbers = [1,2,3,4,5,6];

var i = 0;

while(i<numbers.length) {

        print(numbers[i]);

        i++;

    }

}

https://github.com/public-apis/public-apis