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2) Постановка задачи (Вариант 10) :

Добавьте программе опцию -verbose, при указании которой нужно включать отладочный вывод cURL с помощью CURLOPT\_VERBOSE. Опция может стоять до или после URL: lab03.exe -verbose http://... или lab04.exe http://... -verbose. Если встретился иной аргумент, начинающийся с дефиса, нужно печатать сообщение с подсказкой, как запускать программу, и завершать работу.

3) Логика решения варианта:

Создана структура Options, содержащая настройки для дальнейшей работы программы: использовать ли вывод подсказки, использовать ли отладочный вывод, и текст ссылки.  
Она заполняется с помощью функции Options parse\_args(int argc, char\*\* argv), которая анализирует аргументы, переданные через командную строку при вызове программы, путем сравнения строк: если аргумент начинается с «-», то, возможно, это опция, проверяем, подходит ли она нам, и если нет, то переворачиваем флаг useHelp и печатаем подсказку пользователю.

Функция download, использующая библиотеку cURL, была обновлена согласно заданию, то есть добавлен отладочный вызов при наличии необходимой опции.

4) Исходный код всех модулей:

============

= main.cpp =

============

|  |  |
| --- | --- |
|  | |
| #include <iostream> | |
|  | | #include <vector> | |
|  | | #include "histogram.h" | |
|  | | #include "svg\_module.h" | |
|  | |  | |
|  | | using namespace std; | |
|  | |  | |
|  | | vector<double> input\_numbers(size\_t count); | |
|  | |  | |
|  | | int main() { | |
|  | |  | |
|  | | size\_t number\_count; | |
|  | | cerr << "Enter number count: "; | |
|  | | cin >> number\_count; | |
|  | |  | |
|  | | if (number\_count == 0) { | |
|  | | cerr << "ERROR: Empty vector"; | |
|  | | } else { | |
|  | |  | |
|  | | cerr << "Enter numbers: "; | |
|  | | const auto numbers = input\_numbers(number\_count); | |
|  | |  | |
|  | | size\_t bin\_count; | |
|  | | cerr << "Enter column count: "; | |
|  | | cin >> bin\_count; | |
|  | |  | |
|  | | double min, max; | |
|  | | find\_minmax(numbers, min, max); | |
|  | |  | |
|  | | const auto bins = make\_histogram(numbers, bin\_count, min, max); | |
|  | | cout << show\_histogram\_svg(bins); | |
|  | |  | |
|  | | } | |
|  | | return 0; | |
|  | | } | |
|  | |  | |
|  | | vector<double> input\_numbers(size\_t count) { | |
|  | | vector<double> result(count); | |
|  | | for (size\_t i = 0; i < count; i++) { | |
|  | | cin >> result[i]; | |
|  | | } | |
|  | | return result; | |
|  | | } | |

===============

= histogram.h =

===============

|  |  |
| --- | --- |
|  | #pragma once |
|  |  |
|  | #include <vector> |
|  |  |
|  | using namespace std; |
|  |  |
|  | void find\_minmax(const vector<double> & numbers, double& min, double& max); |
|  |  |
|  | vector<size\_t> make\_histogram(const vector<double> & numbers, size\_t bin\_count, double min, double max); |
|  | void show\_histogram\_text(const vector<size\_t>& bins); |

=================

= histogram.cpp =

=================

|  |
| --- |
| #include <vector> |
|  | #include <iostream> |
|  |  |
|  | using namespace std; |
|  |  |
|  | void find\_minmax(const vector<double> & numbers, double& min, double& max) { |
|  | if (numbers.size()) { |
|  | min = numbers[0]; |
|  | max = numbers[0]; |
|  | for (double number : numbers) { |
|  | if (number < min) { |
|  | min = number; |
|  | } |
|  | if (number > max) { |
|  | max = number; |
|  | } |
|  | } |
|  | } |
|  | } |
|  |  |
|  | vector<size\_t> make\_histogram(const vector<double> & numbers, size\_t bin\_count, double min, double max) { |
|  | vector<size\_t> bins(bin\_count); |
|  | for (double number : numbers) { |
|  | size\_t bin = (size\_t)((number - min) / (max - min) \* bin\_count); |
|  | if (bin == bin\_count) { |
|  | bin--; |
|  | } |
|  | bins[bin]++; |
|  | } |
|  | return(bins); |
|  | } |
|  |  |
|  | void show\_histogram\_text(const vector<size\_t>& bins) { |
|  | const size\_t SCREEN\_WIDTH = 80; |
|  | const size\_t MAX\_ASTERISK = SCREEN\_WIDTH - 4 - 1; |
|  |  |
|  | size\_t max\_count = 0; |
|  | for (size\_t count : bins) { |
|  | if (count > max\_count) { |
|  | max\_count = count; |
|  | } |
|  | } |
|  | const bool scaling\_needed = max\_count > MAX\_ASTERISK; |
|  |  |
|  | for (size\_t bin : bins) { |
|  | if (bin < 100) { |
|  | cout << ' '; |
|  | } |
|  | if (bin < 10) { |
|  | cout << ' '; |
|  | } |
|  | cout << bin << "|"; |
|  |  |
|  | size\_t height = bin; |
|  | if (scaling\_needed) { |
|  | const double scaling\_factor = (double)MAX\_ASTERISK / max\_count; |
|  | height = (size\_t)(bin \* scaling\_factor); |
|  | } |
|  |  |
|  | for (size\_t i = 0; i < height; i++) { |
|  | cout << '\*'; |
|  | } |
|  | cout << '\n'; |
|  | } |
|  | } |

================

= svg\_module.h =

================

|  |  |
| --- | --- |
|  | #pragma once |
|  |  |
|  | #include <vector> |
|  | #include <string> |
|  |  |
|  | using namespace std; |
|  |  |
|  | string svg\_begin(double width, double height); |
|  | string svg\_end(); |
|  | string svg\_rect(double x, double y, double width, double height, string stroke, string fill); |
|  | string svg\_text(double left, double baseline, string text); |
|  | string show\_histogram\_svg(const vector<size\_t>& bins); |

==================

= svg\_module.cpp =

==================

|  |
| --- |
| #include <iostream> |
|  | #include <vector> |
|  | #include <sstream> |
|  | #include <string> |
|  |  |
|  | using namespace std; |
|  |  |
|  | string svg\_begin(double width, double height) { |
|  | ostringstream strs; |
|  | strs << "<?xml version='1.0' encoding='UTF-8'?>\n"; |
|  | strs << "<svg "; |
|  | strs << "width='" << width << "' "; |
|  | strs << "height='" << height << "' "; |
|  | strs << "viewBox='0 0 " << width << " " << height << "' "; |
|  | strs << "xmlns='http://www.w3.org/2000/svg'>\n"; |
|  | string output = strs.str(); |
|  | return output; |
|  | } |
|  |  |
|  | string svg\_end() { |
|  | ostringstream strs; |
|  | strs << "</svg>\n"; |
|  | string output = strs.str(); |
|  | return output; |
|  | } |
|  |  |
|  | string svg\_rect(double x, double y, double width, double height, string stroke, string fill) { |
|  | ostringstream strs; |
|  | strs << "\t"; |
|  | strs << "<rect x='" << x << "' y='" << y |
|  | << "' width='" << width << "' height='" << height |
|  | << "' stroke='" << stroke << "' fill='" << fill |
|  | << "' />"; |
|  | strs << endl; |
|  | string output = strs.str(); |
|  | return output; |
|  | } |
|  |  |
|  | string svg\_text(double left, double baseline, string text) { |
|  | ostringstream strs; |
|  | strs << "\t"; |
|  | strs << "<text x='" << left << "' y='" << baseline << "'>" << text << "</text>"; |
|  | strs << endl; |
|  | string output = strs.str(); |
|  | return output; |
|  | } |
|  |  |
|  | string show\_histogram\_svg(const vector<size\_t> & bins) { |
|  | const auto IMAGE\_WIDTH = 300; |
|  | const auto IMAGE\_HEIGHT = 300; |
|  | const auto TEXT\_TOP = 20; |
|  | const auto TEXT\_HEIGHT = 30; |
|  | const auto BIN\_WIDTH = 30; |
|  | const auto TEXT\_BASELINE = BIN\_WIDTH / 2; |
|  | string output; |
|  | output = svg\_begin(IMAGE\_WIDTH, IMAGE\_HEIGHT); |
|  | double left = 0; |
|  | string stroke = "black"; |
|  | string fill = "blue"; |
|  | size\_t max\_count = 0; |
|  | for (size\_t count : bins) { |
|  | if (count > max\_count) { |
|  | max\_count = count; |
|  | } |
|  | } |
|  | for (size\_t bin : bins) { |
|  | const double scaling\_factor = (double)(IMAGE\_HEIGHT - TEXT\_HEIGHT) / max\_count; |
|  | const double bin\_height = bin \* scaling\_factor; |
|  | output += svg\_text(left + TEXT\_BASELINE, TEXT\_TOP, to\_string(bin)); |
|  | output += svg\_rect(left, TEXT\_HEIGHT, BIN\_WIDTH, bin\_height, stroke, fill); |
|  | left += BIN\_WIDTH; |
|  | } |
|  | output += svg\_end(); |
|  | return output; |
|  | } |

============

= test.cpp =

============

#include "histogram.h"

#include "svg\_module.h"

#include <cassert>

#include <string>

void test\_positive() {

double min = 0;

double max = 0;

find\_minmax({1, 2, 3}, min, max);

assert(min == 1);

assert(max == 3);

}

void test\_negative() {

double min = 0;

double max = 0;

find\_minmax({-1, -2, -3}, min, max);

assert(min == -3);

assert(max == -1);

}

void test\_equal() {

double min = 0;

double max = 0;

find\_minmax({1, 1, 1}, min, max);

assert(min == 1);

assert(max == 1);

}

void test\_empty() {

double min = 0;

double max = 0;

find\_minmax({}, min, max);

assert(min == 0);

assert(max == 0);

}

void test\_scale1() {

string h1 = show\_histogram\_svg({1});

string expected\_string = "<?xml version='1.0' encoding='UTF-8'?>\n";

expected\_string += "<svg width='300' height='300' viewBox='0 0 300 300' xmlns='http://www.w3.org/2000/svg'>\n";

expected\_string += "\t<text x='15' y='20'>1</text>\n";

expected\_string += "\t<rect x='0' y='30' width='30' height='270' stroke='black' fill='blue' />\n";

expected\_string += "</svg>\n";

assert(h1 == expected\_string);

}

void test\_scale2() {

string h1 = show\_histogram\_svg({1, 2});

string expected\_string = "<?xml version='1.0' encoding='UTF-8'?>\n";

expected\_string += "<svg width='300' height='300' viewBox='0 0 300 300' xmlns='http://www.w3.org/2000/svg'>\n";

expected\_string += "\t<text x='15' y='20'>1</text>\n";

expected\_string += "\t<rect x='0' y='30' width='30' height='135' stroke='black' fill='blue' />\n";

expected\_string += "\t<text x='45' y='20'>2</text>\n";

expected\_string += "\t<rect x='30' y='30' width='30' height='270' stroke='black' fill='blue' />\n";

expected\_string += "</svg>\n";

assert(h1 == expected\_string);

}

int main() {

test\_positive();

test\_negative();

test\_equal();

test\_empty();

test\_scale1();

test\_scale2();

}