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1. **Постановка задачи**

В данной работе ставится задача по исследованию области синтаксических анализаторов, рассмотрению аналогов и написанию своего собственного анализатора синтаксиса выбранного подмножества языка программирования. Требуется построить синтаксическое дерево.

1. **Теория**

**Синтакси́ческий ана́лиз**  в лингвистике и информатике — процесс сопоставления линейной последовательности лексем (слов, токенов) естественного или формального языка с его формальной грамматикой. Результатом обычно является дерево разбора (синтаксическое дерево). Обычно применяется совместно с лексическим анализом.

Синтаксический анализатор— это программа или часть программы, выполняющая синтаксический анализ.
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Пример разбора выражения в дерево

В ходе синтаксического анализа исходный текст преобразуется в структуру данных, обычно — в дерево, которое отражает синтаксическую структуру входной последовательности и хорошо подходит.

Как правило, результатом синтаксического анализа является синтаксическое строение предложения, представленное либо в виде дерева зависимостей, либо в виде дерева составляющих, либо в виде некоторого сочетания первого и второго способов представления для дальнейшей обработки.

## **Типы алгоритмов**

* Нисходящий парсер — продукции грамматики раскрываются, начиная со стартового символа, до получения требуемой последовательности токенов.
* Восходящий парсер — продукции восстанавливаются из правых частей, начиная с токенов и кончая стартовым символом.

1. **Программа и комментарии**

В результате выполнения работы использовали уже написанный лексический анализатор. Из выражений, уже выделенных, составлялись синтаксический конструкции по некоторым правилам. Эти правила можно увидеть в docstring каждой из функции. Код приведен приложении.

Дерево программы имеет вид:

block:

body:

expression:

declaration\_with\_assignment:

var

i

=

arithmetic\_expression:

10

declaration\_with\_assignment:

var

f

=

function\_declaration:

function

parameter:

arithmetic\_expression:

n

function\_body:

expression:

if:

logical\_expression:

n

<=

1

block:

body:

expression:

return:

expression:

arithmetic\_expression:

1

else:

block:

body:

expression:

return:

expression:

function\_implementation:

function\_implementation:

f

parameter:

arithmetic\_expression:

n

-

arithmetic\_expression:

1

function\_implementation:

f

parameter:

arithmetic\_expression:

n

-

arithmetic\_expression:

2

while:

logical\_expression:

logical\_expression:

i

>

0

||

logical\_expression:

i

==

10

body:

expression:

console.log:

expression:

function\_implementation:

f

parameter:

arithmetic\_expression:

i

arithmetic\_expression:

i

--

;

console.log:

expression:

arithmetic\_expression:

x

Рассмотрим текст программы с ошибками. При обнаружении их происходит вывод уведомления об ошибке.

Синтаксическая ошибка №1

{  
 var i=10;  
 var f=function(n){  
 if (n<=1){  
 return 1;  
 }  
 else{  
 return f(n-1)+f(n-2);  
 }  
 }  
 while (i>0 || i+10) {  
 console.log(f(i));  
 i--;  
 }  
}

Сообщение об ошибке:
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Синтаксическая ошибка №2

{  
 var i=10;  
 var f=function(n){  
 if (n<=1){  
 return 1;  
 }  
 else{  
 return f(n-1)+f(n-2);  
 }  
 }  
 while (i>0 || i===10) {  
 console.log(f(i));  
 i--;  
 }  
 console.log(x==4);  
}

Сообщение об ошибке:

![](data:image/png;base64,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)

Синтаксическая ошибка №3

{  
 var i=10;  
 var f=function(n){  
 if (n<=1){  
 return 1;  
 }  
 else(){  
 return f(n-1)+f(n-2);  
 }  
 }  
 while (i>0 || i===10) {  
 console.log(f(i));  
 i--;  
 }  
 console.log(x);  
}

Сообщение об ошибке:

![](data:image/png;base64,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)

***Вывод***

В результате работы были получены знания и практические навыки необходимые для обнаружении синтаксических ошибок в коде. Было замечено, что для применения синтаксического анализа нужно непрерывно следить за ходом выполнения программы. В итоге работы был простроен синтаксический анализатор на основе уже имеющегося лексического, который способен выделять возможные ошибки, уведомлять о них, генерируя исключения.

**Приложение**

1. **Код разбора**

{

var i=10;

var f=function(n){

if (n<=1){

return 1;

}

else{

return f(n-1)+f(n-2);

}

}

while (i>0 || i==10) {

console.log(f(i));

i--;

}

console.log(x);

}

1. **Код программы**

Класс для представления узла с информацией о терминале для построения дерева.

**class** Node:  
 **def** parts\_str(self):  
 st = []  
 **for** part **in** self.parts:  
 st.append(part.\_\_str\_\_())  
 **return "\n"**.join(st)  
  
 **def** \_\_str\_\_(self):  
 **return** self.type + **":\n "** + self.parts\_str().replace(**"\n"**, **"\n "**)  
  
 **def** add\_child(self, parts):  
 **if** isinstance(parts, Node):  
 **if** parts.parts:  
 self.parts.extend(parts.parts)  
 **return** self  
  
 **def** \_\_init\_\_(self, type, parts):  
 self.type = type  
 self.parts = parts

Методы устанавливающие правила синтаксического анализа:

**def** p\_block(p):  
 *'''  
 block : LBRACKET body RBRACKET  
 '''* p[0] = Node(**'block'**, [p[2]])  
  
**def** p\_body(p):  
 *'''  
 body : expression  
 | function\_declaration  
 '''* p[0] = Node(**'body'**, [p[1]])  
  
**def** p\_expression(p):  
 *'''  
 expression : declaration\_with\_assignment expression  
 | declaration\_with\_assignment  
 | if expression  
 | else  
 | function\_body  
 | arithmetic\_expression  
 | function\_implementation  
 | while expression  
 | console\_function  
 | console\_function expression  
 '''* **if** len(p) == 2:  
 p[0] = Node(**'expression'**, [p[1]])  
 **else**:  
 p[0] = Node(**'expression'**, [p[1]]).add\_child(p[2])  
  
**def** p\_declaration\_with\_assignment(p):  
 *'''  
 declaration\_with\_assignment : VAR ID ASSIGNMENT\_OPERATOR arithmetic\_expression SEMICOLON  
 | VAR ID ASSIGNMENT\_OPERATOR function\_declaration  
 '''* **if** len(p) == 5:  
 p[0] = Node(**'declaration\_with\_assignment'**, [p[1], p[2], p[3], p[4]])  
 **elif** len(p) == 6:  
 p[0] = Node(**'declaration\_with\_assignment'**, [p[1], p[2], p[3], p[4]])  
  
**def** p\_arithmetic\_expression(p):  
 *'''  
 arithmetic\_expression : ID MATH\_OPERATOR arithmetic\_expression  
 | ID MATH\_OPERATOR SEMICOLON  
 | NUMBER MATH\_OPERATOR arithmetic\_expression  
 | NUMBER  
 | ID  
 | STRING  
 '''* **if** len(p) == 2:  
 p[0] = Node(**'arithmetic\_expression'**, [p[1]])  
 **else**:  
 p[0] = Node(**'arithmetic\_expression'**, [p[1], p[2], p[3]])  
  
**def** p\_function\_declaration(p):  
 *'''  
 function\_declaration : FUNCTION LPAREN parameters RPAREN LBRACKET function\_body RBRACKET  
 '''* p[0] = Node(**'function\_declaration'**, [p[1], p[3], p[6]])  
  
**def** p\_function\_body(p):  
 *'''  
 function\_body : expression  
 | RETURN expression SEMICOLON  
 '''* **if** len(p) == 2:  
 p[0] = Node(**'function\_body'**, [p[1]])  
 **else**:  
 p[0] = Node(**'return'**, [p[2]])  
  
  
**def** p\_function\_implementation(p):  
 *'''  
 function\_implementation : ID LPAREN parameters RPAREN  
 | function\_implementation MATH\_OPERATOR function\_implementation  
 '''* **if** len(p) < 6:  
 p[0] = Node(**'function\_implementation'**, [p[1], p[3]])  
 **else**:  
 p[0] = Node(**'function\_implementation'**, [p[1], p[2], p[3]])  
  
**def** p\_parameters(p):  
 *"""  
 parameters : arithmetic\_expression  
 """* **if** len(p) == 1:  
 p[0] = []  
 **elif** len(p) == 2:  
 p[0] = Node(**'parameter'**, [p[1]])  
  
**def** p\_console\_function(p):  
 *'''  
 console\_function : METHOD\_OF\_CLASS\_CONSOLE LPAREN expression RPAREN SEMICOLON  
 '''* p[0] = Node(p[1], [p[3]])

**def** p\_predicate(p):  
 *'''  
 predicate : ID LOGICAL\_OPERATOR NUMBER  
 | predicate LOGICAL\_OPERATOR predicate  
 '''* p[0] = Node(**'logical\_expression'**, [p[1], p[2], p[3]])  
  
**def** p\_while(p):  
 *'''  
 while : WHILE LPAREN predicate RPAREN block  
 '''* p[0] = Node(**'while'**, [p[3]]).add\_child(p[5])  
  
**def** p\_if(p):  
 *'''  
 if : IF LPAREN predicate RPAREN block  
 '''* p[0] = Node(**'if'**, [p[3], p[5]])  
  
**def** p\_else(p):  
 *'''  
 else : ELSE block  
 '''* p[0] = Node(**'else'**, [p[2]])

**def** p\_error(p):  
 print(colorama.Fore.RED + **'\n!Syntax ERROR!\nUnexpected token {0} at line {1}\n'**.format(p.value[0], p.lexer.lineno))

parser = yacc.yacc(method=**'LALR'**, check\_recursion=False)  
  
**with** open(**'code.txt'**, **'r'**) **as** file:  
 data = file.read()  
  
program = data  
lexer = lex.lex(reflags=re.UNICODE | re.DOTALL, module=token\_rules)  
  
result = parser.parse(input=program, lexer=lexer, debug=False, tracking=True)  
**if** result:  
 **print**(result)