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# Введение

Данная работа направлена на получение навыка преобразования инфиксной формы записи арифметического выражения в постфиксную. Постфиксная форма хороша тем, что по ней гораздо легче запрограммировать вычисление конечного результата выражения. Для реализации перехода из инфиксной формы в постфиксную в данной работе будет использоваться стек.

# Постановка задачи

**Цель:**

Для начала реализовать шаблонный класс TStack. Затем и использованием стека реализовать класс перевода арифметического выражения в постфиксную форму.

**Задачи:**

1. Реализация стека.
2. Изучение правил преобразования инфиксного выражения в постфиксное.
3. Написание программы, способной преобразовывать инфиксную форму в постфиксную и вычислять конечный результат.

# Руководство пользователя

## Приложение для демонстрации работы стека

1. Запустите приложение с названием sample\_stack.exe. В появившемся окне программа объявит о создании стека с вместимостью пять элементов. Также будет предложено ввести пять элементов. ([рис. 1](#рис1)).
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1. Основное окно программы.
2. После ввода будет выведены результаты работы программы.([рис. 2](#рис2)).
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1. Результат работы программы.

## Приложение для демонстрации работы перевода арифметического выражения в постфиксную запись

1. Запустите приложение с названием sample\_arexp.exe. В результате появится окно, в котором будет предложено ввести арифметическое выражение ([рис. 3](#рис3)).
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1. Основное окно программы.
2. После ввода арифметического выражения будет выведена его постфиксная форма и будет предложено ввести значения переменных (если таковые имеются) для вычисления результата ([рис. 4](#рис4)).

![](data:image/png;base64,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)

1. Результат работы программы.

# Руководство программиста

## Описание алгоритмов

### Стек

Стек – это структура хранения, основанная на принципе «Last in, first out». Операции, доступные для стека: добавление элемента в вершину стека, взятие элемента с вершины стека, проверить элемент на вершине стека, проверка на полноту, проверка на пустоту.

**Добавление элемента на вершину стека**

Если стек не полон, то кладём новый элемент на его вершину.

Пример:

Операция добавления элемента со значением 3 в вершину стека:

|  |
| --- |
|  |
| 2 |
| 1 |

|  |
| --- |
| 3 |
| 2 |
| 1 |

**Взятие элемента с вершины стека.**

Если стек не пуст, то берём элемент с вершины, при этом удаляя этот элемент их стека.

Пример:

Операция взятия элемента со значением 3 с вершины:

|  |
| --- |
| 3 |
| 2 |
| 1 |

|  |
| --- |
|  |
| 2 |
| 1 |

А = 3 (взятый элемент можно положить в какую-нибудь переменную для последующего использования).

**Просмотр элемента на вершине стека.**

Просмотр значения верхнего элемента без его удаления из стека.

Пример:

Просмотр значения элемента с вершины стека:

|  |
| --- |
| 3 |
| 2 |
| 1 |

**Элемент на вершине равен 3.**

**Операция проверки на полноту.**

Если стек полон вернёт 1, иначе - 0.

Пример:

|  |
| --- |
| 3 |
| 2 |
| 1 |

Вернёт 1.

**Операция проверки на пустоту.**

Если стек пуст вернёт 1, иначе - 0.

|  |
| --- |
|  |
|  |
|  |

Пример:

Вернёт 1.

### Арифметическое выражение

Программа получает на вход некое арифметическое выражение. Затем она преобразовывает входное выражения в постфиксную форму и подсчитывает результат выражения.

**Получение инфиксной записи.**

На этом этапе нужно просто передать программе арифметическое выражение. Например, A+B-C.

**Получение постфиксной записи.**

**Программа разбивает строку на лексемы, каждая из которых является либо операндом, либо оператором.**

Алгоритм:

1. Создаем пустой стек операторов.

2. Создаем результирующую строку.

3. Проходим по каждому символу в инфиксной записи слева на право:

Если символ является операндом, добавляем его в результирующую строку.

Если символ является открывающей скобкой, помещаем его в стек операторов.

Если символ является закрывающей скобкой, извлекаем операторы из стека и добавляем их в результирующую строку до тех пор, пока не встретится открывающая скобка. Удаляем открывающую скобку из стека.

Если символ является оператором, то из вершины стека извлекаем операторы в результирующую строку до тех пор, пока не будет встречен оператор с меньшим приоритетом.

4. Извлекаем оставшиеся операторы из стека и добавляем их в результирующую строку.

Пример:

Выражение: А + B \* C

Результирующая строка S (пока пуста).

1. S = A 2. S = A 3. S = AB 4. S = AB 5. S = ABC 6. S = ABC\*+

Stack: (пуст) Stack: + Stack: + Stack: +\* Stack: +\* Stack: (пуст)

Результат: ABC\*+

**Вычисление результата.**

1. Проходим по каждому символу в постфиксной записи:

Если символ является операндом, помещаем его в стек операндов.

Если символ является оператором, извлекаем два операнда из стека, применяем оператор к этим операндам и помещаем результат обратно в стек.

2. После завершения прохода по всем символам, результат вычисления будет находиться на вершине стека операндов.

Полученное значение на вершине стека будет являться результатом вычисления постфиксной записи.

Пример:

Выражение: А + B\*C

Постфиксная запись: ABC\*+

Значение операндов: A = 1, B = 2, C = 3

1. Stack: 1 2. Stack: 1,2 3. Stack: 1,2,3 4. Stack 1,(2\*3) 5. Stack: 1+(2\*3) = 7.

## Описание программной реализации

### Описание класса TStack

template <typedef T>

class TStack {

private:

int MaxSize;

int top;

T\* elems;

public:

TStack(int size = 10);

TStack(const TStack<T>& stack);

~TStack();

T Top();

bool IsEmpty() const;

bool IsFull() const;

void Push(const T& elem);

T Pop() const;

};

Назначение: представление стека .

Поля:

MaxSize – максимальный размер стека.

\*elems – память для представления элементов стека.

top – индекс вершины стека (-1, если стек пустой).

Методы:

TStack(int size = 10);

Назначение: конструктор по умолчанию/конструктор с параметрами.

Входные параметры:

size – максимальный размер стека.

Выходные параметры: отсутствуют.

TStack(const TStack<T>& stack);

Назначение: конструктор копирования.

Входные параметры:

stack – копируемы стек.

Выходные параметры: отсутствуют.

~TStack();

Назначение: деструктор.

Входные параметры: отсутствуют.

Выходные параметры: отсутствуют.

**T Top() const;**

Назначение: копирование элемента на вершине стека.

Входные параметры отсутствуют.

Выходные параметры: элемент с вершины стека.

**bool IsEmpty();**

Назначение: проверка на пустоту.

Входные параметры: отсутствуют.

Выходные параметры: 1, если стек пуст, 0 иначе.

**bool IsFull();**

Назначение: проверка на полноту.

Входные параметры: отсутствуют.

Выходные параметры: 1, если стек полон, 0 иначе.

void Push(const T& elem);

Назначение: добавление элемента в стек.

Входные параметры:

elem – добавляемый элемент.

Выходные параметры отсутствуют.

T Pop();

Назначение: удаление элемента из вершины стека.

Входные параметры отсутствуют.

Выходные параметры: элемент с вершины стека.

### Описание класса ArithmeticExpression

using namespace std;

class ArithmeticExpression {

private:

string arexp;

vector<string> mas;

vector<string> post\_form;

map<string, double> values;

bool IsOperation(const string& symbol) const noexcept;

bool IsOperation(const char& symbol) const noexcept;

bool IsInvalidSign(const char& symbol) const noexcept;

void GetTokens();

void GetValues();

bool IsParam(const string& tok) const noexcept;

bool IsConst(const string& tok) const noexcept;

public:

ArithmeticExpression();

ArithmeticExpression(const string& str);

void ToPostfixForm();

float Calculate();

string InfixForm() const;

string PostfixForm() const;

};

Назначение: работа с инфиксной формой записи арифметических выражений

Поля:

arexp – инфиксная форма арифметического выражения.

mas – вектор лексем.

post\_form – вектор лексем, записанных в постфиксной форме.

values – словарь со значениями переменных.

Методы:

bool IsOperation(const string& symbol) const noexcept;

Назначение: определение является ли лексема оператором.

Входные параметры:

symbol – лексема типа данных string.

Выходные параметры: 1, если оператор, 0 иначе.

bool IsOperation(const char& symbol) const noexcept;

Назначение: определение является ли лексема оператором.

Входные параметры:

symbol – лексема типа данных char.

Выходные параметры: 1, если оператор, 0 иначе.

bool IsInvalidSign(const char& symbol) const noexcept;

Назначение: проверка валидности знака.

Входные параметры:

symbol – символ для проверки.

Выходные параметры: 1, если валидный, 0 иначе.

void GetTokens();

Назначение: разбиение выражеиня на лексемы.

Входные параметры: отсутствуют.

Выходные параметры: отсутствуют.

void GetValues();

Назначение: получение значений переменных

Входные параметры: отсутствуют.

Выходные параметры: отсутствуют.

bool IsParam(const string& tok) const noexcept;

Назначение: проверка является ли лексема переменной

Входные параметры:

tok – лексема для проверки.

Выходные параметры: 1, если переменная, 0 иначе

bool IsConst(const string& tok) const noexcept;

Назначение: проверка является ли лексема константой.

Входные параметры:

tok – лексема для проверки.

Выходные параметры: 1, если константа, 0 иначе.

ArithmeticExpression();

Назначение: конструктор.

Входные параметры:отсутствуют.

Выходные параметры:отсутствуют.

ArithmeticExpression(const string& str);

Назначение: конструктор с параметром.

Входные параметры:

str – выражение для преобразования.

Выходные параметры: отсутствуют.

void ToPostfixForm();

Назначение: конвертация в постфиксную форму.

Входные параметры: отсутствуют.

Выходные параметры: отсутствуют.

float Calculate();

Назначение: вычисление результата.

Входные параметры: отсутствуют.

Выходные параметры: отсутствуют.

string InfixForm() const;

Назначение: вывод оригинальной формы выражения.

Входные параметры: отсутствуют.

Выходные параметры: отсутствуют.

string PostfixForm() const;

Назначение: возвращение инфиксной формы.

Входные параметры: отсутствуют.

Выходные параметры: отсутствуют.

# Заключение

В ходе выполненной работы были изучены принципы работы со стеками. Реализован шаблонный класс стека.

Изучен алгоритм преобразования инфиксной формы выражения в постфиксную и реализован класс, хранящий в себе арифметическое выражение, преобразовывающий его в инфиксную форму и вычисляющий его результат.

# Литература

1. Польская запись [https://ru.wikipedia.org/wiki/Польская\_запись].

# Приложения

## Приложение А. Реализация класса TStack

template <typename T>

class TStack {

private:

int MaxSize;

int top;

T\* elems;

public:

TStack(int size = 10);

TStack(const TStack<T>& stack);

~TStack();

bool IsEmpty() const;

bool IsFull() const;

T Pop();

void Push(const T& elem);

T Top() const;

};

template <typename T>

TStack<T>::TStack(int size) {

if (size < 0) throw "out\_of\_range";

MaxSize = size;

top = -1;

elems = new T[MaxSize];

}

template <typename T>

TStack<T>::TStack(const TStack<T>& stack) {

MaxSize = stack.MaxSize;

top = stack.top;

elems = new T[MaxSize];

for (int i = 0; i <= top; i++) elems[i] = stack.elems[i];

}

template <typename T>

TStack<T>::~TStack() {

delete[] elems;

}

template <typename T>

bool TStack<T>::IsEmpty() const {

return (top == -1);

}

template <typename T>

bool TStack<T>::IsFull() const {

return (top == MaxSize - 1);

}

template <typename T>

T TStack<T>::Pop() {

if (IsEmpty()) throw "stack\_is\_empty";

return elems[top--];

}

template <typename T>

void TStack<T>::Push(const T& elem) {

if (IsFull()) throw "stack\_is\_full";

elems[++top] = elem;

}

template <typename T>

T TStack<T>::Top() const{

if (IsEmpty()) throw "stack\_is\_empty";

return elems[top];

}

## Приложение Б. Реализация класса Expression

map <string, int> pr = {

{"\*", 3},

{"/", 3},

{"+", 2},

{"-", 2},

{"(", 1},

};

ArithmeticExpression::ArithmeticExpression() {

cin >> arexp;

arexp += '\0';

GetTokens();

ToPostfixForm();

}

ArithmeticExpression::ArithmeticExpression(const string& str) {

arexp = str;

arexp += '\0';

GetTokens();

ToPostfixForm();

}

bool ArithmeticExpression::IsOperation(const string& symbol) const noexcept {

switch (symbol[0])

{

case '+': return true;

case '-': return true;

case '/': return true;

case '\*': return true;

case '(': return true;

case ')': return true;

default:

return false;

}

}

bool ArithmeticExpression::IsOperation(const char& symbol) const noexcept {

switch (symbol)

{

case '+': return true;

case '-': return true;

case '/': return true;

case '\*': return true;

case '(': return true;

case ')': return true;

default:

return false;

}

}

bool ArithmeticExpression::IsInvalidSign(const char& symbol) const noexcept {

return !IsOperation(symbol) && !isdigit(symbol) && !isalpha(symbol) && symbol != '.';

}

void ArithmeticExpression::GetTokens() {

int i = 0;

while (arexp[i] != '\0') {

string tok = "";

char symb = arexp[i];

while (!IsOperation(symb) && symb != '\0' && symb != ' ') {

tok += symb;

i += 1;

symb = arexp[i];

}

if (tok != "") mas.push\_back(tok);

if (IsOperation(symb)) {

string c(1, symb);

mas.push\_back(c);

}

i += 1;

}

}

void ArithmeticExpression::GetValues() {

for (const string& i : mas) {

if (!IsOperation(i) && !IsConst(i) && !values.count(i)) {

double val;

cout << i << " = ";

cin >> val;

values[i] = val;

}

else if (IsConst(i)) values[i] = stod(i);

}

}

bool ArithmeticExpression::IsParam(const string& tok) const noexcept{

if (isdigit(tok[0])) return false;

int i = 0;

while (tok[i] != '\0'){

if (IsInvalidSign(tok[i]) || IsOperation(tok[i])) return false;

i += 1;

}

return true;

}

bool ArithmeticExpression::IsConst(const string& tok) const noexcept {

int i = 0;

while (tok[i] != '\0') {

if (IsInvalidSign(tok[i]) || isalpha(tok[i]) || IsOperation(tok[i])) return false;

i += 1;

}

return true;

}

void ArithmeticExpression::ToPostfixForm() {

TStack<string> oper(mas.size());

for (const string& i : mas) {

if (IsConst(i) || IsParam(i)) post\_form.push\_back(i);

else if (IsOperation(i)) {

if (i == "(") oper.Push(i);

else if (i == ")") {

while (oper.Top() != "(") post\_form.push\_back(oper.Pop());

if (oper.IsEmpty()) throw "not found left bracket";

else oper.Pop();

}

else if (oper.IsEmpty() || pr[oper.Top()] < pr[i]) oper.Push(i);

else {

while (!oper.IsEmpty() && pr[oper.Top()] >= pr[i]) post\_form.push\_back(oper.Pop());

oper.Push(i);

}

}

else throw ("invalid name %s", i);

}

while (!oper.IsEmpty()) {

if (oper.Top() == "(") throw "right bracket not found";

post\_form.push\_back(oper.Pop());

}

}

float ArithmeticExpression::Calculate() {

GetValues();

TStack<float> st(post\_form.size());

st.Push(0);

for (const string& i : post\_form) {

if (!IsOperation(i)) st.Push(values[i]);

else {

switch (i[0]) {

case '+': {

float b = st.Pop(), a = st.Pop();

st.Push(a + b);

break;

}

case '\*': {

float b = st.Pop(), a = st.Pop();

st.Push(a \* b);

break;

}

case '-': {

float b = st.Pop(), a = st.Pop();

st.Push(a - b);

break;

}

case '/': {

float b = st.Pop(), a = st.Pop();

st.Push(a / b);

if (b == 0) throw "Division by zero";

break;

}

}

}

}

return st.Pop();

}

string ArithmeticExpression::InfixForm() const{

string str = "";

for (string i : mas) {

str += i;

}

return str;

}

string ArithmeticExpression::PostfixForm() const{

string str = "";

for (string i : post\_form) {

str += i;

}

return str;

}