Документация MicroServer Python API

1. Описание

«MicroServerAPI.py» – это модуль клиента «Microservices.MicroServer» для языка Python. Данный клиент раскрывает потенциал основной редакции сервера почти полностью (исключение – поддержка функций работы с внешним хранилищем).

2. Состав модуля

Модуль «MicroServerAPI» состоит из следующих классов:

* MicroService
* ResponseAddress

Класс «MicroService» является основным и предназначен, собственно, для с превращения обычного скрипта в сервис для MicroServer.

Для создания объекта данного класса, необходимо передать в конструктор как минимум два аргумента: адрес GET-JOB и адрес POST-JOB, по которым будет обращаться класс клиента. Оба адреса можно узнать из вывода отладочной редакции сервера сразу после старта:

![](data:image/png;base64,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)

Здесь строки «http://\*:8080/microserver/get-job/» и «http://\*:8080/microserver/post-job/» означают адреса GET-JOB и POST-JOB соответственно. Однако, это не законченные адреса, а шаблоны адресов. Чтобы получился конечный адрес:

1. вместо звёздочки нужно подставить IP-адрес или имя домена; если сервер работает на том же компьютере, что и данный клиент, звёздочку нужно заменить на «localhost». *Получится следующее: «http://localhost:8080/microserver/get-job/» и «http://localhost:8080/microserver/post-job/».*
2. Финальный штрих – убрать слеш с конца строки. *Финальный результат выглядит так: «http://localhost:8080/microserver/get-job» и «http://localhost:8080/microserver/post-job».*

Может получиться так, что звёздочки в адресе не будет, тогда следует пропустить 1 шаг. Могут быть ситуации, когда звёздочка находится в разных местах, тогда следует создать запрос, подходящий под шаблон (шаг 1 усложняется).

От сборки к сборке сервер может ожидать подключение на разных портах и с разными строками запросов, так что для ввода правильных адресов рекомендуется сначала запустить отладочную версию сервера, которая покажет порты и строки запросов (как на скриншоте выше).

Помимо адресов, конструктор также принимает необязательный аргумент «persistentMode», который отвечает за активацию «настойчивого режима». В этом режиме клиент не выдаёт ошибок соединения с сервером, а настойчиво пытается создать соединение. По умолчанию этот режим выключен, чтобы при указании неправильных адресов клиент выдал ошибку. **Рекомендуется** **включать** этот режим в готовых сервисах, так как он позволит не заботиться о порядке запуска этого сервиса и сервера (т.е. о том, что сервис должен быть запущен только после сервера).

Пример создания объекта с указанием аргументов конструктора (аргументы заданы по имени):

|  |
| --- |
| serv = MicroServerAPI.MicroService(url\_get='http://localhost:8080/microserver/get-job',  url\_post='http://localhost:8080/microserver/post-job')  serv2 = MicroServerAPI.MicroService(url\_get='http://localhost:8080/microserver/get-job',  url\_post='http://localhost:8080/microserver/post-job', persistentMode=True) |

В случае объекта, получаемого в переменной «serv», аргументу «persistentMode» по умолчанию даётся значение «False».

3. Методы класса MicroService

В классе MicroService реализованы следующие методы:

* GetJob
* GetNextJob
* PostJob
* PostIntermediateResult
* PostFinalResult
* ProcessAsFunction

Методы «GetJob» и «PostJob» являются основообразующими, так как на их основе реализован функционал остальных методов. Данные методы будут рассмотрены в конце, так как большую часть задач удобнее решить при помощи оставшихся методов.

3.1. GetNextJob

Данный метод должен быть использован для получения сервисом задачи с сервера. Вызов этого метода выглядит так:

|  |
| --- |
| data,addr = serv.GetNextJob(job\_type='PyTest.01') |

Метод возвращает 2 значения, одно из которых – данные (помещается в переменную «data»), второе – адрес возврата пакета данных (помещается в переменную «addr»). Важно, чтобы порядок указания переменных «data» и «addr» был именно таким. Переменная «addr» сохраняет в себя объект типа «ResponseAddress» (второй из существующих в модуле классов) и позже понадобится при отправке результата обработки, так что **её важно** **сохранить и не изменять**.

Метод принимает всего один аргумент – «job\_type» – имя задачи (имя типа данных), который сервис принимает на обработку. В данном случае имя ­типа данных – «PyTest.01». На самом деле, **имя типа – это просто строка, которая была придумана** создателем другого сервиса.

Этот метод является блокирующим, так что вызвавший этот метод поток будет находиться в ожидании, пока пакет данных нужного типа не придёт.

Что именно находится в переменной «data»? По идее, Вы должны это знать ещё до вызова «GetNextJob», ведь Вы сами указываете аргумент «job\_type» (даёте имя типу). Однако, если говорить об общем случае, в переменной «data» будет находиться комбинация типов dictionary, list, или string, или boolean, или number, или None. Если в data будет находиться dictionary или list, то состоять он может из всего, что было перечислено ранее.

Структура полученных данных будет в значительной степени напоминать JSON, так как возвращённые объект есть ни что иное, как JSON, преобразованный в набор вложенных друг в друга объектов Python.

3.2. PostFinalResult

Данный метод принимает следующие аргументы:

|  |
| --- |
| serv.PostFinalResult(content='some string content', responseAddress=addr,  result\_type='PyTest.01.Result') |

Этот метод ничего не возвращает, но принимает «content» – результат обработки поступивших данных и «responseAddress» – адрес возврата пакета, который в случае этого примера хранится в переменной «addr». Оба из ранее приведённых аргументов обязательны к указанию.

*Вы можете заметить, что в случае примера результат обработки данных не зависит от того, что поступило в сервис (через «GetNextJob»). Это принципиально неправильно в большинстве случаев.*

Последний аргумент – «result\_type» – тип результата, который по умолчанию равен «null». В этом аргументе Вы можете дать имя типа содержимому «content». Настоятельно **рекомендуется создавать имена типов, частью которых является уникальное имя сервиса**. Нужно это во избежание ненужных совпадений имён типов у пакетов, данные в которых имеют разную структуру (например, в одном хранится строка, а в другом – массив чисел). Такие совпадения с большой вероятностью станут причиной неправильной работы конечной микро-сервисной системы.

Давать имя типу в данном методе не обязательно, но очень желательно, так как это позволит ускорить обработку пакетов на стороне сервера.

3.3. PostIntermediateResult

Данный метод имеет аналогичный PostFinalResult набор аргументов:

|  |
| --- |
| serv.PostIntermediateResult(content='some string content', responseAddress=addr,  result\_type='PyTest.01.Result') |

Функционал у этого метода тоже очень похож, так этот метод предназначен также как и предыдущий для отправки результатов обработки поступивших данных, по завершению обработки (никак не во время обработки), но есть важное отличие.

Метод PostFinalResult отправляет пакет с результатом обработки данных непосредственно тому сервису, который запросил эту обработку. Можно сказать, что этот метод возвращает пакет по ранее полученному адресу.

В противовес, метод PostIntermediateResult отправляет пакет не по ранее полученному адресу, а просто размещает его на сервере как очередную задачу уже для другого сервиса. Таким образом, текущий сервис может «делегировать» задачу по обработке **этого** пакета другому сервису и больше не возвращаться к **этому** пакету. Теперь этот сервис может заняться другим пакетом, «переложив ответственность» за старый пакет на другой сервис, которой также может делегировать часть задачи по обработке другому сервису и так далее, но, в итоге, последний в цепочке обработки сервис должен вызвать метод PostFinalResult, вернув тем самым результат в тот сервис, который инициировал весь этот «конвейер» по обработке пакета (то есть в тот сервис, который послал полностью необработанный пакет первому в цепочке сервису).

Именно из-за того, что PostIntermediateResult делегирует задачу другому сервису, в нём аргумент «result\_type» обязателен и этот аргумент **не должен (!)** совпадать с аргументом «job\_type» метода GetNextJob из этого же сервиса, иначе этот сервис делегирует обработку самому себе, войдя тем самым в бесконечный цикл обработки одного и того же пакета *(со второй итерации начиная повреждать данные пакета)*.

4. (3.3+½) Шаблон типичного сервиса для обработки данных

|  |
| --- |
| import MicroServerAPI  serv = MicroServerAPI.MicroService('http://localhost:8080/microserver/get-job',  'http://localhost:8080/microserver/post-job', persistentMode=True)  while True:  data,addr = serv.GetNextJob(job\_type='ArrayConcatenator.A42.ConcatenateStringArrayToString')  #Begin of data processing area    result\_string = ""    for item in data:  result\_string += item    #End of data processing area  serv.PostFinalResult(content=result\_string,  result\_type='ArrayConcatenator.A42.ConcatenateStringArrayToString.Result',  responseAddress=addr) |

Выше Вы могли наблюдать пример типичного микро-сервиса. В начале создаётся объект для взаимодействия с сервером («serv»), далее следует бесконечный цикл, в котором идёт обработка пакетов с именем типа «ArrayConcatenator.A42.ConcatenateStringArrayToString».

*Обратите внимание, «A42» – это условно случайная комбинация символов (придуманная разработчиком сервиса), которая нужна во избежание ненужных совпадений имён типов (об этом говорилось ранее). «ArrayConcatenator» – это имя самого микро-сервиса, «ConcatenateStringArrayToString» – имя задачи для обработки. Обратите внимание, имя для этой задачи могло бы быть, например, и таким: «62f54e2bd30ad44a6be7d22a7238003892357ed8», от чего функционально ничего бы не изменилось, но первый вариант гораздо более предпочтителен, так как гораздо информативнее для человека.*

После получения данных и адреса возврата, выполнение скрипта заходит в область обработки данных, где объявляется переменная «result\_string» (которая имеет тип «string»). Далее предполагается, что «data» – это массив строк («предположение» сделано на основе того, что пакет для обработки выбирался по указанному имени типа, а не случайный). Далее этот массив циклом объединяется в одну строку, после чего выполнение скрипта выходит за рамки области обработки данных.

Здесь используется переменная с результатом («result\_string»), а также ранее полученный адрес («addr»). Имя типа здесь не обязательно, но оно указано (и его желательно указывать). Обратите внимание на то, что имя типа в методе PostFinalResult **отличается** от имени типа в GetNextJob.

Обратите внимание, **после обработки данных и отправки результата, сервис должен забыть все данные, с которыми работал**, после чего повторить цикл получения и отправки снова.

Помимо прочего, заметьте, что порядок следования аргументов метода PostFinalResult в примере отличается от того, что был показан ранее. Это связано с тем, что к аргументам здесь идёт обращение по имени, без учёта позиции (см. именованные аргументы в python).

3.4. ProcessAsFunction

*Ранее были рассмотрены методы, используемые для организации работы обрабатывающего данные микро-сервиса. Однако, на данный момент неясным является способ «производства» данных для обработки. Каким образом данные откуда-то извне попадут в микро-сервисную систему?*

Ответ: например, при помощи метода ProcessAsFunction.

Вызов этого метода выглядит так:

|  |
| --- |
| result = serv.ProcessAsFunction(content='14+24\*(1/7)',  requested\_function='A424.Сalculator.CalcExpression',  target\_content\_type='A424.Сalculator.CalcExpression.Result') |

Аргумент «requested\_function» – по своей сути всё тот же «job\_type», но так как здесь речь идёт об обработке данных другими сервисами (текущий сервис только производит данные, обработки никакой сам не ведёт), аргументы называются немного иначе. Аргумент «requested\_function» следует воспринимать как «имя функции, которая будет обрабатывать мои данные».

Аргумент «content» содержит данные, которые нужно обработать.

Текущей сервис должен знать, в каком виде нужно представить данные (строка, массив, словарь и т.д.), чтобы желаемый сервис мог их обработать. Он также должен знать, что нужно написать в аргументе «requested\_function», чтобы данные попали в нужный сервис (и чтобы вообще хоть куда-то попали).

Последний аргумент («target\_content\_type») не является обязательным, но желателен для более быстрой обработки пакета на стороне сервера. Важно отметить, что это **только при условии, что сервисы обработки данных при размещении результата указывают тип этого результата, иначе указание аргумента «target\_content\_type» не позволит получить результат!** Как можно понять, не указывать аргумент «target\_content\_type» – универсальное (но нередко – менее эффективное) решение.

Можно ли вызывать метод ProcessAsFunction для обработки каких-то данных внутри блока кода между GetNextJob и PostFinalResult? Конечно же, **ProcessAsFunction можно вызывать в блоке обработки данных (при том, неограниченное количество раз)**. Только важно, чтобы «requested\_function» метода ProcessAsFunction не совпадал с «job\_type» метода GetNextJob из этого же сервиса.

5. Пример микро-сервисной системы

Небольшой пример состоит из 3-х файлов, код двух из которых приведён ниже. Третий файл – это файл модуля клиента («MicroServerAPI.py»), который необходимо иметь неподалёку от файлов кода скрипта (в примерах этот файл в той же папке, что и сами скрипты).

Код сервиса обработки данных (ExampleService.ArrayConcatenator.py):

|  |
| --- |
| import MicroServerAPI  serv = MicroServerAPI.MicroService(url\_get='http://localhost:8080/microserver/get-job',  url\_post='http://localhost:8080/microserver/post-job',  persistentMode=True)  while True:  data,addr=serv.GetNextJob(job\_type='ArrayConcatenator.A42.ConcatenateStringArrayToString')  #Begin of data processing area    result\_string = ""    for item in data:  result\_string += item    #End of data processing area  serv.PostFinalResult(content=result\_string,  result\_type='ArrayConcatenator.A42.ConcatenateStringArrayToString.Result',  responseAddress=addr) |

Код сервиса для получения данных извне (ExampleService.TestProgram.py):

|  |
| --- |
| import MicroServerAPI  serv = MicroServerAPI.MicroService(url\_get='http://localhost:8080/microserver/get-job',  url\_post='http://localhost:8080/microserver/post-job',  persistentMode=True)  while True:  st = []  inp = input('Enter string: ')  while inp != '':  st.append(inp)  inp = input('Enter next string (leave blank to exit): ')  print("Input array:")  print(st)  print()  print("Requesting concatenation...")  result = serv.ProcessAsFunction(content=st,  requested\_function='ArrayConcatenator.A42.ConcatenateStringArrayToString',  target\_content\_type='ArrayConcatenator.A42.ConcatenateStringArrayToString.Result')  print("Result: ")  print(result)  print() |

Первый из приведённых выше сервисов занимается обработкой данных, поэтому сразу подключается к серверу. Однако, если сервер не запущен, в дело вступает «persistentMode»: сервис ждёт запуска сервера, так что очерёдность запуска этому сервису не важна (очевидно, серверу очерёдность запуска не важна в принципе).

Второй уже не занимается обработкой, а ждёт ввода данных пользователем. Если запустить этот сервис в то время, когда сервер не запущен, этот сервис всё равно будет ожидать не сервер, а ввода данных пользователем. Если же к моменту завершения ввода данных пользователем сервер окажется по-прежнему не запущенным, сервис начнёт ожидать уже сервер (благодаря «persistentMode»).

6. Поля модуля MicroService

В классе MicroService существуют следующие свойства:

* PersistentMode

Значение свойства «PersistentMode» можно изменять уже после создания объекта класса «MicroService». Это позволяет создать класс с аргументом конструктора «persistentMode» равным «False», а после выполнения нужного кода, установить свойству «PersistentMode» значение «True», включив тем самым настойчивый режим.

7. Продвинутые методы

К основообразующим (продвинутым) методам класса клиента относятся:

* GetJob
* PostJob

На основе именно вышеприведённых методов были реализованы все рассмотренные ранее методы.

7.1. GetJob

Вызов данного метода выглядит так:

|  |
| --- |
| data,addr = serv.GetJob(job\_type='PyTest.01',  job\_id='81fe8bfe87576c3ecb22426f8e57847382917acf') |

Как можно заметить, этот метод похож на «GetNextJob»: возвращает такое же количество переменных, в том же порядке, присутствует аргумент «job\_type». Однако, отличие тоже есть: один из аргументов GetJob не обязателен. Можно указать оба аргумента, либо можно указать только «job\_type», либо указать только «job\_id». Не указывать ни одного аргумента нельзя.

Как несложно догадаться, «GetNextJob» есть ни что иное как GetJob без указания «job\_id».

Зачем задаче нужен идентификатор?

Для начала, нужно усвоить, что **неуказанный аргумент приобретает значение «null»**, то есть не разницы между тем чтобы не указывать аргумент, и тем, чтобы указать его и передать значение «null».

Затем, нужно понять, какой именно смысл имеет значение «null»: это особое значение, которое может одновременно показывать и отсутствие, и безразличие в зависимости от действия. Если пакет отправляется на сервер, то «null» в пакете означает отсутствие значения того или иного поля. Если же пакет запрашивается с сервера, то «null» в запросе означает безразличие к значение соответствующего поля.

Вот теперь можно вернуться к вопросу «Зачем задаче нужен идентификатор?».

Идентификатор для задачи указывается в случае, когда сервису нужно получить результат обработки своего пакета. (Вам это не напоминает метод «ProcessAsFunction»?) Идентификатору нужно быть уникальным для всей микро-сервисной системы, плюс ко всему, он, в отличие от типа, одноразовый и генерируется клиентом непосредственно перед отправкой пакета. За все ранее перечисленные свойства его можно считать полноценным «именем» пакета, ну а если говорить ближе к введённым ранее обозначениям, то «адресом», а точнее – «адресом возврата». Кажется, про адрес возврата ранее было что-то сказано, верно?

Ранее адрес возврата был рассмотрен как данность: он есть, его нужно сохранить и передать. Здесь признак пакета в виде желаемого идентификатора (адреса возврата) можно задать.

Конечно же, в переменной «addr» будет храниться тот же адрес, который задали при запросе (если задали), и, конечно же, чтобы задать адрес в GetJob, этот адрес ещё нужно откуда-то узнать. Узнать адрес извне никак нельзя, а, значит, остаётся только создать свой собственный уникальный идентификатор (адрес возврата) и создать пакет с таким идентификатором.

7.2. PostJob

Вызов данного метода выглядит так:

|  |
| --- |
| serv.PostJob(content='data to process',  job\_type='PyTest.01',  job\_id='81fe8bfe87576c3ecb22426f8e57847382917acf',  visibleId=False) |

Из уже известных аргументов здесь «content» и «job\_type» (в методах PostFinalResult и PostIntermediateResult этот аргумент назывался «result\_type»).

Из обязательных аргументов здесь только «content». «job\_type» и «job\_id» могут быть указаны оба или по отдельности, но, как и в GetJob, не могут отсутствовать вместе. *Есть ещё одно ограничение, о котором будет сказано позже.*

Аргумент «job\_id» нужен чтобы отправить пакет с заданным этому аргументу идентификатором. Как было сказано ранее, этот идентификатор будет являться адресом возврата, так что его нужно будет указать в GetJob.

Кажется, с этими сведениями можно написать собственную функцию «ProcessAsFunction»:

|  |
| --- |
| def ProcessAsFunction(content, requested\_function, target\_content\_type='null'):  uid = 'MyModuleUniqueName.' + str(datetime.now())    serv.PostJob(content=content,  job\_type=requested\_function,  job\_id=uid,  visibleId=False)    data,addr = serv.GetJob(job\_type=target\_content\_type, job\_id=uid)    return data |

Как можно заметить в примере, идентификатор генерируется программой в начале функции из имени модуля («MyModuleUniqueName.») и текущего времени (в виде строки получается комбинацией «str(datetime.now())»). Это позволяет создать в достаточной степени уникальный идентификатор, который сохраняется в переменную «uid».

Затем в примере вызывается метод «PostJob», которому отдаётся в том числе и созданный uid. По завершению выполнения PostJob, пакет находится на сервере. Теперь его могут получить другие сервисы (разумеется, **один пакет может попасть только на один сервис**).

Теперь можно ждать результата обработки. Делается это в методе GetJob, которому передаётся ожидаемый тип пакета, и, что самое важное, идентификатор пакета (переменная «uid»), по которому возможно опознать именно тот самый среди потенциальных десятков с аналогичным типом.

Обратите внимание, созданная функция возвращает только переменную «data». Переменная «addr» фактически не нужна здесь, так как в ней содержится то, что уже известно: «uid».

Вы ещё не догадались, для чего нужен аргумент «visibleId» у метода «PostJob»? Что ж, предлагаю подумать. Если что, ответ ниже.

Что ж, давайте представим, что такого аргумента нет. Рассмотрим ситуацию, когда «target\_content\_type» равняется «null». При помощи PostJob в этом случае создаётся пакет с исходными данными, типом и идентификатором, но без указания аргумента «visibleId» (что эквивалентно visibleId=True). Далее при помощи GetJob выполняется запрос пакета, но только по идентификатору (так как «target\_content\_type» не был задан). Есть ли на сервере в момент выполнения команды GetJob пакет с идентификатором uid? Конечно, есть: этот тот самый пакет, который был отправлен на сервер прошлой командой. Как результат именно этот пакет и будет получен. Получится, что придут те же данные, что ушли.

Аргумент «visibleId» со значением «False» решает проблему просто и эффективно: путём сокрытия идентификатора в отправляемом пакете. Сервер не будет сравнивать запрашиваемый идентификатор с идентификатором пакета, если последний скрыт. Таким образом, пакет со скрытым id не может быть получен по id, а единственный способ получения такого пакета – это запросить его с идентификатором «null» (т.е. безразличие к идентификатору) и совпадающим именем типа (из этого вытекает ограничение: **имя типа не может быть «null» когда идентификатор скрыт**).

После обработки данных пакета со скрытым id, его нужно вернуть сервису, создавшему задачу на обработку. Как раньше говорилось, это можно сделать при помощи метода PostFinalResult (частный случай PostJob), который отправляет результат обработки в пакете с соответствующим результату именем типа, старым идентификатором («uid» в нашем примере и «адрес возврата» для обрабатывающего сервиса), который обозначается видимым.

После отправки PostFinalResult пакета с видимым id, в примере выше метод GetJob получит пакет с результатом по id и возвратит результат в вызвавший код.

8. Рекомендуемая литература

Настоятельно рекомендуется ознакомление с программой отладки коммуникации микро-сервисов в MicroServer: «Документация MicroServer.Debugger». Рекомендуется более углублённая в устройство MicroServer литература: «Документация Microservices.MicroServer». Возможно, будет полезным познакомиться и с клиентами API MicroServer для других языков программирования.