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The project's **domain background** — the field of research where the project is derived is Healthcare. This project will focus on predicting heart disease using neural networks. Based on attributes such as blood pressure, cholesterol levels, heart rate, and other characteristic attributes, patients will be classified according to varying degrees of coronary artery disease. This project will utilize a dataset of 303 patients and distributed by the UCI Machine Learning Repository. I will be using some common Python libraries, such as pandas, NumPy, and Matplotlib. Furthermore, for the machine learning side of this project, we will be using sk-learn and Keras.

**A problem statement —** The task is to predict heart disease using neural networks based on attributes. This is a classification problem where the model takes attributes and detects whether the patient has heart disease or not.

The **datasets and inputs** — The dataset is available through the University of California, Irvine Machine learning repository. Here is the URL:

[http:////archive.ics.uci.edu/ml/datasets/Heart+Disease](http://archive.ics.uci.edu/ml/datasets/Heart+Disease)

This dataset contains patient data concerning heart disease diagnosis that was collected at several locations around the world. There are 76 attributes, including age, sex, resting blood pressure, cholestoral levels, echocardiogram data, exercise habits, and many others. To data, all published studies using this data focus on a subset of 14 attributes - so we will do the same. More specifically, I will use the data collected at the Cleveland Clinic Foundation.

Abstract: 4 databases: Cleveland, Hungary, Switzerland, and the VA Long Beach
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A **solution statement** — I’m going to use Keras to build and train our network. This model will be relatively simple and will only use dense (also known as fully connected) layers. This is the most common neural network layer. The network will have one hidden layer, use an Adam optimizer, and a categorical cross entropy loss. I won't worry about optimizing parameters such as learning rate, number of neurons in each layer, or activation functions in this project.

A **benchmark model** — I’ll use the default vanilla model as the benchmark. Hyper parameter tuning my final model will result in significant improvements over this benchmark.

A set of **evaluation metrics** — Once the model is trained, I need to test its performance on the testing dataset. The model has never seen this information before; as a result, the testing dataset allows me to determine whether or not the model will be able to generalize to information that wasn't used during its training phase. I will use some of the metrics provided by Scikit-learn for this purpose such as classification reports and accuracy score.

**An outline of the** project design—The project design includes the following phases:

* **Data Preprocessing:** This dataset is going to require multiple preprocessing steps. First, I have columns in our DataFrame (attributes) that I don't want to use when training our neural network. I will drop these columns first. Secondly, I’ll remove the missing data which is indicated by a “?” and then drop the rows with NaN values from DataFrame. During the pre-processing, I will also split the dataset into X and Y datasets, where X has all of the attributes I want to use for prediction and Y has the class labels.
* **Data Splitting:** Split the data into a training set and validation set with an 80-20 split.
* **Model Training and evaluation:** I will start with the simple model architecture first before training and evaluation. Then iterate this process trying different architectures and hyper-parameters to reach an accuracy I’m happy with.
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