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Data Structures Practical List

1. Write a Program to display elements of single dimensional array with their memory addresses.

# Code:-

//Write a Program to display elements of single dimensional array with their memory addresses.

#include<stdio.h> int main(){

int arr[10]={10,20,30,40,50,60,70,80,90,100};

int \*ptr=arr;

for (int i=0;i<10;i++)

{

printf("The element %d has address of %p\n",arr[i],&arr[i]);

}

return 0;

}

# Output:-
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1. Write a Program to display elements of Two-dimensional array with their memory addresses.

# Code:-

// Write a Program to display elements of Two-dimensional array with their memory addresses.

#include<stdio.h> int main(){

int arr[2][2]={{1,10},{53,4}};

int \*ptr=arr[0];

for (int i=0;i<2;i++)

{

for (int j=0;j<2;j++)

{

printf("The element %d has address is

%p\n",arr[i][j],&arr[i][j]);

}

}

return 0;

}

# Output:-

# 

1. Write a program to implement the concept of Stack and perform following operations on Stack.
   * Push
   * Pop
   * Peep
   * Change
   * Display

Code:-

#include <stdio.h> #define SIZE 4

int top = -1; int Stack[SIZE];

int value, position;

void push() {

if (top == SIZE - 1) { printf("Stack Overflow\n");

} else {

top++;

printf("Enter value to insert in stack: "); scanf("%d", &value);

Stack[top] = value;

}

}

void pop() {

if (top == -1) {

printf("Stack Underflow\n");

} else {

value = Stack[top]; top--;

printf("The Deleted Value is %d\n", value);

}

}

void peep() {

if (top == -1) {

printf("Stack Underflow\n");

} else {

printf("Enter the position to retrieve the element: "); scanf("%d", &position);

if (position > 0 && position <= top + 1) {

printf("The element at position %d is %d\n", position, Stack[top - position + 1]);

} else {

printf("Invalid position!\n");

}

}

}

void change() { if (top == -1) {

printf("Stack Underflow\n");

} else {

printf("Enter the position for the value to change: "); scanf("%d", &position);

if (position > 0 && position <= top + 1) { printf("Enter the new value: "); scanf("%d", &value);

Stack[top - position + 1] = value;

printf("Value at position %d changed to %d\n", position, value);

} else {

printf("Invalid position!\n");

}

}

}

void display() { if (top == -1) {

printf("Current Stack is Empty\n");

} else {

printf("Current Stack: "); for (int i = top; i >= 0; i--) {

printf("%d ", Stack[i]);

}

printf("\n");

}

}

int main() { int choice; do {

printf("\nStack Menu:\n"); printf("1. Push Operation\n"); printf("2. Pop Operation\n"); printf("3. Peep Operation\n"); printf("4. Change Operation\n"); printf("5. Display Stack\n"); printf("6. Exit\n");

printf("Enter your choice: "); scanf("%d", &choice);

switch (choice) { case 1:

push(); display(); break;

case 2:

pop(); display(); break;

case 3:

peep(); display(); break;

case 4:

change(); display(); break;

case 5:

display(); break;

case 6:

printf("Exiting...\n"); break;

default:

printf("Invalid choice!\n");

}

} while (choice != 6);

return 0;

}

Output:-
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1. Write a program to evaluate a postfix expression using stack.

Code:-

#include <stdio.h> #include <ctype.h> #include <stdlib.h>

#define MAX\_SIZE 100

int stack[MAX\_SIZE]; int top = -1;

void push(int x) {

if (top >= MAX\_SIZE - 1) { printf("Stack Overflow\n"); return;

}

top++; stack[top] = x;

}

int pop() {

if (top < 0) {

printf("Stack Underflow\n"); return -1;

}

int x = stack[top]; top--;

return x;

}

int isOperand(char c) {

return (c >= '0' && c <= '9');

}

int evaluatePostfix(char \*postfix) { int i, op1, op2, result;

for (i = 0; postfix[i] != '\0'; i++) { if (isOperand(postfix[i])) {

push(postfix[i] - '0');

} else {

op2 = pop(); op1 = pop();

switch (postfix[i]) { case '+':

result = op1 + op2; break;

case '-':

result = op1 - op2; break;

case '\*':

result = op1 \* op2; break;

case '/':

result = op1 / op2; break;

default:

printf("Invalid operator\n"); return -1;

}

push(result);

}

}

return pop();

}

int main() {

char postfix[MAX\_SIZE];

printf("Enter a postfix expression: "); scanf("%s", postfix);

int result = evaluatePostfix(postfix); printf("Result: %d\n", result);

return 0;

}

Output:-
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1. Write a program to find GCD of two numbers using recursion.

Code:-

//5. Write a program to find GCD of two numbers using recursion. #include<stdio.h>

int gcd(int a,int b){ if (b==0)

{

return a;

}

return gcd(b, a % b);

}

int main(){ int num1; int num2;

printf("Enter the number 1:\n"); scanf("%d",&num1); printf("Enter the number 2:\n"); scanf("%d",&num2);

int result=gcd(num1,num2);

printf("The GCD of %d and %d is: %d\n", num1, num2, result); return 0;

}

Output:-
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1. Write a program to implement the concept of Simple Queue and perform insert and delete operations on simple queue.

Code:- #include<stdio.h> #define SIZE 4

int Queue[SIZE]; int front=-1;

int rear=-1; int value;

void insert(){

if (rear>=SIZE-1)

{

printf("Stack is Full");

}

else{

printf("Enter the value to Insert:"); scanf("%d",&value);

if (front==-1)

{

front=0;

}

rear=rear+1; Queue[rear]=value;

}

}

void delete(){

if (front==-1)

{

printf("Queue is empty");

}

else{

value=Queue[front]; if (front==rear)

{

front=rear=-1;

}

else{

front=front+1;

}

printf("The deleted value is %d\n",value);

}

}

void printQueue(){ if (front==-1)

{

printf("Queue is empty there is no element in Queue");

}

else{

printf("The Current Queue is\n"); for (int i = front; i <= rear; i++) {

printf("%d ", Queue[i]);

}

printf("\n");

}

}

int main(){ int choice; while (1){

printf("\n \n");

printf("Enter 1 for Insert Operation\n"); printf("Enter 2 for Delete Operation\n"); printf("Enter 3 to Print Queue\n"); printf("Enter 0 to Exit\n");

printf(" \n");

scanf("%d", &choice);

{

switch (choice)

{

case 1:

insert(); printQueue(); break;

case 2:

delete(); printQueue(); break;

case 3:

printQueue(); break;

default: break;

}

}

}

return 0;

}

Output:-
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6.Write a program to implement the concept of Circular Queue and perform insert and delete operations on circular queue.

Code:- #include<stdio.h> #define SIZE 4

int CircularQueue[SIZE]; int front=-1,rear=-1;

void insert(){ int value;

if ((front==0 && rear==SIZE-1) || (rear == (front - 1) % (SIZE - 1)))

{

printf("Queue is full there is no space in queue\n");

}

else{

printf("Enter the value in queue\n"); scanf("%d",&value);

if (front==-1)

{

front=rear=0;

}

else if (rear==SIZE-1 && front!=0)

{

rear=0;

}

else{

rear=rear+1;

}

CircularQueue[rear]=value;

}

}

void delete(){ if (front==-1)

{

printf("Queue is empty");

}else {

printf("Deleted element: %d\n", CircularQueue[front]);

if (front == rear) { front = rear = -1;

} else if (front == SIZE - 1) { front = 0;

} else {

front++;

}

}

}

void printqueue(){ if (front == -1) {

printf("Queue is Empty\n");

} else {

printf("Queue elements are: "); if (rear >= front) {

for (int i = front; i <= rear; i++) { printf("%d ", CircularQueue[i]);

}

} else {

for (int i = front; i < SIZE; i++) { printf("%d ", CircularQueue[i]);

}

for (int i = 0; i <= rear; i++) { printf("%d ", CircularQueue[i]);

}

}

printf("\n");

}

}

int main(){ int choice; while (1)

{

printf(" \n");

printf("1.To Insert Value in Circular Queue\n"); printf("2.To Delete Value in Circular Queue\n"); printf("3.To Print Values in Circular Queue\n"); printf(" \n");

scanf("%d",&choice);

switch (choice)

{

case 1:

insert(); printqueue(); break;

case 2:

delete(); printqueue(); break;

case 3:

printqueue(); break;

default: break;

}

}

return 0;

}

Output:-
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8. Write a program to implement the concept of Deque and perform insert and delete operations on deque.

Code:-

#include <stdio.h> #define SIZE 4

int rear = -1; int front = -1;

int Queue[SIZE]; int value;

void insertRear(){

if ((rear + 1) % SIZE == front)

{

printf("Queue is full you can't insert the value\n");

}

else{

if (front==-1)

{

front=0; rear=0;

}

else{

rear=(rear+1)%SIZE;

}

printf("Enter the value to insert in queue\n"); scanf("%d",&value);

Queue[rear]=value;

}

}

void insertFront(){

if ((front == 0 && rear == SIZE - 1) || (front == rear + 1)) {

printf("Queue Overflow\n"); return;

} else {

if (front == -1) { front = 0;

rear = 0;

} else if (front == 0) { front = SIZE - 1;

} else {

front = front - 1;

}

printf("Enter the value to insert in queue:\n"); scanf("%d", &value);

Queue[front] = value;

}

}

void deleteFront(){ if (front==-1)

{

printf("Queue is Empty\n");

}

else{

value=Queue[front];

printf("Deleted Value is %d\n",value); if (front==rear)

{

front=rear=-1;

}

else{

front = (front + 1) % SIZE;

}

}

}

void printQueue() { if (front == -1) {

printf("Queue is empty.\n");

} else {

printf("Queue: "); int i = front; while (i != rear) {

printf("%d ", Queue[i]); i = (i + 1) % SIZE;

}

printf("%d\n", Queue[rear]);

}

}

int main(){ int choice; while (1)

{

printf(" \n");

printf("1.Insert the value at rear pointer\n"); printf("2.Insert the value at front pointer\n"); printf("3.Delete the value at front pointer\n"); printf("4.Print the Queue\n");

printf(" \n");

scanf("%d",&choice);

switch (choice){ case 1:

insertRear(); printQueue(); break;

case 2:

insertFront(); printQueue(); break;

case 3:

deleteFront(); printQueue(); break;

case 4:

printQueue(); break;

default: break;

}

}

return 0;

}

Output:-

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

1

Enter the value to insert in queue

20

Queue: 20

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

1

Enter the value to insert in queue

30

Queue: 20 30

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

1

Enter the value to insert in queue

11

Queue: 20 30 11

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

1

Enter the value to insert in queue

22

Queue: 20 30 11 22

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

1

Queue is full you can't insert the value

Queue: 20 30 11 22

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

2

Queue Overflow

Queue: 20 30 11 22

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

4

Queue: 20 30 11 22

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

3

Deleted Value is 20

Queue: 30 11 22

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

3

Deleted Value is 30

Queue: 11 22

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

2

Enter the value to insert in queue:

11

Queue: 11 11 22

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

1

Enter the value to insert in queue

44

Queue: 11 11 22 44

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

4

Queue: 11 11 22 44

1.Insert the value at rear pointer

2.Insert the value at front pointer

3.Delete the value at front pointer

4.Print the Queue

9. Write a program to implement the concept of Singly Linked List. Perform following

operations:

• Insert First

• Insert Last

• Insert by Position

• Delete First

• Delete Last

• Delete by Position

• Display the List

Code:-

#include <stdio.h>

#include <stdlib.h>

struct node {

int info;

struct node \*link;

} \*first = NULL;

void leftInsert(int value) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation failed\n");

return;

}

newnode->info = value;

newnode->link = first;

first = newnode;

printf("Node inserted at the front with value %d\n", value);

}

void RightInsert(int value) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation Failed!\n");

return;

}

newnode->info = value;

newnode->link = NULL;

if (first == NULL) {

first = newnode;

} else {

struct node \*temp = first;

while (temp->link != NULL) {

temp = temp->link;

}

temp->link = newnode;

}

printf("Node inserted at the end with value %d\n", value);

}

void DeleteLeft() {

if (first == NULL) {

printf("List is empty, nothing to delete\n");

return;

}

struct node \*temp = first;

first = first->link;

printf("Node with value %d deleted from the front\n", temp->info);

free(temp);

}

void DeleteRight() {

if (first == NULL) {

printf("List is empty, nothing to delete\n");

return;

}

if (first->link == NULL) {

printf("Node with value %d deleted from the end\n", first->info);

free(first);

first = NULL;

return;

}

struct node \*temp = first;

while (temp->link->link != NULL) { // Find the second last node

temp = temp->link;

}

struct node \*lastNode = temp->link;

printf("Node with value %d deleted from the end\n", lastNode->info);

free(lastNode);

temp->link = NULL;

}

void InsertAtPosition(int value, int position) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation failed\n");

return;

}

newnode->info = value;

if (position == 1) {

newnode->link = first;

first = newnode;

printf("Node inserted at position %d with value %d\n", position, value);

return;

}

struct node \*temp = first;

for (int i = 1; i < position - 1 && temp != NULL; i++) {

temp = temp->link;

}

if (temp == NULL) {

printf("Position %d is out of bounds\n", position);

free(newnode);

} else {

newnode->link = temp->link;

temp->link = newnode;

printf("Node inserted at position %d with value %d\n", position, value);

}

}

void DeleteAtPosition(int position) {

if (first == NULL) {

printf("List is empty, nothing to delete\n");

return;

}

if (position == 1) {

struct node \*temp = first;

first = first->link;

printf("Node with value %d deleted from position %d\n", temp->info, position);

free(temp);

return;

}

struct node \*temp = first;

for (int i = 1; i < position - 1 && temp->link != NULL; i++) {

temp = temp->link;

}

if (temp->link == NULL) {

printf("Position %d is out of bounds\n", position);

} else {

struct node \*nodeToDelete = temp->link;

temp->link = nodeToDelete->link;

printf("Node with value %d deleted from position %d\n", nodeToDelete->info, position);

free(nodeToDelete);

}

}

void displayList() {

struct node \*temp = first;

if (first == NULL) {

printf("List is empty\n");

return;

}

printf("The linked list is: ");

while (temp != NULL) {

printf("%d -> ", temp->info);

temp = temp->link;

}

printf("NULL\n");

}

int main() {

int choice;

do {

printf("\nMenu:\n");

printf("1. Insert Left \n");

printf("2. Insert Right \n");

printf("3. Delete Left Node\n");

printf("4. Delete Right Node\n");

printf("5. Insert at Position\n");

printf("6. Delete at Position\n");

printf("7. Display List\n");

printf("8. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

int value, position;

switch (choice) {

case 1:

printf("Enter the value to insert: ");

scanf("%d", &value);

leftInsert(value);

break;

case 2:

printf("Enter the value to insert: ");

scanf("%d", &value);

RightInsert(value);

break;

case 3:

DeleteLeft();

break;

case 4:

DeleteRight();

break;

case 5:

printf("Enter the value to insert: ");

scanf("%d", &value);

printf("Enter the position: ");

scanf("%d", &position);

InsertAtPosition(value, position);

break;

case 6:

printf("Enter the position: ");

scanf("%d", &position);

DeleteAtPosition(position);

break;

case 7:

displayList();

break;

case 8:

printf("Exiting program...\n");

break;

default:

printf("Invalid choice! Please enter again.\n");

}

} while (choice != 8);

return 0;

}

Output:-

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 1

Enter the value to insert: 11

Node inserted at the front with value 11

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 2

Enter the value to insert: 22

Node inserted at the end with value 22

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 1

Enter the value to insert: 33

Node inserted at the front with value 33

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 2

Enter the value to insert: 44

Node inserted at the end with value 44

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 3

Node with value 33 deleted from the front

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 4

Node with value 44 deleted from the end

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 5

Enter the value to insert: 2

Enter the position: 2

Node inserted at position 2 with value 2

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 6

Enter the position: 2

Node with value 2 deleted from position 2

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 7

The linked list is: 11 -> 22 -> NULL

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Insert at Position

6. Delete at Position

7. Display List

8. Exit

Enter your choice: 8

10. Write a program to implement the concept of Singly Circular Linked List. Perform following operations:

• Insert First

• Insert Last

• Delete First

• Delete Last

• Display the List

Code:-

#include <stdio.h>

#include <stdlib.h>

// Define the structure for a node

struct node {

int info;

struct node \*link;

} \*first = NULL;

void leftInsert(int value) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation failed\n");

return;

}

newnode->info = value;

if (first == NULL) {

first = newnode;

newnode->link = first; // Point to itself in a circular manner

} else {

struct node \*temp = first;

while (temp->link != first) {

temp = temp->link;

}

newnode->link = first; // New node points to the first node

temp->link = newnode; // Last node points to the new node

first = newnode; // Update first to the new node

}

printf("Node inserted at the front with value %d\n", value);

}

void RightInsert(int value) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation failed\n");

return;

}

newnode->info = value;

if (first == NULL) {

first = newnode;

newnode->link = first; // Point to itself in a circular manner

} else {

struct node \*temp = first;

while (temp->link != first) {

temp = temp->link;

}

temp->link = newnode; // Last node points to the new node

newnode->link = first; // New node points back to the first node

}

printf("Node inserted at the end with value %d\n", value);

}

void DeleteLeft() {

if (first == NULL) {

printf("List is empty\n");

return;

}

struct node \*temp = first;

if (first->link == first) { // Only one node in the list

first = NULL;

} else {

struct node \*last = first;

while (last->link != first) {

last = last->link;

}

first = first->link; // Update first to the second node

last->link = first; // Update last node to point to the new first

}

printf("Node with value %d deleted from the front\n", temp->info);

free(temp);

}

void DeleteRight() {

if (first == NULL) {

printf("List is empty\n");

return;

}

struct node \*temp = first;

if (first->link == first) { // Only one node in the list

first = NULL;

} else {

struct node \*prev = NULL;

while (temp->link != first) {

prev = temp;

temp = temp->link;

}

prev->link = first; // Update the second last node to point to first

}

printf("Node with value %d deleted from the end\n", temp->info);

free(temp);

}

void displayList() {

if (first == NULL) {

printf("List is empty\n");

return;

}

struct node \*temp = first;

printf("The circular linked list is: ");

do {

printf("%d -> ", temp->info);

temp = temp->link;

} while (temp != first);

printf("...\n");

}

int main() {

int choice, value;

do {

printf("\nMenu:\n");

printf("1. Circular Insert Left\n");

printf("2. Circular Insert Right\n");

printf("3. Delete Left Node\n");

printf("4. Delete Right Node\n");

printf("5. Display List\n");

printf("6. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter the value to insert: ");

scanf("%d", &value);

leftInsert(value);

break;

case 2:

printf("Enter the value to insert: ");

scanf("%d", &value);

RightInsert(value);

break;

case 3:

DeleteLeft();

break;

case 4:

DeleteRight();

break;

case 5:

displayList();

break;

case 6:

printf("Exiting program...\n");

break;

default:

printf("Invalid choice! Please enter again.\n");

}

} while (choice != 6);

return 0;

}

Output:-

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 1

Enter the value to insert: 1

Node inserted at the front with value 1

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 2

Enter the value to insert: 2

Node inserted at the end with value 2

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 1

Enter the value to insert: 4

Node inserted at the front with value 4

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 2

Enter the value to insert: 5

Node inserted at the end with value 5

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 1

Enter the value to insert: 33

Node inserted at the front with value 33

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 1

Enter the value to insert: 55

Node inserted at the front with value 55

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 3

Node with value 55 deleted from the front

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 4

Node with value 5 deleted from the end

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 5

The circular linked list is: 33 -> 4 -> 1 -> 2 -> ...

Menu:

1. Circular Insert Left

2. Circular Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 6

Exiting program...

11. Write a program to implement the concept of Doubly Linked List. Perform following operations:

• Insert First

• Insert Last

• Delete First

• Delete Last

• Display the List

Code:-

#include <stdio.h>

#include <stdlib.h>

struct node {

int info;

struct node \*next;

struct node \*prevs;

} \*first = NULL;

void leftInsert(int value) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation failed\n");

return;

}

newnode->info = value;

newnode->next = first;

newnode->prevs = NULL;

if (first != NULL) {

first->prevs = newnode;

}

first = newnode;

printf("Node inserted at the front with value %d\n", value);

}

void RightInsert(int value) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation failed\n");

return;

}

newnode->info = value;

newnode->next = NULL;

if (first == NULL) {

newnode->prevs = NULL;

first = newnode;

} else {

struct node \*temp = first;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newnode;

newnode->prevs = temp;

}

printf("Node inserted at the end with value %d\n", value);

}

void DeleteLeft() {

if (first == NULL) {

printf("List is empty, nothing to delete\n");

return;

}

struct node \*temp = first;

first = first->next;

if (first != NULL) {

first->prevs = NULL;

}

printf("Node with value %d deleted from the front\n", temp->info);

free(temp);

}

void DeleteRight() {

if (first == NULL) {

printf("List is empty, nothing to delete\n");

return;

}

struct node \*temp = first;

if (first->next == NULL) { // Only one node

first = NULL;

} else {

while (temp->next != NULL) {

temp = temp->next;

}

temp->prevs->next = NULL;

}

printf("Node with value %d deleted from the end\n", temp->info);

free(temp);

}

void displayList() {

struct node \*temp = first;

if (first == NULL) {

printf("List is empty\n");

return;

}

printf("The doubly linked list is: ");

while (temp != NULL) {

printf("%d -> ", temp->info);

temp = temp->next;

}

printf("NULL\n");

}

int main() {

int choice, value;

do {

printf("\nMenu:\n");

printf("1. Insert Left\n");

printf("2. Insert Right\n");

printf("3. Delete Left Node\n");

printf("4. Delete Right Node\n");

printf("5. Display List\n");

printf("6. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter the value to insert: ");

scanf("%d", &value);

leftInsert(value);

break;

case 2:

printf("Enter the value to insert: ");

scanf("%d", &value);

RightInsert(value);

break;

case 3:

DeleteLeft();

break;

case 4:

DeleteRight();

break;

case 5:

displayList();

break;

case 6:

printf("Exiting program...\n");

break;

default:

printf("Invalid choice! Please enter again.\n");

}

} while (choice != 6);

return 0;

}

Output:-

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 1

Enter the value to insert: 22

Node inserted at the front with value 22

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 2

Enter the value to insert: 11

Node inserted at the end with value 11

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 2

Enter the value to insert: 11

Node inserted at the end with value 11

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 1

Enter the value to insert: 44

Node inserted at the front with value 44

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 3

Node with value 44 deleted from the front

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 4

Node with value 11 deleted from the end

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 5

The doubly linked list is: 22 -> 11 -> NULL

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 6

Exiting program...

12. Write a program to implement the concept of Doubly Circular Linked List. Perform following operations:

• Insert First

• Insert Last

• Delete First

• Delete Last

• Display the List

Code:-

#include <stdio.h>

#include <stdlib.h>

struct node {

int info;

struct node \*next;

struct node \*prevs;

} \*first = NULL;

void leftInsert(int value) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation failed\n");

return;

}

newnode->info = value;

if (first == NULL) { // First node in the list

newnode->next = newnode;

newnode->prevs = newnode;

first = newnode;

} else { // Insert before the first node

struct node \*last = first->prevs;

newnode->next = first;

newnode->prevs = last;

last->next = newnode;

first->prevs = newnode;

first = newnode;

}

printf("Node inserted at the front with value %d\n", value);

}

void RightInsert(int value) {

struct node \*newnode = (struct node \*)malloc(sizeof(struct node));

if (newnode == NULL) {

printf("Memory allocation failed\n");

return;

}

newnode->info = value;

if (first == NULL) { // First node in the list

newnode->next = newnode;

newnode->prevs = newnode;

first = newnode;

} else { // Insert after the last node

struct node \*last = first->prevs;

newnode->next = first;

newnode->prevs = last;

last->next = newnode;

first->prevs = newnode;

}

printf("Node inserted at the end with value %d\n", value);

}

void DeleteLeft() {

if (first == NULL) {

printf("List is empty, nothing to delete\n");

return;

}

struct node \*temp = first;

if (first->next == first) { // Only one node

first = NULL;

} else {

struct node \*last = first->prevs;

first = first->next;

first->prevs = last;

last->next = first;

}

printf("Node with value %d deleted from the front\n", temp->info);

free(temp);

}

void DeleteRight() {

if (first == NULL) {

printf("List is empty, nothing to delete\n");

return;

}

struct node \*temp = first->prevs;

if (first->next == first) { // Only one node

first = NULL;

} else {

struct node \*secondLast = temp->prevs;

secondLast->next = first;

first->prevs = secondLast;

}

printf("Node with value %d deleted from the end\n", temp->info);

free(temp);

}

void displayList() {

if (first == NULL) {

printf("List is empty\n");

return;

}

struct node \*temp = first;

printf("The circular linked list is: ");

do {

printf("%d -> ", temp->info);

temp = temp->next;

} while (temp != first);

printf("(back to start)\n");

}

int main() {

int choice, value;

do {

printf("\nMenu:\n");

printf("1. Insert Left\n");

printf("2. Insert Right\n");

printf("3. Delete Left Node\n");

printf("4. Delete Right Node\n");

printf("5. Display List\n");

printf("6. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter the value to insert: ");

scanf("%d", &value);

leftInsert(value);

displayList();

break;

case 2:

printf("Enter the value to insert: ");

scanf("%d", &value);

RightInsert(value);

displayList();

break;

case 3:

DeleteLeft();

displayList();

break;

case 4:

DeleteRight();

displayList();

break;

case 5:

displayList();

break;

case 6:

printf("Exiting program...\n");

break;

default:

printf("Invalid choice! Please enter again.\n");

}

} while (choice != 6);

return 0;

}

Output:-

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 1

Enter the value to insert: 22

Node inserted at the front with value 22

The circular linked list is: 22 -> (back to start)

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 2

Enter the value to insert: 33

Node inserted at the end with value 33

The circular linked list is: 22 -> 33 -> (back to start)

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 1

Enter the value to insert: 44

Node inserted at the front with value 44

The circular linked list is: 44 -> 22 -> 33 -> (back to start)

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 2

Enter the value to insert: 01

Node inserted at the end with value 1

The circular linked list is: 44 -> 22 -> 33 -> 1 -> (back to start)

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 3

Node with value 44 deleted from the front

The circular linked list is: 22 -> 33 -> 1 -> (back to start)

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 4

Node with value 1 deleted from the end

The circular linked list is: 22 -> 33 -> (back to start)

Menu:

1. Insert Left

2. Insert Right

3. Delete Left Node

4. Delete Right Node

5. Display List

6. Exit

Enter your choice: 5

The circular linked list is: 22 -> 33 -> (back to start)

13. Write a program to implement the concept of Binary Search Tree. Perform following operations on it:

• Insert Elements

• Inorder Travelling

• Preorder Travelling

• Postorder Travelling

Code:-

#include <stdio.h>

#include <stdlib.h>

// Define the structure for a tree node

struct Node {

int data;

struct Node \*left;

struct Node \*right;

};

// Function to create a new node

struct Node\* createNode(int value) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

if (newNode == NULL) {

printf("Memory allocation failed\n");

return NULL;

}

newNode->data = value;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// Function to insert an element into the BST

struct Node\* insertElement(struct Node\* root, int value) {

if (root == NULL) {

return createNode(value);

}

if (value < root->data) {

root->left = insertElement(root->left, value);

} else if (value > root->data) {

root->right = insertElement(root->right, value);

} else {

printf("Duplicate values are not allowed in BST\n");

}

return root;

}

// Inorder traversal

void inorderTraversal(struct Node\* root) {

if (root == NULL) return;

inorderTraversal(root->left);

printf("%d ", root->data);

inorderTraversal(root->right);

}

// Preorder traversal

void preorderTraversal(struct Node\* root) {

if (root == NULL) return;

printf("%d ", root->data);

preorderTraversal(root->left);

preorderTraversal(root->right);

}

// Postorder traversal

void postorderTraversal(struct Node\* root) {

if (root == NULL) return;

postorderTraversal(root->left);

postorderTraversal(root->right);

printf("%d ", root->data);

}

// Main function

int main() {

struct Node\* root = NULL;

int choice, value;

do {

printf("\nMenu:\n");

printf("1. Insert Element\n");

printf("2. Inorder Traversal\n");

printf("3. Preorder Traversal\n");

printf("4. Postorder Traversal\n");

printf("5. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter the value to insert: ");

scanf("%d", &value);

root = insertElement(root, value);

printf("Element %d inserted successfully.\n", value);

break;

case 2:

printf("Inorder Traversal: ");

inorderTraversal(root);

printf("\n");

break;

case 3:

printf("Preorder Traversal: ");

preorderTraversal(root);

printf("\n");

break;

case 4:

printf("Postorder Traversal: ");

postorderTraversal(root);

printf("\n");

break;

case 5:

printf("Exiting program...\n");

break;

default:

printf("Invalid choice! Please enter again.\n");

}

} while (choice != 5);

return 0;

}

Output:-

Menu:

1. Insert Element

2. Inorder Traversal

3. Preorder Traversal

4. Postorder Traversal

5. Exit

Enter your choice: 1

Enter the value to insert: 4

Element 4 inserted successfully.

Menu:

1. Insert Element

2. Inorder Traversal

3. Preorder Traversal

4. Postorder Traversal

5. Exit

Enter your choice: 1

Enter the value to insert: 7

Element 7 inserted successfully.

Menu:

1. Insert Element

2. Inorder Traversal

3. Preorder Traversal

4. Postorder Traversal

5. Exit

Enter your choice: 2

Inorder Traversal: 4 7

Menu:

1. Insert Element

2. Inorder Traversal

3. Preorder Traversal

4. Postorder Traversal

5. Exit

Enter your choice: 3

Preorder Traversal: 4 7

Menu:

1. Insert Element

2. Inorder Traversal

3. Preorder Traversal

4. Postorder Traversal

5. Exit

Enter your choice: 4

Postorder Traversal: 7 4

Menu:

1. Insert Element

2. Inorder Traversal

3. Preorder Traversal

4. Postorder Traversal

5. Exit

Enter your choice: 5

Exiting program...

14. Write a program to search element from array or list using sequential search. On successful search print the position of the element along with proper message.

Code:-

#include<stdio.h>

int sequentialsearch(int arr[], int size, int valuetofind){

for (int i = 0; i < size; i++) {

if (arr[i] == valuetofind) {

return i;

}

}

return -1;

}

int main(){

int size;

int valuetofind;

printf("Enter the number of elements you want to insert:\n");

scanf("%d",&size);

int arr[size];

printf("Enter the elements:\n");

for (int i = 0; i < size; i++) {

scanf("%d", &arr[i]);

}

printf("Enter the element to search for: ");

scanf("%d", &valuetofind);

int result=sequentialsearch(arr,size,valuetofind);

if (result != -1) {

printf("Element found at index %d.\n", result);

} else {

printf("Element not found in the array.\n");

}

}

Output:-

![](data:image/png;base64,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)

15. "Write a program to perform the following operations on an array or list of elements:

**Search for an element using Binary Search.**

If the element is found, display its position along with a proper message.

Sort the elements of the array or list in ascending order using one of the following sorting algorithms:

* Bubble Sort
* Selection Sort
* Insertion Sort
* Quick Sort
* Merge Sort
* Heap Sort

Allow the user to choose the desired sorting algorithm. Once sorted, the array should be displayed. After sorting, implement binary search to allow searching within the sorted array."

Code:-

#include <stdio.h>

#include <stdlib.h>

// Function prototypes

void bubbleSort(int array[], int size);

void insertionSort(int array[], int size);

void selectionSort(int array[], int size);

void mergeSort(int array[], int low, int high);

void quickSort(int array[], int low, int high);

void heapSort(int array[], int size);

int binarySearch(int array[], int start, int end, int target);

void printArray(int array[], int size);

void merge(int array[], int low, int mid, int high);

void heapify(int array[], int size, int root);

int main() {

int arraySize;

printf("Enter size: ");

if (scanf("%d", &arraySize) != 1 || arraySize <= 0) {

printf("Invalid input. Array size must be a positive integer.\n");

return 1;

}

int array[arraySize];

printf("Enter %d elements: ", arraySize);

for (int i = 0; i < arraySize; i++) {

if (scanf("%d", &array[i]) != 1) {

printf("Error reading input.\n");

return 1;

}

}

int sortChoice;

printf("\nChoose a sorting method:\n");

printf("1. Bubble Sort\n");

printf("2. Insertion Sort\n");

printf("3. Selection Sort\n");

printf("4. Merge Sort\n");

printf("5. Quick Sort\n");

printf("6. Heap Sort\n");

scanf("%d", &sortChoice);

switch (sortChoice) {

case 1:

bubbleSort(array, arraySize);

printf("Array after Bubble Sort: ");

printArray(array, arraySize);

break;

case 2:

insertionSort(array, arraySize);

printf("Array after Insertion Sort: ");

printArray(array, arraySize);

break;

case 3:

selectionSort(array, arraySize);

printf("Array after Selection Sort: ");

printArray(array, arraySize);

break;

case 4:

mergeSort(array, 0, arraySize - 1);

printf("Array after Merge Sort: ");

printArray(array, arraySize);

break;

case 5:

quickSort(array, 0, arraySize - 1);

printf("Array after Quick Sort: ");

printArray(array, arraySize);

break;

case 6:

heapSort(array, arraySize);

printf("Array after Heap Sort: ");

printArray(array, arraySize);

break;

default:

printf("Invalid choice. Exiting program.\n");

return 1;

}

int choice;

while (1) {

printf("\nEnter your choice:\n");

printf("1. Search for an element\n");

printf("2. Print the array\n");

printf("3. Exit\n");

scanf("%d", &choice);

switch (choice) {

case 1: {

int key;

printf("Enter key to search: ");

if (scanf("%d", &key) != 1) {

printf("Error reading input.\n");

return 1;

}

int index = binarySearch(array, 0, arraySize - 1, key);

if (index == -1) {

printf("Key not found in the array.\n");

} else {

printf("Key %d found at index %d.\n", array[index], index);

}

break;

}

case 2:

printf("Array: ");

printArray(array, arraySize);

break;

case 3:

printf("Exiting...\n");

return 0;

default:

printf("Invalid choice. Please try again.\n");

break;

}

}

return 0;

}

// Bubble Sort

void bubbleSort(int array[], int size) {

for (int pass = 0; pass < size - 1; pass++) {

int swapped = 0;

for (int i = 0; i < size - 1 - pass; i++) {

if (array[i] > array[i + 1]) {

int temp = array[i];

array[i] = array[i + 1];

array[i + 1] = temp;

swapped = 1;

}

}

if (!swapped) break;

}

}

// Insertion Sort

void insertionSort(int array[], int size) {

for (int i = 1; i < size; i++) {

int temp = array[i];

int j = i - 1;

while (j >= 0 && array[j] > temp) {

array[j + 1] = array[j];

j--;

}

array[j + 1] = temp;

}

}

// Selection Sort

void selectionSort(int array[], int size) {

for (int i = 0; i < size - 1; i++) {

int minIndex = i;

for (int j = i + 1; j < size; j++) {

if (array[j] < array[minIndex]) {

minIndex = j;

}

}

if (minIndex != i) {

int temp = array[i];

array[i] = array[minIndex];

array[minIndex] = temp;

}

}

}

// Merge Sort

void mergeSort(int array[], int low, int high) {

if (low < high) {

int mid = low + (high - low) / 2;

mergeSort(array, low, mid);

mergeSort(array, mid + 1, high);

merge(array, low, mid, high);

}

}

void merge(int array[], int low, int mid, int high) {

int n1 = mid - low + 1;

int n2 = high - mid;

int left[n1], right[n2];

for (int i = 0; i < n1; i++) left[i] = array[low + i];

for (int i = 0; i < n2; i++) right[i] = array[mid + 1 + i];

int i = 0, j = 0, k = low;

while (i < n1 && j < n2) {

if (left[i] <= right[j]) {

array[k++] = left[i++];

} else {

array[k++] = right[j++];

}

}

while (i < n1) array[k++] = left[i++];

while (j < n2) array[k++] = right[j++];

}

// Quick Sort

void quickSort(int array[], int low, int high) {

if (low < high) {

int pivot = array[high];

int i = low - 1;

for (int j = low; j < high; j++) {

if (array[j] < pivot) {

i++;

int temp = array[i];

array[i] = array[j];

array[j] = temp;

}

}

int temp = array[i + 1];

array[i + 1] = array[high];

array[high] = temp;

quickSort(array, low, i);

quickSort(array, i + 2, high);

}

}

// Heap Sort

void heapSort(int array[], int size) {

for (int i = size / 2 - 1; i >= 0; i--) {

heapify(array, size, i);

}

for (int i = size - 1; i > 0; i--) {

int temp = array[0];

array[0] = array[i];

array[i] = temp;

heapify(array, i, 0);

}

}

void heapify(int array[], int size, int root) {

int largest = root;

int left = 2 \* root + 1;

int right = 2 \* root + 2;

if (left < size && array[left] > array[largest]) {

largest = left;

}

if (right < size && array[right] > array[largest]) {

largest = right;

}

if (largest != root) {

int temp = array[root];

array[root] = array[largest];

array[largest] = temp;

heapify(array, size, largest);

}

}

// Binary Search

int binarySearch(int array[], int start, int end, int target) {

if (start > end) {

return -1; // not found

}

int middle = start + (end - start) / 2;

if (array[middle] == target) {

return middle;

}

if (array[middle] < target) {

return binarySearch(array, middle + 1, end, target);

} else {

return binarySearch(array, start, middle - 1, target);

}

}

// Print Array

void printArray(int array[], int size) {

for (int i = 0; i < size; i++) {

printf("%d ", array[i]);

}

printf("\n");

}

Output:-

Enter size: 5

Enter 5 elements: 2 5 9 1 9

Choose a sorting method:

1. Bubble Sort

2. Insertion Sort

3. Selection Sort

4. Merge Sort

5. Quick Sort

6. Heap Sort

1

Array after Bubble Sort: 1 2 5 9 9

Enter your choice:

1. Search for an element

2. Print the array

3. Exit

1

Enter key to search: 2

Key 2 found at index 1.

Enter your choice:

1. Search for an element

2. Print the array

3. Exit

3

Exiting...