Assignment No.:1 Topic: User defined class and objects

Objective:

To get familiar with fundamental OOP concept of Encapsulation that binds together the data and functions that manipulate the data, and that keeps both safe from outside interference and misuse. Data encapsulation led to the important OOP concept of data hiding.

To understand the concept of encapsulation, overloading constructors, implicit and explicit parameters and apply it to define classes and create objects.

Problem Statement:

1. Write a Java Program to print Hello World.

2. Create a class Employee having emp\_id,name,salary,designation.

Use constructor overloading for designing 3 types of employees--

i) Freshers (name should be user given and other parameters should be fixed)

ii)Executive (Name , salary and designation should be user given)

iii)Temporary member(All the parameter having fixed values)

Create an employee array and create and store 3 Employee objects and print the detail.

**Solution:**

import java.io.\*;

public class Employee

{

final String name; //To store Employee Name

String designation; //To store Employee designation

int emp\_id; //To store Employee ID

static int id=1; //To store Employee count

double salary; //To store Employee salary

//Constructor Overloading

Employee() //Initialising Temporary Employee object

{

name="Temporary";

designation="Temporary";

emp\_id=id++;

salary=10000;

}

Employee(String n) //Initialising Freshers Employee object

{

name=n;

salary=25000;

designation="Freshers";

emp\_id=id++;

}

Employee(String n, double sal) //Initialising Executive Employee object

{

name=n;

designation="Executive";

emp\_id=id++;

salary=sal;

}

void display() //To display the Employee details

{

System.out.println("\nName : "+this.name);

System.out.println("Designation : "+this.designation);

System.out.println("Id. No : "+this.emp\_id);

System.out.println("Salary : Rs. "+this.salary);

}

public static void main(String args[])throws IOException

{

String n;

double p,s;

BufferedReader in = new BufferedReader(new InputStreamReader(System.in));

Employee e[] = new Employee[3];

e[0] = new Employee();

System.out.println("Enter the name of the Freshers:");

n=in.readLine();

e[1] = new Employee(n);

System.out.println("Enter the name of the Executive and initial salary:");

n=in.readLine();

s=Double.parseDouble(in.readLine());

e[2] = new Employee(n,s);

System.out.println("\n \*\*\*\*\*\*\*Employee Details\*\*\*\*\*\*\* \n ");

e[0].display();

e[1].display();

e[2].display();

}

}

Assignment No.:2 Topic: I/O operations using API classes

Assignment No.:2 Topic: I/O operations using API classes

Not completed: Assignment No.:2 Topic: I/O operations using API classes. Select to mark as complete.

Objective:

To remember and apply the functionality provided in the API classes System, Scanner and BufferedReader; and via the command line arguments so as to apply and create relevant operational constructs towards getting input and output from keyboard.

Problem Statement:

1. Write a Java Program to illustrate Scanner, BufferReader and System class for input and output from terminal.

2. Write a Java Program to implement simple calculator using command line arguments.

Solution:

//To design a calculator using command line arguments.

public class Calculator

{

//To add 2 numbers.

public static void add(int x, int y)

{

int result =x+y;

System.out.println(x+" + "+y+" = "+result);

}

//To subtract one number from the other.

public static void subtract(int x, int y)

{

int result =x-y;

System.out.println(x+" - "+y+" = "+result);

}

//To multiply 2 numbers

public static void multiply(int x, int y)

{

int result =x\*y;

System.out.println(x+" \* "+y+" = "+result);

}

//To divide one number by the other.

public static void divide(int x, int y)

{

int result =x/y;

System.out.println(x+" / "+y+" = "+result);

}

public static void main(String args[])

{

int x = Integer.parseInt(args[0]);

int y = Integer.parseInt(args[1]);

//Calling all the static functions to calculate the results.

add(x,y);

subtract(x,y);

multiply(x,y);

divide(x,y);

}

}

Assignment No.:3 Topic: Parameter passing, static fields and methods

Assignment No.:3 Topic: Parameter passing, static fields and methods

Not completed: Assignment No.:3 Topic: Parameter passing, static fields and methods. Select to mark as complete.

Objective:

To understand the concept of passing primitive and object parameters as arguments to a function and return them from a function; furthering to apply, analyze and create programming constructs to justify why java uses pass by value only. In this assignment we also engage to understand the concept of static fields and methods and make appropriate use so as to construct, differentiate and actualize.

Problem Statement:

1. (a) In class Employee created in Assignment 1 add static instance field emp\_count.

Use emp\_count for getting emp\_id in proper sequence. Also include appropiate

accessor method for the instance field emp\_count

(b) Write a static method in Employee class.

(c) Write methods to compare two Employees based upon their salary and return object having higher salary.

(d) Write two overloading methods in your Employee class.

2. Write a java program to illustrate - “Java uses pass by value”

Solution:

import java.io.\*;

public class Employee

{

final String name; //To store Employee name

String designation; //To store Employee designation

int emp\_id; //To store Employee ID

static int emp\_count=1; //To store Employee Count

double salary; //To store Employee salary

Employee() //To store the details of Temporary Employee

{

name="Temporary";

designation="Temporary";

emp\_id=emp\_count++;

salary=10000;

}

Employee(String n) //To store the details of Freshers Employee

{

name=n;

salary=25000;

designation="Freshers";

emp\_id=emp\_count++;

}

Employee(String n, double sal) //To store the details of Executive Employee

{

name=n;

designation="Executive";

emp\_id=emp\_count++;

salary=sal;

}

void inc() //To increment the salary of Temporary Employee

{

salary+=2000;

}

void inc(double p,double b) //To increment the salary of Executive Employee

{

salary+=(salary\*p/100.0)+b;

}

void inc(double b) //To increment the salary of Freshers Employee

{

salary+=b;

}

void display() //To display the details of an Employee

{

System.out.println("\nName : "+this.name);

System.out.println("Designation : "+this.designation);

System.out.println("Id. No : "+this.emp\_id);

System.out.println("Salary : Rs. "+this.salary);

}

Employee compare(Employee ob) //To compare the salries of the Employee

{

if(this.salary>ob.salary)

{

System.out.println(" Higher salary is recieved by "+this.name+".");

return this;

}

else if( ob.salary>this.salary)

{

System.out.println(" Higher salary is recieved by "+ob.name+".");

return ob;

}

else

{

System.out.println(" Both have the same salary!!!");

return null;

}

}

public static void main(String args[])throws IOException

{

String n;

double p,s;

BufferedReader in = new BufferedReader(new InputStreamReader(System.in));

Employee e[] = new Employee[3];

e[0] = new Employee();

System.out.println("Enter the name of the Freshers:");

n=in.readLine();

e[1] = new Employee(n);

System.out.println("Enter the name of the Executive and initial salary:");

n=in.readLine();

s=Double.parseDouble(in.readLine());

e[2] = new Employee(n,s);

System.out.println("\n \*\*\*\*\*\*\*Initial Values\*\*\*\*\*\*\* \n \n");

e[0].display();

e[1].display();

e[2].display();

e[0].inc();

System.out.println("Enter the BONUS of the Freshers:");

s=Double.parseDouble(in.readLine());

e[1].inc(s);

System.out.println("Enter the PERCENTAGE & BONUS of the Freshers:");

p=Double.parseDouble(in.readLine());

s=Double.parseDouble(in.readLine());

e[2].inc(p,s);

System.out.println("\n \*\*\*\*\*\*\*After Increment\*\*\*\*\*\*\* \n \n");

e[0].display();

e[1].display();

e[2].display();

Employee c;

System.out.println("\n Comparison between "+e[0].name+" and "+e[1].name+" :");

c=e[0].compare(e[1]);

System.out.println("\n Comparison between "+e[1].name+" and "+e[2].name+" :");

c=e[1].compare(e[2]);

System.out.println("\n Comparison between "+e[2].name+" and "+e[0].name+" :");

c=e[2].compare(e[0]);

}

}

public class Swap\_No

{

//In the swap() method, formal parameters x & y receive their values by pass by values.

public static void swap(int x, int y)

{

x = x+y;

y = x-y;

x = x-y;

System.out.println("\nInside Swap Method:\nx=" +x+"\ny="+y);

}

public static void main(String[] args)

{

int x = 10;

int y = 20;

System.out.println("\nInitial values:\nx=" +x+"\ny="+y);

swap(x, y);

System.out.println("\nAfter returning to the main() method:\nx=" +x+"\ny="+y);

}

}

Assignment No.:4 Topic: String class, StringBuffer class

Assignment No.:4 Topic: String class, StringBuffer class

Not completed: Assignment No.:4 Topic: String class, StringBuffer class. Select to mark as complete.

Objective:

To analyze and understand the appropriate use of the methods provided in the String and StringBuffer class and apply those programming constructs to create objects of those classes.

Problem Statement:

1. Write a java program to illustrate following String API methods.

charAt() , compareTo(), equals(), equalsIgnoreCase(), indexOf(), length() , substring(), toCharArray() , toLowerCase(), toString(), toUpperCase() , trim() , valueOf()

2. Write a java program to illustrate following StringBuffer API methods.

append(), capacity(), charAt(), delete(), deleteCharAt(), ensureCapacity(), getChars(),

indexOf(), insert(), length(), setCharAt(), setLength(), substring(), toString() methods),

3. Write a java program for explaining the concept of mutable and immutable string.

Solution:

//To explain the concepts of mutable and immutable Strings.

public class Mut\_Immut

{

//This function tries to add a string "Added" to the original String object.

static void change(String s)

{

s = s + " Added";

}

//This function appends a string "Added" to the original StringBuffer object.

static void change(StringBuffer s)

{

s.append(" Added");

}

public static void main(String[] args)

{

StringBuffer sb = new StringBuffer("Value");

String str = "Value";

System.out.println("Original StringBuffer: "+sb);

System.out.println("Original String: "+str+"\n\nAfter Executing change function:--");

change(sb);

change(str);

System.out.println("StringBuffer: "+sb); //Displays that StringBuffer object is mutable.

System.out.println("String: "+str); //Displays that String object is immutable.

}

}

//To illustrate the use of various String API methods.

import java.io.\*;

import java.util.Date;

class StringApi

{

public static void main(String args[])throws IOException

{

BufferedReader in = new BufferedReader(new InputStreamReader(System.in));

System.out.println("Enter the text:");

String s=in.readLine();//To create a new String object.

System.out.println("Operations on String:");

System.out.println(s+" charAt 3 is: "+s.charAt(3));

System.out.println("String "+s+" compareTo \"computer\" is: "+s.compareTo("computer"));

System.out.println("String "+s+" equals \"computer\" is: "+s.equals("computer"));

System.out.println("String "+s+" equalsIgnoreCase \"computer\" is: "+s.equalsIgnoreCase("computer"));

System.out.println("String "+s+" indexof first t is: "+s.indexOf('t'));

System.out.println("String "+s+" length is: "+s.length());

System.out.println("String "+s+" substring(0,3) is: "+s.substring(0,3));

System.out.println("String "+s+" toUpperCase is: "+s.toUpperCase());

System.out.println("String "+s+" toLowerCase is: "+s.toLowerCase());

System.out.println("String "+s+" trim remove spaces from ends: "+s.trim());

Date date=new Date();

System.out.println("Current Date toString(): "+date.toString());

Double days=Double.valueOf("7");

System.out.println("Double days = Double.valueOf(\"7\") \nDisplaying days="+days);

}

}

Assignment No.:5 Topic: Packages, Access Specifiers

Assignment No.:5 Topic: Packages, Access Specifiers

Not completed: Assignment No.:5 Topic: Packages, Access Specifiers. Select to mark as complete.

Objective:

To understand and analyze the concept of packages and create packages. In this assignment we also focus on understanding the concept of access specifiers and analyze and actualize them in further details in view of the concept of packages.

Problem Statement:

1. Java program to implement the concept of importing classes from user defined package and creating packages.

2. Write a java program to explain the use of access specifiers - Public,Protected, Default, Private

package Academics;

import College.Students; //Importing the Students class present in the package College.

public class Bppimt //Bppimt class is defined inside the Academics package.

{

public static void main(String args[])

{

double a=10.0,b=20.0,c=30.0;

System.out.println("Subjects:\nSubject 1 : "+a+"\nSubject 2 : "+b+"\nSubject 3 : "+c);

Students s = new Students();

s.average(a,b,c); //Calling the average() method present in the imported package.

s.maxMarks(a,b,c);//Calling the maxMarks() method present in the imported package.

}

}

package College;

public class Students //Students class is defined inside the College package.

{

//To calculate the average marks of the students.

public void average(double s1,double s2,double s3)

{

System.out.println("\nAverage : "+((s1+s2+s3)/3));

return;

}

//To determine the Maximum marks obtained.

public void maxMarks(double s1,double s2,double s3)

{

double max=(s1>s2)?((s1>s3)?s1:s3):((s2>s3)?s2:s3);

System.out.println("\nMaximum marks : "+max);

}

Assignment No.:6 Topic: Inheritance, Polymorphism

Assignment No.:6 Topic: Inheritance, Polymorphism

Not completed: Assignment No.:6 Topic: Inheritance, Polymorphism. Select to mark as complete.

Objective:

To understand the concept of inheritance and construct programming constructs to analyze inheritance and understand and analyze how polymorphism can be appropriately used and to be actualized both at compile time and run time.

Problem Statement:

1. Create a class Shape having atmost two dimensions. Define two subclasses circle and rectangle of Shape.

i) Override a method area.

ii)Show compile time and run time polymorphism(Dynamic method dispatch).

iii)Use a final method for display.

iv) use super keyword.

Solution:

//To implement Polymorphism and Inheritance

class Shape //Parent class inherited by Circle and Rectangle

{

protected int x;

protected int y;

protected double area;

//Constructor Overloading

Shape()

{}

Shape(int x)

{

this.x=x;

}

Shape(int x,int y)

{

this.x=x;

this.y=y;

}

void area()

{

System.out.println("We are inside the Shape class");

}

final void display() //This method cannot be overridden due to the final keyword.

{

System.out.println("Displaying final method : "+area);

}

}

class Circle extends Shape //Circle is the child class of the Shape

{

Circle(int a)

{

super(a); //Calls the constructor of the parent class

}

void area() //Method Overriding

{

System.out.println("Area of circle having radius "+x+" = "+(3.14\*x\*x));

area=3.14\*x\*x;

}

}

class Rectangle extends Shape //Rectangle is the child class of the Shape

{

Rectangle(int a,int b)

{

super(a,b); //Calls the constructor of the parent class

}

void area() //Method Overriding

{

System.out.println("Area of Rectange having length "+x+" ,breadth "+y+" = "+(x\*y));

area=x\*y;

}

}

//To test the program

class Test

{

public static void main(String args[])

{

Shape p=new Shape();

Shape circle=new Circle(3);

Shape rect=new Rectangle(4,5);

p.area();

p.display();

circle.area();

circle.display();

rect.area();

rect.display();

}

}

Assignment No.:7 Topic: Interface, Abstract class

Assignment No.:7 Topic: Interface, Abstract class

Not completed: Assignment No.:7 Topic: Interface, Abstract class. Select to mark as complete.

Objective:

To understand and analyze the concept of interfaces and abstract classes and actualize them

Problem Statement:

1. Define a abstract class figure. Define the area and volume method in the child classes. Use dynamic method dispatch.

Implenent the following design with suitable example classes.

**Solution:![](data:image/png;base64,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)**

**public interface Area**

**{**

**public void area();**

**}**

**abstract class Figure**

**{**

**public double ar,vol;**

**public abstract void area(); //Abstract method Area**

**public abstract void volume(); //Abstract method Volume**

**public Figure()**

**{**

**ar=0.0;**

**vol=0.0;**

**}**

**}**

**public interface Volume**

**{**

**public void volume();**

**}**

**public class Sphere extends Figure**

**{**

**private double radius;**

**public Sphere(double r)**

**{**

**super();**

**radius=r;**

**}**

**public void area() //Defining the abstract method area()**

**{**

**ar=4\*3.14\*this.radius\*this.radius;**

**System.out.println("Area:"+ar);**

**}**

**public void volume() //Defining the abstract method volume()**

**{**

**vol=4\*3.14\*this.radius\*this.radius\*this.radius/3.0;**

**System.out.println("Volume:"+vol);**

**}**

**public static void main(String args[])**

**{**

**Figure s = new Sphere(10.0);**

**System.out.println("For radius = 10.0");**

**s.area();**

**s.volume();**

**}**

**}**

**Assignment No.:8 Topic: Array of objects, Wrapper class**

**Assignment No.:8 Topic: Array of objects, Wrapper class**

**Not completed: Assignment No.:8 Topic: Array of objects, Wrapper class. Select to mark as complete.**

**Objective:**

**To understand the concept of constructing array of objects and actualize. In this assignment we also analyze the appropriate use of wrapper class and actualize.**

**Problem Statement:**

**1. Create a Student class having roll no. , name, dept., marks. Use array of objects to store details of 5 students. List the name of the student a) having highest marks b) lowest marks c) Marks more than avarage.**

**2. Use wrapper class for explaining autoboxing and unboxing.**

**Solution:**

**// To create a Student class having student details using array of objects**

**import java.util.\*;**

**public class Student**

**{**

**private int marks,roll;**

**private String name,dept;**

**Student(int r,int m,String n,String d) //Parameterized constructor to initialize the Student type objects.**

**{**

**roll=r;**

**marks=m;**

**name=n;**

**dept=d;**

**}**

**static void max(Student[] s) //To find the student who obtained Maximum marks.**

**{**

**int i;**

**int max=0;**

**int a=-1;**

**for(i=0;i<5;i++)**

**{**

**if(max<s[i].marks)**

**{**

**max=s[i].marks;**

**a=i;**

**}**

**}**

**System.out.println("Maximum marks: "+s[a].name);**

**}**

**static void min(Student[] s) //To find the student who obtained Minimum marks.**

**{**

**int i;**

**int min=99;**

**int a=-1;**

**for(i=0;i<5;i++)**

**{**

**if(min>s[i].marks)**

**{**

**min=s[i].marks;**

**a=i;**

**}**

**}**

**System.out.println("Minimum marks: "+s[a].name);**

**}**

**static void avg(Student[] s) //To determine the average marks & to find the students who obtained Above Average marks.**

**{**

**int i;**

**int avg;**

**int total=0;**

**for(i=0;i<5;i++)**

**{**

**total=total+s[i].marks;**

**}**

**avg=total/5;**

**System.out.println("Average marks:"+avg);**

**System.out.println("Marks greater than average:");**

**for(i=0;i<5;i++)**

**{**

**if(avg<s[i].marks)**

**System.out.println(s[i].name);**

**}**

**}**

**public static void main(String[] args)**

**{**

**int i;**

**Student[] s= new Student[5]; //Creating an array of 5 Student type objects.**

**Scanner in= new Scanner(System.in);**

**int m,r;**

**String n,d;**

**for(i=0;i<5;i++) //Accepting the details of the 5 students and storing them in the array of objects.**

**{**

**System.out.println("Enter details of student: "+(i+1));**

**System.out.print("Enter roll: ");**

**r=Integer.parseInt(in.nextLine());**

**System.out.print("Enter marks: ");**

**m=Integer.parseInt(in.nextLine());**

**System.out.print("Enter name: ");**

**n=in.nextLine();**

**System.out.print("Enter department: ");**

**d=in.nextLine();**

**s[i]=new Student(r,m,n,d);**

**}**

**max(s); //To find the student who obtained Maximum marks.**

**min(s); //To find the student who obtained Minimum marks.**

**avg(s); //To find the students who obtained Above Average marks.**

**}**

**}**

**//To use wrapper class for explaining autoboxing and unboxing.**

**public class Wrapper**

**{**

**//In this program we are using the Integer Wrapper Class and int primitive data type.**

**public static void main(String args[])**

**{**

**//Converting int into Integer**

**int a=10;**

**Integer i=Integer.valueOf(a);//converting int into Integer explicitly.**

**Integer j=a;//autoboxing, since the compiler will write Integer.valueOf(a) internally.**

**System.out.println("a="+a+" i="+i+" j="+j);**

**//Converting Integer to int**

**Integer b=new Integer(20);**

**int x=b.intValue();//converting Integer to int explicitly.**

**int y=b;//unboxing, since the compiler will write a.intValue() internally.**

**System.out.println("b="+b+" x="+x+" y="+y);**

**}**

**}**

**Assignment No.:9 Topic: Exception Handling**

**Assignment No.:9 Topic: Exception handling**

**Not completed: Assignment No.:9 Topic: Exception handling . Select to mark as complete.**

**Objective:**

**To understand the concept of exceptions and make appropriate uses of the system defined exceptions and/or create user defined exceptions and actualize them.**

**Problem Statement:**

**1. Write a program to implement the concept of Exception Handling using predefined exception.**

**2. Write a program to implement the concept of Exception Handling by creating user defined exceptions.**

**NOTE: Use throws, throw, try, catch and finally keywords in your program.**

**Solution:**

**//To implement the concept of Exception Handling using predefined exception.**

**public class PredefinedExceptionHandler**

**{**

**public static void printSubString(String s, int a, int b) throws NullPointerException**

**{**

**String str = s.substring(a, b); //Throws NullPointerException in this line**

**System.out.println(str); //The control doesn't reach this line.**

**}**

**public static void main(String args[])**

**{**

**try**

**{**

**printSubString(null, 1, 5);**

**}**

**catch (NullPointerException npe)**

**{**

**System.out.println("Exception caught!");**

**}**

**finally**

**{**

**System.out.println("Final Block!"); //Always executed, even if the exception isn't caught**

**}**

**}**

**}**

**//To implement the concept of Exception Handling by creating user defined exceptions.**

**class UserDefinedException extends Exception //UserDefinedException class inherits class Exception**

**{**

**UserDefinedException(String s)**

**{**

**super(s); //Calls constructor of parent class Exception**

**}**

**}**

**public class UserDefinedExceptionHandler**

**{**

**public static int divide(int a, int b) throws UserDefinedException**

**{**

**if(b == 0)//Divided by zero exception occurs**

**{**

**throw new UserDefinedException("Can't divide by 0!");**

**}**

**else**

**{**

**return a / b;**

**}**

**}**

**public static void main(String args[])**

**{**

**try**

**{**

**int x = divide(4, 0);**

**System.out.println(x); //The control doesn't reach this line.**

**}**

**catch (UserDefinedException ude)//Catches the UserDefinedException type object thrown explicitly.**

**{**

**System.out.println("Exception caught!");**

**}**

**finally**

**{**

**System.out.println("Final Block!"); //Always executed, even if the exception isn't caught.**

**}**

**}**

**}**

**Assignment No.:10 Topic: Applet using awt and swing**

**Assignment No.:10 Topic: Applet using awt and swing**

**Not completed: Assignment No.:10 Topic: Applet using awt and swing. Select to mark as complete.**

**Objective:**

**To understand the concepts of graphics programming using awt and swing and appropriately use them to achieve the actualization of awt and swing applets.**

**Problem Statement:**

**1. Java program for printing your name ,roll no,year of admission, Dept. and section by using Applet. Configure the Applets by passing parameters.**

**2. Use getDocumentBase() and getCodeBase() methods in the Applet.**

**3. Write a program for key event handling.**

**Solution:**

**/\***

**\* To change this license header, choose License Headers in Project Properties.**

**\* To change this template file, choose Tools | Templates**

**\* and open the template in the editor.**

**\*/**

**package keyEventPackage;**

**import java.applet.Applet;**

**import java.awt.Graphics;**

**import java.awt.event.KeyListener;**

**import java.awt.event.KeyEvent;**

**/\*\***

**\***

**\* @author User**

**\*/**

**public class AppletKeyEvent extends Applet implements KeyListener**

**{**

**/\*\***

**\* Initialization method that will be called after the applet is loaded into**

**\* the browser.**

**\*/**

**char ch;**

**String str;**

**public void init() // link the KeyListener with Applet**

**{**

**addKeyListener(this);**

**}**

**// override all the 3 abstract methods of KeyListener interface**

**public void keyPressed(KeyEvent e) { }**

**public void keyReleased(KeyEvent e) { }**

**public void keyTyped(KeyEvent e)**

**{**

**ch = e.getKeyChar();**

**if(ch == 'a')**

**str = "a for apple";**

**else if(ch == 'e')**

**str = "e for ear";**

**else if(ch == 'i')**

**str = "i for ice";**

**else if(ch == 'o')**

**str = "o for ox";**

**else if(ch == 'u')**

**str = "u for umbrella";**

**else**

**str = "Type only vowels a, e, i, o, u only";**

**repaint();**

**}**

**public void paint(Graphics g)**

**{**

**g.drawString(str, 100, 150);**

**showStatus("You typed " + ch + " character");**

**}**

**// TODO overwrite start(), stop() and destroy() methods**

**}**

**import java.applet.Applet;**

**import java.awt.\*;**

**public class MyApplet extends Applet {**

**/\*\***

**\* Initialization method that will be called after the applet is loaded into**

**\* the browser.**

**\*/**

**private String defaultMessage = "Hello!";**

**public void paint(Graphics g) {**

**String s1 =this.getParameter("name");**

**String s2 =this.getParameter("roll");**

**String s3 =this.getParameter("year");**

**String s4 =this.getParameter("dept");**

**String s5 ="Section - B";**

**String codebase="Codebase: " + getCodeBase().toString();**

**String documentbase="Documentbase: " + getDocumentBase().toString();**

**if(s1 == null)**

**{**

**s1=defaultMessage;g.drawString(s1, 50, 25);**

**}**

**else**

**{**

**g.drawString(s1, 50, 25);**

**g.drawString(s2, 50, 45);**

**g.drawString(s3, 50, 65);**

**g.drawString(s4, 50, 85);**

**g.drawString(s5, 50, 105);**

**g.drawString(codebase, 50, 125);**

**g.drawString(documentbase, 50, 145);**

**}**

**}**

**// TODO overwrite start(), stop() and destroy() methods**

**}**

**Assignment No.:11 Topic: Multithreading extending Thread class**

**Assignment No.:11 Topic: Multithreading extending Thread class**

**Not completed: Assignment No.:11 Topic: Multithreading extending Thread class. Select to mark as complete.**

**Objective:**

**To understand the concept of multithreading and actualize concurrency by appropriately using concepts of inheritance and methods overriding with regards to the Thread class.**

**Problem Statement:**

**Write a program to create multiple threads by using thread class.**

**Solution:**

**//To create multiple threads by using Thread class.**

**class First\_Thread extends Thread //The first thread 'first' object is created of this type in main() method.**

**{**

**public void run()**

**{**

**for (int i = 0; i < 10; i++)**

**{**

**System.out.println(i);**

**try**

**{**

**Thread.sleep(200);**

**}**

**catch(InterruptedException ie)**

**{**

**System.out.println("Thread has been interrupted!");**

**}**

**}**

**}**

**}**

**class Second\_Thread extends Thread //The second thread 'second' object is created of this type in main() method.**

**{**

**public void run()**

**{**

**for (int i = 0; i < 20; i = i + 2)**

**{**

**System.out.println(i);**

**try**

**{**

**Thread.sleep(100);**

**}**

**catch(InterruptedException ie)**

**{**

**System.out.println("Thread has been interrupted!");**

**}**

**}**

**}**

**}**

**class MultiThread**

**{**

**public static void main(String args[])**

**{**

**First\_Thread first = new First\_Thread(); // First\_Thread type object is created.**

**Second\_Thread second = new Second\_Thread(); // Second\_Thread type object is created.**

**first.start(); //first thread starts its execution at this point.**

**second.start(); //second thread starts its execution at this point.**

**}**

**}**

**Assignment No.:12 Topic: Multithreading implementing Runnable Interface**

**Assignment No.:12 Topic: Multithreading implementing Runnable Interface**

**Not completed: Assignment No.:12 Topic: Multithreading implementing Runnable Interface. Select to mark as complete.**

**Objective:**

**To understand the concept of multithreading and actualize concurrency by appropriately using concepts of interface and implementing them with regards to the Runnable Interface.**

**Problem Statement:**

**1) Write a program to create multiple threads by implementing Runnable interface.**

**2) Use join(), isAlive(), getPriority(), SetPriority() methods.**

**Solution:**

**//To create multiple threads by implementing Runnable interface.**

**import java.lang.\*;**

**class MyRunnable1 implements Runnable**

**{**

**public void run()**

**{**

**System.out.println("\nPriority of thread1 : " + Thread.currentThread().getPriority());**

**for (int i = 1; i <= 10; i++)**

**{**

**System.out.println(i);**

**try**

**{**

**Thread.sleep(200);**

**}**

**catch(InterruptedException ie)**

**{**

**System.out.println("Thread interrupted!");**

**}**

**}**

**}**

**}**

**class MyRunnable2 implements Runnable**

**{**

**public void run()**

**{**

**System.out.println("\nPriority of thread2 : " + Thread.currentThread().getPriority());**

**for (int i = 1; i <= 19; i = i + 2)**

**{**

**System.out.println(i);**

**try**

**{**

**Thread.sleep(300);**

**}**

**catch(InterruptedException ie)**

**{**

**System.out.println("Thread interrupted!");**

**}**

**}**

**}**

**}**

**class MyRunnable3 implements Runnable**

**{**

**public void run() {**

**System.out.println("\nPriority of thread3 : " + Thread.currentThread().getPriority());**

**for (int i = 1; i <= 28; i = i + 3)**

**{**

**System.out.println(i);**

**try**

**{**

**Thread.sleep(400);**

**}**

**catch(InterruptedException ie)**

**{**

**System.out.println("Thread interrupted!");**

**}**

**}**

**}**

**}**

**public class Runnable\_Interface**

**{**

**public static void main(String[]args)**

**{**

**Thread thread1 = new Thread(new MyRunnable1());**

**Thread thread2 = new Thread(new MyRunnable2());**

**Thread thread3 = new Thread(new MyRunnable3());**

**thread1.setPriority(Thread.MIN\_PRIORITY);**

**thread2.setPriority(Thread.NORM\_PRIORITY);**

**thread3.setPriority(Thread.MAX\_PRIORITY);**

**thread1.start(); //thread1 execution starts at this point.**

**System.out.println("Thread 1 is alive ? " + thread1.isAlive());**

**System.out.println("Thread 2 is alive ? " + thread2.isAlive());**

**System.out.println("Thread 2 is alive ? " + thread3.isAlive());**

**try**

**{**

**thread1.join(); //waiting for thread1 to finish**

**}**

**catch(InterruptedException ie)**

**{**

**System.out.println("Thread interrupted!");**

**}**

**thread2.start(); //thread2 execution starts at this point.**

**System.out.println("Thread 1 is alive ? " + thread1.isAlive());**

**System.out.println("Thread 2 is alive ? " + thread2.isAlive());**

**System.out.println("Thread 2 is alive ? " + thread3.isAlive());**

**try**

**{**

**thread2.join(); //waiting for thread2 to finish**

**}**

**catch(InterruptedException ie)**

**{**

**System.out.println("Thread interrupted!");**

**}**

**thread3.start(); //thread3 execution starts at this point.**

**System.out.println("Thread 1 is alive ? " + thread1.isAlive());**

**System.out.println("Thread 2 is alive ? " + thread2.isAlive());**

**System.out.println("Thread 2 is alive ? " + thread3.isAlive());**

**try**

**{**

**thread3.join(); //waiting for thread3 to finish**

**}**

**catch(InterruptedException ie)**

**{**

**System.out.println("Thread interrupted!");**

**}**

**}**

**}**

**Assignment No.:13 Topic: Beyond Syllabus**

**Assignment No.:13 Topic: Beyond Syllabus**

**Not completed: Assignment No.:13 Topic: Beyond Syllabus. Select to mark as complete.**

**Objective:**

**To interpret the appropriate use of an example API class from order of its fields and methods actions and subsequently construct object(s) and put them to action so as to compose them together towards fulfilling the desired solution to the given problem statement.**

**Problem Statement:**

**Write a program that uses the GregorianCalendar class to display a calendar for the current month, like this:**

**Sun Mon Tue Wed Thu Fri Sat**

**1 2 3 4 5 6**

**7 8 9 10 11 12 13**

**14 15 16 17 18 19 20**

**21 22 23 24 25 26 27**

**28 29\* 30 31**

**The current date should be marked with \***

**Solution:**

**// To write a program that uses the GregorianCalendar class to display a calendar for the current month with a '\*' indicating the current date.**

**import java.util.\*;**

**import java.text.\*;**

**class G\_C**

**{**

**public static void main(String args[])**

**{**

**// To declare an object of inbuilt GregorianCalender class**

**GregorianCalendar d=new GregorianCalendar();**

**//calling the methods of GregorianCalendar class to get system's current date**

**int today = d.get(Calendar.DAY\_OF\_MONTH);**

**int year= d.get(Calendar.YEAR);**

**int month= d.get(Calendar.MONTH);//Where January = 0 - December = 11**

**//Declaring an object if GregorianCalendar class of type Calendar class**

**Calendar gc = new GregorianCalendar(year, month, 1);**

**//method returns a Date object that represents this Calendar's time value**

**Date startDate = new Date(gc.getTime().getTime());**

**int startday=startDate.getDay();**

**System.out.println("Sun\tMon\tTues\tWed\tThurs\tFri\tSat");**

**int c=startday,p=0,t=1;**

**int day[]=new int[7];**

**int dates[][]=new int[5][7];**

**//this array represent total number of days in each month starting from Jan to Dec**

**int getdaycount[]={31,28,31,30,31,30,31,31,30,31,30,31};**

**for(int i=0;i<5;i++)**

**for(int j=0;j<7;j++)**

**dates[i][j]=0;**

**for(int i=0;i<7;i++)**

**day[i]=i;**

**while(t<=getdaycount[month])**

**{**

**if(c<7)**

**{**

**dates[p][c]=t++;**

**c++;**

**}**

**else**

**{**

**c=0;**

**p++;**

**}**

**}**

**for(int i=0;i<5;i++)**

**{**

**for(int j=0;j<7;j++)**

**{**

**if(dates[i][j]!=0)**

**{**

**//date array matches with today date then print "\*" along with the day**

**if(dates[i][j]==today)**

**System.out.print(dates[i][j]+"\*"+"\t");**

**else**

**System.out.print(dates[i][j]+"\t");**

**}**

**else**

**System.out.print(" \t");**

**}**

**System.out.println();**

**}**

**}**

**}**