-:**Python Assignments:-**

**Name:** Mohit Limbachiya

**Roll No.:** 26

**Div:** D

**DAY-1**

1. **Write a python program to print “Hello World”.**

print("Hello Word")

**Output:**

Hello Word

1. **Write a python program to get user input using input( ) function.**

name=input("enter Name...")

print(name)

age=input("enter your Age..")

print(age)

**Output:**

enter Name...31/01/2002

31/01/2002

enter your Age..21

21

1. **WAP to take only numerical input.**

no1=eval(input("enter your number 1.."))

print(no1)

no2=eval(input("enter your number 2.."))

print(no2)

**Output:**

enter your number 1..10

10

enter your number 2..20

20

1. **Convert the number to floating point number.**

no1=eval(input("enter your number 1.."))

print(no1)

no2=float(no1)

print(no2)

**Output:**

enter your number 1..10

10

10.0

1. **WAP to Add, Subtract, Multiply and Divide 2 numbers.**

no1=eval(input("enter your number 1.."))

print(no1)

no2=eval(input("enter your number 2.."))

print(no2)

print("\n")

add=no1+no2

sub=no1-no2

mul=no1\*no2

div=no1/no2

print(add)

print(sub)

print(mul)

print(div)

**Output:**

enter your number 1..10

10

enter your number 2..20

20

30

-10

200

0.5

1. **Print the quotient of remainder separately for division operation.**

no1=eval(input("enter your number 1.."))

print(no1)

no2=eval(input("enter your number 2.."))

print(no2)

print("Quotiont",(no1/no2))

print("Reminder",(no1%no2))

**Output:**

enter your number 1..10

10

enter your number 2..20

20

Quotiont 0.5

Reminder 10

1. **Write a Python Program to Print Bio Data.**

print("Biodata")

print("Name : M0hit")

print("Birth Date : 31/01/2002")

print("Age: 22")

print("Mb no: 9484452440")

Output:

Biodata

Name : M0hit

Birth Date : 31/01/2002

Age: 22

Mb no: 9484452440

1. **Print your name with Hello…..using input() function.**

name="M0hit"

print("Hello",name)

Output:

Hello M0hit

**9.** **Take an input string and print it three times using one single print**

**Statement.**

name=input("enter Name...")

print(name\*3,"\n")

print(name,name,name)

**Output:**

enter Name...M0hit

M0hitM0hitM0hit

M0hit M0hit M0hit

**DAY-2**

1. **Write a program to find meter to kilometer.**

m=eval(input("enter meter..."))

k=m/1000

print(k)

Output:

enter meter...1000

1.0

1. **Write a program to find area of a rectangle. (Area=l\*b). Take input parameters from user.**

l=eval(input("enter length..."))

b=eval(input("enter breath..."))

print("Area of ragtangle is : ",(l\*b))

Output:

enter length...10

enter breath...20

Area of ragtangle is : 200

1. **Write a program to find volume of cube. (Area=l\*b\*h). Take input parameters from user.**

l=eval(input("enter length..."))

b=eval(input("enter breath..."))

h=eval(input("enter height..."))

Area=(l\*b\*h)

print(Area)

Output:

enter length...10

enter breath...20

enter height...20

4000

1. **Write a program to find area of triangle. (Area=(l\*b)/2). Take input parameters from user.**

l=eval(input("enter length..."))

b=eval(input("enter breath..."))

Area=(l\*b)/2

print(Area)

Output:

enter length...10

enter breath...20

100.0

5. WAP to convert the given temperature from Fahrenheit to Celsius using the formula

C = (F – 32) / 1.8.

f=eval(input("enter Farenhit..."))

C=(f-32)/1.8

Print(C)

Output:

enter Farenhit...10

-12.222222222222221

**6.WAP to convert temperature from Celsius to Fahrenheit where temperature in Celsius is entered by user. (F= C(9/5) + 32).**

c=eval(input("enter celsius..."))

f=(c\*(9/5)+32)

print(f)

Output:

enter celsius...10

50.0

1. **Take a number as user input and convert it into Binary, Octal and Hexadecimal numbers.**

n=eval(input("enter any number"))

print("decimal to binary",bin(n))

print("decimal to octal",oct(n))

print("decimal to hexadecimal",hex(n))

Output:

enter any number10

decimal to binary 0b1010

decimal to octal 0o12

decimal to hexadecimal 0xa

1. **Take binary, octal and hexadecimal numbers as an input and convert them to Decimal number.**

n1=eval(input("enter any binary "))

n2=eval(input("enter any octal "))

n3=eval(input("enter any hexadecimal "))

print("Binary to decimal",int(n1))

print("octal to decimal",int(n2))

print("hexadecimal to decimal",int(n3))

Output:

enter any binary 10

enter any octal 20

enter any hexadecimal 5

Binary to decimal 10

octal to decimal 20

hexadecimal to decimal 5

1. **Without applying condition statement display output as “true” if the 1st number greater than the 2 nd number and “false” if 2 nd number is larger than the 1 st one.**

a = eval(input("Enter value of a :-"))

b = eval(input("Enter value of b :-"))

c= (a>b)

print("Your ans is :- ",c)

Output:

Enter value of a :-10

Enter value of b :-20

Your ans is :- False

1. **Take 3 different inputs from user and display their data type.**

a= (20,)

b= 1.5

c="M0hit"

print("data type is ",type(a))

print("data type is ",type(b))

print("data type is ",type(c))

Output:

data type is <class 'tuple'>

data type is <class 'float'>

data type is <class 'str'>

1. **Find the minimum and maximum of 2 numbers.**

a= eval(input("Enter value of a :-"))

b= eval(input("Enter value of b :-"))

print("maximum...",max(a,b))

print("minimum...",min(a,b))

Output:

Enter value of a :-10

Enter value of b :-20

maximum... 20

minimum... 10

1. **Perform binary “AND” and “OR” operation for given 2 integer numbers from user input.**

a= eval(input("Enter value of a :-"))

b= eval(input("Enter value of b :-"))

print("And operation of A and b :- ",a&b)

print("or operation of A or b :- ",a|b)

Output:

Enter value of a :-10

Enter value of b :-20

And operation of A and b :- 0

or operation of A or b :- 30

1. **Write a program to calculate area of circle. (pi\*r\*r).**

PI = 3.14

r = eval(input("Enter radius :- "))

area = PI\*r\*r

print("area of circle is :- ", area)

Output:

Enter radius :- 4

area of circle is :- 50.24

1. **Write a program in C to calculate simple interest using formula SI = (P\*R\*N) / 100. Take all parameters as input from user.**

p = eval(input("Enter Principle amount :- "))

r = eval(input("Enter rate of intrest :- "))

n = eval(input("Enter Number of year :- "))

SI = (p\*r\*n)/100

print("Simple intrest of :- ", SI)

Output:

Enter Principle amount :- 10000

Enter rate of intrest :- 100

Enter Number of year :- 10

Simple intrest of :- 100000.0

1. **Without applying condition statement display output as “true” if a number is an even number and “false” if the number is an odd number.**

a = eval(input("Enter Number :- "))

print(a%2==0)

Output:

Enter Number :- 100

True

1. Find the minimum and maximum of 2 numbers.

a = eval(input("Entar value of a :- "))

b = eval(input("Entar value of b :- "))

print("maximum:-",max(a,b))

print("minimum:-",min(a,b))

Output:

Entar value of a :- 10

Entar value of b :- 20

maximum:- 20

minimum:- 10

**DAY-3**

**1. Print multiple lines using single print statement. as –**

**I like “Python Programming” very much**

**It is my favorite subject.**

print('I like “Python Programming” very much \n It is my favorite subject')

Output:

I like “Python Programming” very much

It is my favorite subject

1. **Print a part of the above string “very much” using the slice operator.**

str1='I like “Python Programming” very much \n It is my favorite subject'

print(str1[28:37])

Output:

very much

1. **Print the last 5 characters from the above given string.**

str1='I like “Python Programming” very much \n It is my favorite subject'

print(str1[28:37])

Output:

bject

1. **Print only the second line of the given string.**

str1='I like “Python Programming” very much \n It is my favorite subject'

print(str1[38:])

Output:

It is my favorite subject

1. **Take two strings as input from the user and concatenate them.**

str1=input("enter string 1...")

str2=input("enter string 2...")

print(str1+str2)

Output:

enter string 1...hello

enter string 2...welcome

hellowelcome

1. **Take a number and a string from the user and repeat the string for that many times.**

str1=input("enter string 1...")

no=eval(input("enter number..."))

print(str1\*no)

Output:

enter string 1...hello

enter number...3

hellohellohello

7. **Take an input character from the user and check whether that character is present in the above given string or not. – Using ‘in’ operator and using ‘not in’ operator.**

str1='I like “Python Programming” very much \n It is my favorite subject'

ch=input("enter character or word..")

print("In operator",ch in str1)

print("Not In opeator",ch not in str1)

Output:

enter character or word..xyz

In operator False

Not In opeator True

**DAY-4**

**1.** **Create a menu driven program for string manipulation**

**a. Find the length of a string**

**b. Print the string in upper case**

**c. Print the string in lower case**

**d. Print the string with initial capital**

**e. Split the string**

txt="Hello,Welcome to python class."

print("title:",txt.title())

print("lower:",txt.lower())

print("Upper:",txt.upper())

print("length:",len(txt))

print("spilt:",txt.split(","))

Output:

title: Hello,Welcome To Python Class.

lower: hello,welcome to python class.

Upper: HELLO,WELCOME TO PYTHON CLASS.

length: 30

spilt: ['Hello', 'Welcome to python class.']

**2. Take two strings as input s1 and s2 and check whether s2 is present in**

**s1 or not.**

s1 = input("Enter the first string: ")

s2 = input("Enter the second string: ")

if s2 in s1:

print("found")

else:

print("not found")

Output:

Enter the first string: xyz

Enter the second string: abc

not found

1. **If s2 is a part of s1 then print the 1st and last occurrences of it.**

# Taking two strings as input

s1 = input("Enter the first string: ")

s2 = input("Enter the second string: ")

# Checking if s2 is present in s1

if s2 in s1:

first\_index = s1.index(s2)

last\_index = s1.rindex(s2)

print("present")

print("first: ",first\_index)

print("last: ",last\_index)

else:

print(f"{s2} is not present in {s1}.")

Output:

Enter the first string: xyz

Enter the second string: a

a is not present in xyz.

1. **If s2 is present in s1 then also count number of times it occurs in s1.**

s1 = input("Enter the first string: ")

s2 = input("Enter the second string: ")

if s2 in s1:

print(s1.count(s2))

Output:

Enter the first string: welcome to python class

Enter the second string: welcome

1

1. **Count total number of words in the string input by user.**

s = input("Enter a string: ")

w = len(s.split())

print(w)

Output:

Enter a string: M0hit

1

1. **Take two string and apply all string function.**

str1="Hello,Good morning "

str2="Welcome to python lab "

txt=str1+str2

print("endswith:",txt.endswith("ss."))

print("Count",txt.count("o"))

print("Find:",txt.find("W"))

print("Rfind:",txt.rfind("l"))

print("title:",txt.title())

print("lower:",txt.lower())

print("Upper:",txt.upper())

print("length:",len(txt))

print("cpitalized:",txt.capitalize())

print("index:",txt.index("Welcome"))

print("rindex:",txt.rindex("python"))

print("spilt:",txt.split(","))

print("replace:",txt.replace("class","lab"))

print("isdigit",txt.isdigit())

print("isalpha",txt.isalpha())

print("Count start end",txt.count("G",4,10))

Output:

endswith: False

Count 7

Find: 19

Rfind: 37

title: Hello,Good Morning Welcome To Python Lab

lower: hello,good morning welcome to python lab

Upper: HELLO,GOOD MORNING WELCOME TO PYTHON LAB

length: 41

cpitalized: Hello,good morning welcome to python lab

index: 19

rindex: 30

spilt: ['Hello', 'Good morning Welcome to python lab ']

replace: Hello,Good morning Welcome to python lab

isdigit False

isalpha False

Count start end 1

**DAY-5**

1. **Create a tuple for name say t1 (FirstName, MiddleName, LastName).**

t1=("M0hit")

print(t1)

Output:

('M0hit')

1. **Create a tuple say t2 for marks of 5 subjects.**

marks=(55,60,70,80,90)

print(marks)

Output:

(55, 60, 70, 80, 90)

1. **Make a total of all the marks and print it. (with and without using sum() method).**

marks=(55,60,70,80,90)

print(marks)

print(sum(marks))

Output:

(55, 60, 70, 80, 90)

355

1. **Make a tuple t3 having 2 elements as t1 and t2 (tuples created above) – It is called a nested tuple.**

t1=(10,15,20,25,30,35)

t2=("apple","banana","mango","grapes")

t3=(t1,t2)

for i in t3:

print(i)

Output:

(10, 15, 20, 25, 30, 35)

('apple', 'banana', 'mango', 'grapes')

1. **Take an input number and find whether that is present as an element in the tuple t3 or not.**

t3 = (1, 3, 5, 7, 9)

print(t3)

s = int(input("Enter search number "))

for i in t3:

if i == s:

print("found")

break

else:

print("not found")

Output:

(1, 3, 5, 7, 9)

Enter search number 1

Found

1. **Create a tuple of 5 fruits. Ask the user to input a fruit name and search that name in the given fruit tuple. Display suitable messages.**

fruits =()

print("enter five fruits:")

for \_ in range(5):

f=input().strip().capitalize()

fruits += (f,)

print("fruits",fruits)

s = input("Search fruit ")

for i in fruits:

if i == s:

print("found")

break

else:

print("not found")

Output:

enter five fruits:

banana

orange

mango

kiwi

chiku

fruits ('Banana', 'Orange', 'Mango', 'Kiwi', 'Chiku')

Search fruit banana

not found

1. **Create a tuple of cities of Gujarat by taking user input.**

city =()

print("enter five cities of gujarat:")

for \_ in range(5):

ucity=input().strip().capitalize()

city += (ucity,)

print("Gujarat cities",city)

Output:

enter five cities of gujarat:

rajkot

ahmedabad

surat

baroda

gandhinagar

Gujarat cities ('Rajkot', 'Ahmedabad', 'Surat', 'Baroda', 'Gandhinagar')

1. **Find the length of name of each city in the above tuple. With and without len() method.**

city =()

print("enter five cities of gujarat:")

for \_ in range(5):

ucity=input().strip().capitalize()

city += (ucity,)

print("Gujarat cities",city)

#with length function

for i in city:

print("city",i,"",len(i))

#without length function

for i in city:

count = 0

for j in i:

count += 1

print(i," city ",count)

Output:

enter five cities of gujarat:

rajkot

jamnagar

surat

gir somnath

ahmedabad

Gujarat cities ('Rajkot', 'Jamnagar', 'Surat', 'Baroda, 'Ahmedabad')

city Rajkot 6

city Jamnagar 8

city Surat 5

city Baroda 6

city Ahmedabad 9

Rajkot city 6

Jamnagar city 8

Surat city 5

Baroda city 6

Ahmedabad city 9

1. **Create a nested tuple t4 of your (name, (hobbies), (friends), degree) by taking user inputs.**

name = input("Enter your name: ")

hobbies = tuple(input("Enter your hobbies: ").split(','))

friends = tuple(input("Enter your friends: ").split(','))

degree = input("Enter your degree: ")

t4 = (name, hobbies, friends, degree)

print("Nested Tuple t4:", t4)

Output:

Enter your name: M0hit

Enter your hobbies: Gaming

Enter your friends: Hit, Ketan, Vivek

Enter your degree: mca

Nested Tuple t4: ('M0hit', (' Gaming ',), (‘Hit, Ketan, Vivek’,), 'mca')

1. Find an element in the nested tuple (t4) and print its position if found, otherwise print “Not found”.

name = input("Enter your name: ")

hobbies = tuple(input("Enter your hobbies: ").split(','))

friends = tuple(input("Enter your friends: ").split(','))

degree = input("Enter your degree: ")

t4 = (name, hobbies, friends, degree)

print("Nested Tuple t4:", t4)

s = input("enter search element..")

for i in t4:

if i==s:

print("found")

break

else:

print("not found")

Output:

Enter your name: M0hit

Enter your hobbies: Gaming

Enter your friends: Hit, Ketan, Vivek

Enter your degree: mca

Nested Tuple t4: ('M0hit', ('Gaming',), (‘Hit, Ketan, Vivek’,), 'mca')

enter search element..M0hit

found

**DAY-6**

1. **Find the minimum and maximum of 3 numbers.**

n1=int(input("enter number 1......"))

n2=int(input("enter number 2......"))

n3=int(input("enter number 3......"))

if n1>n2 and n1>n2:

print("n1 is maximum")

elif n2>n1 and n2>n3:

print("n2 is maximum")

else:

print("n3 is maximum")

if n1<n2 and n1<n3:

print("n1 is minimum")

elif n2<n1 and n2<n3:

print("n2 is mainmum")

else:

print("n3 is minmum")

Output:

enter number 1......40

enter number 2......50

enter number 3......10

n2 is maximum

n3 is minimum

1. **WAP to print if a number is even or odd.**

no=int(input("enter number ......"))

if no%2==0:

print("number is even")

else:

print("number is odd")

Output:

enter number ......10

number is even

1. **WAP to check if a number is prime number or not.**

no=int(input("enter number ......"))

if no<=2:

print("number is not prime")

else:

for i in range(2,no):

if no%i==0:

print("number is not prime")

break

else:

print("number is prime")

Output:

enter number ......10

number is not prime

1. **WAP to know if a number is zero, positive or negative.**

no=int(input("enter number ......"))

if no>0:

print("number is positive")

elif no==0:

print("number is zero")

else:

print("number is negative")

Output:

enter number ......10

number is positive

1. **Check for a palindrome number.**

no=input("Enter number :- ")

if no == no[::-1]:

print(no," is palindrome")

else:

print(no," is not palindrome")

Output:

Enter number :- 10

10 is not palindrome

1. **Print the number in reverse order (eg. 1234 o/p 4321).**

no=input("Enter number :- ")

print("Before Reverse Number....",no)

no=no[::-1]

print("After Reverse Number....",no)

Output:

Enter number :- 1234

Before Reverse Number.... 1234

After Reverse Number.... 4321

1. **Print numbers from 1 to 50.**

for i in range(1,51):

print(i)

Output:

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

19

20

21

22

23

24

25

26

27

28

29

30

31

32

33

34

35

36

37

38

39

40

41

42

43

44

45

46

47

48

49

50

1. **Print the ‘\*’ patterns using range().**

for i in range(5):

for j in range(5):

print("\* " , end="")

print()

Output:

\* \* \* \* \*

\* \* \* \* \*

\* \* \* \* \*

\* \* \* \* \*

\* \* \* \* \*

1. **Print the number pyramid using range().**

for i in range(0,5):

print("" \* (5-i), end="")

for j in range(0,i+1):

print("\*",end="")

print()

Output:

\*

\* \*

\* \* \*

\* \* \* \*

\* \* \* \* \*

1. **Print all prime numbers between 1 to 50.**

for num in range(2, 51):

prime = True

for i in range(2, int(num\*\*0.5) + 1):

if num % i == 0:

prime = False

break

if prime:

print(num, end="")

Output:

2 3 5 7 11 13 17 19 23 29 31 37 41 43 47

1. **Print all numbers divisible by 7 between 1 to 100.**

for i in range(1,100):

if i%7==0:

print(i)

Output:

7

14

21

28

35

42

49

56

63

70

77

84

91

98

**DAY-7**

1. **Create a list of students say L1.**

l1=["M0hit","Hit","Vivek","Ketan"]

print(l1)

Output:

['M0hit', 'Hit', 'Vivek', 'Ketan']

1. **Count total number of students from the above list.**

l1=["M0hit","Hit","Vivek","Ketan"]

print(len(l1))

Output:

4

1. **Add one more student in the list L1.**

l1=["M0hit","Hit","Vivek","Ketan"]

l1.append("Kunj")

print(l1)

Output:

['M0hit', 'Hit', 'Vivek', 'Ketan', ‘Kunj’]

1. **Display all the students in the sorted order.**

l1=["M0hit","Hit","Vivek","Ketan"]

sorted\_students = sorted(l1)

print("student in sorted order: ")

for i in sorted\_students:

print(i)

Output:

student in sorted order:

Ketan

M0hit

Hit

Vivek

1. Check a particular student’s name is present in the list or not.

l1=["M0hit","Hit","Vivek","Ketan"]

student\_name=input("enter student name...")

if student\_name in l1:

print(student\_name,"is present in the list")

else:

print(student\_name,"is not present in the list")

Output:

enter student name...M0hit

M0hit is present in the list

1. **If the student’s name is present in the list, print total number of same name students in the list L1 and display the position of 1 st occurrence of that name.**

l1=["M0hit","Hit","Vivek","Ketan"]

student\_name=input("enter student name...")

if student\_name in l1:

print(student\_name,"is present in the list")

print(l1.count(student\_name))

print(l1.index(student\_name,3,5))

else:

print(student\_name,"is not present in the list")

Output:

enter student name...M0hit

M0hit is present in the list

3

4

1. **Remove the last student from the list L1.**

l1=["M0hit","Hit","Vivek","Ketan","Maulik"]

r=l1.pop()

print(l1)

Output:

['M0hit', 'Hit', 'Vivek', 'Ketan']

1. **Remove a particular student from the list. (Take a name of student from the user.).**

l1=["M0hit","Hit","Ketan","M0hit"]

r=input("enter student name...")

if r in l1:

l1.remove(r)

print(l1)

else:

print("element not found ")

Output:

enter student name...M0hit

['Hit', 'Ketan', 'Vivek', 'M0hit']

1. **While removing the student from the list, if multiple students have same name then remove all of them from the list.**

l1=["M0hit","Hit","Vivek","Ketan"]

r=input("enter student name...")

if r in l1:

while r in l1:

l1.remove(r)

print(l1)

else:

print("element not found ")

Output:

enter student name...M0hit

['Hit', 'Ketan', 'Vivek']

1. **Create a list of 10 numbers and find the maximum and minimum numbers from it.**

ln=[5,10,15,20,25,30,35,40,45,50]

print("minimum number: ",min(ln))

print("maximum number: ",max(ln))

Output:

minimum number: 5

maximum number: 50

1. **Create a list of alphabets and count total number of vowels in it.**

alphabets = ['a','b','c','i','o','m','e','f','h','e','a']

vowel\_count = 0

for i in alphabets:

if i in ['a', 'e', 'i', 'o', 'u']:

vowel\_count += 1

print("Total number of vowels:", vowel\_count)

Output:

Total number of vowels: 6

1. **Create a list of even numbers between 1 to 21 using range().**

even\_numbers = list(range(2, 21, 2))

print("List of even numbers between 1 and 21:", even\_numbers)

Output:

List of even numbers between 1 and 21: [2, 4, 6, 8, 10, 12, 14, 16, 18, 20]

1. **Create a list of employees (nested list) with their personal details like [name, age, salary,expertise] in a list. Ask the user to enter name and display the details of that employee. If the employee is not in the list, print error message.**

emp1 = ["M0hit", 30, 50000, "Software Engineer"]

emp2 = ["Vivek", 35, 60000, "Data Scientist"]

emp3 = ["Hit", 28, 45000, "Web Developer"]

emp4 = ["Ketan", 32, 55000, "UX Designer"]

emp=[emp1,emp2,emp3,emp4]

search\_name = input("Enter the name of the employee: ")

for i in emp:

if i[0] == search\_name:

print("found")

print("Name: ",i[0])

print("Age: ",i[1])

print("Salary: ",i[2])

print("Expertise: ",i[3])

break

else:

print("not found")

Output:

Enter the name of the employee: M0hit

found

Name: M0hit

Age: 30

Salary: 50000

Expertise: Software Engineer

1. **Create a list by taking any 5 inputs from the user.**

stud=[]

n=5

for i in range(n):

list=input("enter list ")

stud.append(list)

print(stud)

Output:

enter list 1

enter list 11

enter list 21

enter list 31

enter list 41

['1', '11', '21', '31', '41']

1. **Display the students from L1 list, whose name contains the character ‘a’.**

L1 = [

{"name": "M0hit"},

{"name": "Hit"},

{"name": "Bhautik"},

{"name": "Sarah"}

]

students\_with\_a = [student for student in L1 if 'a' in student['name'] or 'A' in student['name']]

for student in students\_with\_a:

print(student['name'])

Output:

Bhautik

Sarah

1. **Create a list of 10 numbers and find the total of odd numbers and even numbers.**

l1=[1,2,3,4,5,6,7,8,9,10]

odd=[num for num in l1 if num%2!=0]

even=[num for num in l1 if num%2==0]

print(len(odd))

print(len(even))

5

5

**17. Put all the odd numbers in 1 list and even numbers in another list using list**

**comprehension.**

l1=[1,2,3,4,5,6,7,8,9,10]

odd=[num for num in l1 if num%2!=0]

even=[num for num in l1 if num%2==0]

print(odd)

print(even)

Output:

[1, 3, 5, 7, 9]

[2, 4, 6, 8, 10]

**18.Create a list having mixed elements like string and integers. Print only integer elements from the list with and without using list comprehension.**

mixed\_list = ['apple', 5, 'banana', 10, 'cherry', 15]

# Using list comprehension to extract integer elements

integer\_elements = [x for x in mixed\_list if isinstance(x, int)]

print("Integer elements using list comprehension:", integer\_elements)

mixed\_list = ['apple', 5, 'banana', 10, 'cherry', 15]

# Without list comprehension

integer\_elements = []

for x in mixed\_list:

if isinstance(x, int):

integer\_elements.append(x)

print("Integer elements without list comprehension:", integer\_elements)

Output:

Integer elements using list comprehension: [5, 10, 15]

Integer elements without list comprehension: [5, 10, 15]

**DAY-8**

1. **Create a dictionary of employees where empId will be the key and value will be the name of an employee.**

employees={"E01":"M0hit","E02":"Vivek","E03":"Ketan","E04":"Hit","E05":"Kunj"}

print(employees)

Output:

{'E01': 'M0hit', 'E02': 'Vivek', 'E03': 'Ketan', 'E04': 'Hit', 'E05': ‘Kunj’}

1. **Display how many employees are there in the dictionary.**

employees={"E01":"M0hit","E02":"Vivek","E03":"Ketan","E04":"Hit","E05":"Maulik","E06":"Nilesh"}

print(len(employees))

Output:

6

1. **Display all empID and make a separate list of just IDs.**

employees={"E01":"M0hit","E02":"Vivek","E03":"Ketan","E04":"Hit","E05":"Maulik"}

print(employees.keys())

Output:

dict\_keys(['E01', 'E02', 'E03', 'E04', 'E05'])

1. **Display all employee names and take them to a separate list.**

employees={"E01":"M0hit","E02":"Vivek","E03":"Ketan","E04":"Hit","E05":"Kunj"}

print(employees.values())

Output:

dict\_values(['M0hit', 'Vivek', 'Ketan', 'Hit', Kunj])

1. **Take an empId from the user and check if that employee is there in the dictionary or not.**

employees={"E01":"M0hit","E02":"Vivek","E03":"Ketan","E04":"Hit","E05":"Kunj"}

empid=input("enter employee id: ")

if empid in employees:

print("id found")

else:

print("not found")

Output:

enter employee id: E01

id found

1. **If an empID is there in the dictionary then display the name of that employee or if not available then add an ID and Name of the employee in the dictionary.**

employees={"E01":"M0hit","E02":"Vivek","E03":"Ketan","E04":"Hit","E05":"Sahdev"}

empid=input("enter employee id: ")

if empid in employees:

print("id found")

else:

print("not found")

name=input("enter employee name..")

employees[empid]=name

print("Employee added successfully!")

print(employees)

Output:

enter employee id: E06

not found

enter employee name.. Khuman

Employee added successfully!

{'E01': 'M0hit', 'E02': 'Vivek', 'E03': 'Ketan', 'E04': 'Hit', 'E05': Sahdev, 'E06': 'Khuman'}

1. **Change the name of the employee of empID taken by the user.**

employees={"E01":"M0hit","E02":"Vivek","E03":"Ketan","E04":"Hit","E05":"Maulik"}

empid=input("enter employee id: ")

if empid in employees:

print("found")

newname=input("enter name you want to change..")

employees[empid]=newname

print("updated successfully")

print(employees)

else:

print("not found")

Output:

enter employee id: E05

found

enter name you want to change..Dhrumil

updated succussfullyy

{'E01': 'M0hit', 'E02': 'Vivek', 'E03': 'Ketan', 'E04': 'Hit', 'E05': ' Dhrumil '}

1. **Remove an employee whose ID is provided by the user.**

employees={"E01":"M0hit","E02":"Vivek","E03":"Ketan","E04":"Hit","E05":"Maulik"}

empid=input("enter employee id: ")

if empid in employees:

print("found")

del employees[empid]

print("remove succussfullyy")

print(employees)

else:

print("not found")

Output:

enter employee id: E01

found

remove succussfullyy

{'E02': 'Vivek', 'E03': 'Ketan', 'E04': 'Hit', 'E05': ‘Maulik’}

1. **Take 5 names of students as an input from the user and create a dictionary with keys as their initials and value is a list as [age, degree, favorite subject].**

students = {}

for i in range(1):

name = input("Enter student name: ")

age = int(input("Enter student age: "))

degree = input("Enter student degree: ")

favorite\_subject = input("Enter student's favorite subject: ")

initials = ''.join([name.split()[0][0]])

students[initials] = [age, degree, favorite\_subject]

print("\nDictionary of students with initials as keys:")

print(students)

Output:

Enter student name: M0hit

Enter student age: 22

Enter student degree: bca

Enter student's favorite subject: python

Dictionary of students with initials as keys:

{'r': [20, 'bca', 'python']}

1. Display the youngest student from the above dictionary.

students = {}

def student\_info():

stud\_info = {}

for i in range(2):

name = input("Enter student name: ")

age = int(input("Enter student age: "))

degree = input("Enter student degree: ")

favorite\_subject = input("Enter student favorite subject: ")

stud\_info[name] = {"age":age, "degree":degree, "subject":favorite\_subject}

return stud\_info

students = student\_info()

print(students)

youngest\_student = min(students.keys())

print("youngest student name is:",youngest\_student)

Output:

Enter student name: M0hit

Enter student age: 20

Enter student degree: bca

Enter student favorite subject: java

Enter student name: Nilesh

Enter student age: 21

Enter student degree: bba

Enter student favorite subject: account

{'M0hit': {'age': 20, 'degree': 'bca', 'subject': 'java'}, ‘Nilesh ': {'age': 21, 'degree': 'bba', 'subject': 'account'}}

youngest student name is: Nilesh

1. **Create a dictionary of students having rollno of the student is as key and value is a list of marks obtained by that student in 5 subjects.**

student\_marks = {}

for i in range(2):

roll\_number = input("Enter student's roll number: ")

marks = []

for j in range(2):

subject\_marks = float(input("Enter marks: "))

marks.append(subject\_marks)

student\_marks[roll\_number] = marks

print("students dictionary:")

print(student\_marks)

Output:

Enter student's roll number: 28

Enter marks: 70

Enter marks: 80

Enter student's roll number: 17

Enter marks: 77

Enter marks: 88

students dictionary:

{'28': [70.0, 80.0], '17': [77.0, 88.0]}

1. **Create a dictionary from the above one, where key is rollno and value is (total of all subjects, percentage and grade ) a tuple of his result.**

student\_marks = {}

for i in range(2):

roll\_number = input("Enter student's roll number: ")

marks = []

for j in range(2):

subject\_marks = float(input("Enter marks: "))

marks.append(subject\_marks)

student\_marks[roll\_number] = marks

print("students dictionary:")

print(student\_marks)

student\_results = {}

for roll\_number, marks in student\_marks.items():

total\_marks = sum(marks)

total\_subjects = len(marks)

percentage = (total\_marks / (total\_subjects \* 100)) \* 100

if percentage >= 90:

grade = 'A'

elif percentage >= 80:

grade = 'B'

elif percentage >= 70:

grade = 'C'

elif percentage >= 60:

grade = 'D'

else:

grade = 'F'

student\_results[roll\_number] = (total\_marks, percentage, grade)

print("student results ")

print(student\_results)

Output:

Enter student's roll number: 28

Enter marks: 77

Enter marks: 88

Enter student's roll number: 17

Enter marks: 88

Enter marks: 77

students dictionary:

{'28': [77.0, 88.0], '17': [88.0, 77.0]}

student results

{'28': (165.0, 82.5, 'B'), '17': (165.0, 82.5, 'B')}

1. **Display the rollno who has scored highest marks (total).**

student\_marks = {}

for i in range(2):

roll\_number = input("Enter student's roll number: ")

marks = []

for j in range(2):

subject\_marks = float(input("Enter marks: "))

marks.append(subject\_marks)

student\_marks[roll\_number] = marks

print("students dictionary:")

print(student\_marks)

student\_results = {}

for roll\_number, marks in student\_marks.items():

total\_marks = sum(marks)

total\_subjects = len(marks)

percentage = (total\_marks / (total\_subjects \* 100)) \* 100

if percentage >= 90:

grade = 'A'

elif percentage >= 80:

grade = 'B'

elif percentage >= 70:

grade = 'C'

elif percentage >= 60:

grade = 'D'

else:

grade = 'F'

student\_results[roll\_number]={"totalmarks":total\_marks, "percentage":percentage, "grade":grade}

print("student results ")

print(student\_results)

maximummarks = max(student\_results.keys())

print("maximum mark has this roll number: ",maximummarks)

Output:

Enter student's roll number: 06

Enter marks: 77

Enter marks: 88

Enter student's roll number: 28

Enter marks: 77

Enter marks: 86

students dictionary:

{'06': [77.0, 88.0], '28': [77.0, 86.0]}

student results

{'06': {'totalmarks': 165.0, 'percentage': 82.5, 'grade': 'B'}, '28': {'totalmarks': 163.0, 'percentage': 81.5, 'grade': 'B'}}

maximum mark has this roll number: 28

1. **Take user input for roll no of 5 students and their coma separated marks of 6 subjects (out of 50). Display the minimum and maximum marks of each subject in a separate dictionary object.**

minmarks = {}

maxmarks = {}

for i in range(2):

rollno = input("Enter roll number {}: ".format(i+1))

marks = input("Enter marks of 6 subjects {} : ".format(i+1))

markslist = list(map(int, marks.split(',')))

for j in range(6):

sub = "Subject {}".format(j+1)

if sub not in minmarks:

minmarks[sub] = markslist[j]

maxmarks[sub] = markslist[j]

else:

if markslist[j] < minmarks[sub]:

minmarks[sub] = markslist[j]

if markslist[j] > maxmarks[sub]:

maxmarks[sub] = markslist[j]

print("\nMinimum Marks:")

for sub, minmark in minmarks.items():

print("{}: {}".format(sub, minmark))

print("\nMaximum Marks:")

for sub, maxmark in maxmarks.items():

print("{}: {}".format(sub, maxmark))

print(minmarks)

print(maxmarks)

Output:

Enter roll number 1: 28

Enter marks of 6 subjects 1 : 77,66,88,78,78,75

Enter roll number 2: 17

Enter marks of 6 subjects 2 : 77,88,98,97,87,78

Minimum Marks:

Subject 1: 77

Subject 2: 66

Subject 3: 88

Subject 4: 78

Subject 5: 78

Subject 6: 75

Maximum Marks:

Subject 1: 77

Subject 2: 88

Subject 3: 98

Subject 4: 97

Subject 5: 87

Subject 6: 78

{'Subject 1': 77, 'Subject 2': 66, 'Subject 3': 88, 'Subject 4': 78, 'Subject 5': 78, 'Subject 6': 75}

{'Subject 1': 77, 'Subject 2': 88, 'Subject 3': 98, 'Subject 4': 97, 'Subject 5': 87, 'Subject 6': 78}

1. **Create a dictionary of 6 fruits (by taking user input) and store their buying and selling price as a tuple value. Display the fruit name whose buying price is less than its selling price and also the fruit name whose buying price is more than its selling price. Display the fruit that has earned no profit no loss.**

fruits={}

for \_ in range(3):

fruitnm=input("enter fruit name ...")

bp=int(input("enter buying price..."))

sp=int(input("enter selling price.."))

fruits[fruitnm]=(bp,sp)

print("\n")

print(fruits)

print("\n")

print("buying price less then selling price..")

for i,price in fruits.items():

if price[0]<price[1]:

print(i)

print("buying price more then selling price..")

for i,price in fruits.items():

if price[0]>price[1]:

print(i)

print("no profit no loss")

for i,price in fruits.items():

if price[0]==price[1]:

print(i)

Output:

enter fruit name ...bannana

enter buying price...40

enter selling price..50

enter fruit name ...chiku

enter buying price...40

enter selling price..60

enter fruit name ...kiwi

enter buying price...50

enter selling price..70

{'bannana': (40, 50), 'chiku': (40, 60), 'kiwi': (50, 70)}

buying price less then selling price..

bannana

chiku

kiwi

buying price more then selling price..

no profit no loss

**Day-9**

***Essential Assignment:***

1. **Take user input and create a menu driven program to perform mathematical operations like addition, subtraction, multiplication, division, integer division, power. Return values from the functions**

# Main function to print menu....

def menu():

while True:

print("\n Menu...")

print("1... Addition of two number")

print("2... Substraction of two number")

print("3... Multiplication of two number")

print("4... Division of two number")

print("5... Integer Division of two number")

print("6... Power of two number")

print("7... Exit")

choice = int(input("Enter the your choice (1 to 7):"))

if choice == 7:

print("Existing...")

break

num1 = eval(input("Enter first number :"))

num2 = eval(input("Enter second number :"))

if choice == 1:

print(f"{num1} & {num2}'s Addition is :", Addition(num1, num2))

elif choice == 2:

print(f"{num1} & {num2}'s Substraction is :", Substraction(num1, num2))

elif choice == 3:

print(f"{num1} & {num2}'s Multiplication is :", Multiplication(num1, num2))

elif choice == 4:

print(f"{num1} & {num2}'s Division is :", Division(num1, num2))

elif choice == 5:

print(f"{num1} & {num2}'s Integer\_Division is :", Integer\_Division(num1, num2))

elif choice == 6:

print(f"{num1} & {num2}'s Power is :", Power(num1, num2))

else:

print("Invalid choice... Plase enter a number 1 to 7!")

if \_\_name\_\_ == "\_\_main\_\_":

menu()

\*out put

Menu...

1... Addition of two number

2... Substraction of two number

3... Multiplication of two number

4... Division of two number

5... Integer Division of two number

6... Power of two number

7... Exit

Enter the your choice (1 to 7):1

Enter first number :1

Enter second number :3

1. & 3's Addition is : 4

2**. Create functions to calculate**

**a.Area of a rectangle = width \* length**

**b.Area of a triangle = ½ \* Height \* Base**

**c.Area of a circle = pi\*r\*r**

def Rectangle(width, length):

return width \* length

def Triangle(heigth, base):

return (heigth \* base)/2

def Circle(PI, radius):

return PI \* radius \*radius

while True:

print("\n Menu")

print("1... Area of Rectanle")

print("2... Area of Triangle")

print("3... Area of Circle")

choice = int(input("Enter the your choice (1 to 3) :"))

if choice == 1:

width = eval(input("Enter the value of width :"))

length = eval(input("Enter the value of length :"))

print("Area of Rectangle is :", Rectangle(width, length))

elif choice == 2:

heigth = eval(input("Enter the value of heigth :"))

base = eval(input("Enter the value of base :"))

print("Area of Triangle is :", Triangle(heigth, base))

elif choice == 3:

PI = 3.13

radius = eval(input("Enter the value of radius :"))

print("Area of Circle is :", Circle(PI, radius))

\*out put

Menu

1... Area of Rectanle

2... Area of Triangle

3... Area of Circle

Enter the your choice (1 to 3) :1

Enter the value of width :12

Enter the value of length :16

Area of Rectangle is : 192

**3. Create functions to convert decimal numbers to binary, octal and hexadecimal numbers. Always return values from the functions**

def binary(a):

return bin(a)

def octal(b):

return oct(b)

def hexadecimal(c):

return hex(c)

while True:

print("\n Convert")

print("1.. Convert to binary")

print("2.. Convert to octal")

print("3.. Convert to hexadecimal")

choice = int(input("Enter the choice (1 to 3) :"))

number = eval(input("Enter the number :"))

if choice == 1:

print(f"{number} is convert into binary :", binary(number))

elif choice == 2:

print(f"{number} is convert into octal :", octal(number))

elif choice == 3:

print(f"{number} is convert into HexaDecimal is :", hexadecimal(number))

\*out put

Convert

1.. Convert to binary

2.. Convert to octal

3.. Convert to hexadecimal

Enter the choice (1 to 3) :2

Enter the number :11

1. s convert into octal : 0o13

4. **Write an UDF to return a list having only unique values by removing duplicate values from the provided input list.**

**Eg. I/P: Sample List : [1,2,3,3,3,3,4,5] O/P: Unique List : [1, 2, 3, 4, 5]**

def duplicate(list):

unique\_list = []

for i in list:

if i not in unique\_list:

unique\_list.append(i)

return unique\_list

list = [1,2,3,3,3,3,4,5]

unique\_list = duplicate(list)

print("Unique List is :", unique\_list)

\*out put

Unique List is : [1, 2, 3, 4, 5]

1. **Write a Python function to multiply all the numbers in a list.**

def multiply(list):

result = 1

for i in list:

result \*= i

return result

list = [1,2,3,4,5]

print(list)

multiply\_list = multiply(list)

print("Multiply all element :", multiply\_list)

\*out put

[1, 2, 3, 4, 5]

Multiply all element : 120

1. **Write a UDF to check the inputted number is between specified range or not.**

def check(n, start, end):

return start <= n <= end

s\_range = int(input("Enter the start of the range :"))

e\_range = int(input("Enter the end of the range :"))

number = int(input("Enter the number to check :"))

if check(number,s\_range, e\_range):

print(f"number {number} is within the range {s\_range} to {e\_range}")

else:

print(f"number {number} is not within the range {s\_range} to {e\_range}")

\*out put

Enter the start of the range :1

Enter the end of the range :90

Enter the number to check :45

number 45 is within the range 1 to 90

1. **Write a function to calculate total number of Uppercase and lowercase characters in the string.**

def check(str):

lower = 0

upper = 0

for i in str:

if i.islower():

lower += 1

elif i.isupper():

upper += 1

return lower,upper

str = input("Enter the string :")

lower,upper = check(str)

print("Number of lower characters :", lower)

print("Number of upper characters :", upper)

\*out put

Enter the string :milan

Number of lower characters : 5

Number of upper characters : 0

1. **Write an UDF to check if the user given number is a prime number or not. And generate prime numbers from the given range.**

def isprime(num):

for i in range(2,num):

if num % 2 == 0:

return False

else:

for i in range(3, int(num\*\*0.5) + 1, 2):

if num % i == 0:

return False

return True

def range\_prime(start,end):

prime\_number = []

for i in range(start, end + 1):

if isprime(i):

prime\_number.append(i)

return prime\_number

num = int(input("Enter the number :"))

is\_prime = isprime(num)

if is\_prime:

print(f"{num} is prime...")

else:

print(f"{num} is not prime...")

s\_range = int(input("Enter start of the range :"))

e\_range = int(input("Enter end of the range :"))

prime\_number = range\_prime(s\_range,e\_range)

print("Prime number are :", prime\_number)

\*out put

Enter the number :10

10 is not prime...

Enter start of the range :12

Enter end of the range :45

Prime number are : [13, 17, 19, 23, 29, 31, 37, 41, 43]

1. **Write a python program to calculate factorial values of a number.**

def factorial(num):

if num == 0:

return True

else:

return num \* factorial(num-1)

num = int(input("Enter the number :"))

if num < 0:

print(f"{num} is negative number! not consider in factorial...")

elif num == 0:

print("number is 0! not consider in facotrial...")

elif num > 0:

print(f"{num} number's factorial is :", factorial(num))

\*out put

Enter the number :2

1. number's factorial is : 2
2. **Write a program to check the data type of a given input and accordingly perform ‘+’ and ‘\*’ operations on the input values**.

def perform\_operations(input\_value):

if isinstance(input\_value, (int)):

return input\_value + input\_value, input\_value \* input\_value

elif isinstance(input\_value, str):

return input\_value + input\_value, None

else:

return "Unsupported data type (Please enter int or str!)", None

input\_value = eval(input("Enter a value: "))

addition\_result, multiplication\_result = perform\_operations(input\_value)

print("Result of addition:", addition\_result)

if multiplication\_result is not None:

print("Result of multiplication:", multiplication\_result)

\*out put

Enter a value: 14

Result of addition: 28

Result of multiplication: 196

**Day-10**

***Essential Assignment:***

**1..Write a findString() function to find all the positions of occurrences of string2 in string1 and return that value. If string2 is not present in string1 then display suitable message.**

**Eg. Str1 = Hello all, Good Morning to all. (pass it as a parameter in the function)**

**Str2 = ‘all’ (pass it as a parameter, but if not passed take a default argument)**

**o/p: String 2 found at positions: [6, 27]**

def findString(string1, string2='all'):

positions = []

index = 0

while index < len(string1):

index = string1.find(string2, index)

if index == -1:

break

positions.append(index)

index += 1

if positions:

print(f"String '{string2}' found at positions: {positions}")

else:

print(f"String '{string2}' not found in '{string1}'")

str1 = "Hello all, Good Morning to all."

str2 = "all"

findString(str1, str2)

\*out put

String 'all' found at positions: [6, 27]

1. **Create a list of fruits and using different functions perform the following operations: Show the use of global() , global keyword and don’t return from the functions**
   1. **Add a fruit at the last in the above list**
   2. **Insert a fruit at a particular position (pass it as an argument. If the position is not passed then take default argument as 1)**
   3. **Update the fruit (use keyword arguments)**
   4. **Remove a fruit from the list (pass an index position/ pass a name of the fruit as an argument)**
   5. **Arrange the fruits in an order**

fruits = ['apple', 'banana', 'orange']

def add\_fruit(fruit):

global fruits

fruits.append(fruit)

def insert\_fruit(fruit, position=1):

global fruits

fruits.insert(position - 1, fruit)

def update\_fruit(index, new\_fruit):

global fruits

fruits[index] = new\_fruit

def remove\_fruit(identifier):

global fruits

if isinstance(identifier, int):

del fruits[identifier]

else:

fruits.remove(identifier)

def arrange\_fruits():

global fruits

fruits.sort()

print("Initial list of fruits:", fruits)

add\_fruit('grapes')

print("After adding grapes:", fruits)

insert\_fruit('kiwi', 2)

print("After inserting kiwi at position 2:", fruits)

update\_fruit(1, 'pear')

print("After updating fruit at index 1 to pear:", fruits)

remove\_fruit(0)

print("After removing fruit at index 0:", fruits)

remove\_fruit('banana')

print("After removing banana:", fruits)

arrange\_fruits()

print("After arranging fruits:", fruits)

\*out put

Initial list of fruits: ['apple', 'banana', 'orange']

After adding grapes: ['apple', 'banana', 'orange', 'grapes']After inserting kiwi at position 2: ['apple', 'kiwi', 'banana', 'orange', 'grapes']

After updating fruit at index 1 to pear: ['apple', 'pear', 'banana', 'orange', 'grapes']

After removing fruit at index 0: ['pear', 'banana', 'orange', 'grapes']

After removing banana: ['pear', 'orange', 'grapes']

After arranging fruits: ['grapes', 'orange', 'pear']

1. **Create a function to generate prime numbers. Ask total numbers form the user and pass in the function which will return a list of prime numbers.**
   1. **Eg. GeneratePrime(10) function will return 1st 10 prime numbers starting from 2 like 2,3,5,7,11,13,15,1719,23**

def is\_prime(num):

if num <= 1:

return False

for i in range(2, int(num\*\*0.5) + 1):

if num % i == 0:

return False

return True

def generate\_primes(total):

primes = []

num = 2

while len(primes) < total:

if is\_prime(num):

primes.append(num)

num += 1

return primes

total\_numbers = int(input("Enter the total number of prime numbers you want to generate: "))

prime\_list = generate\_primes(total\_numbers)

print("Prime numbers:", prime\_list)

\*out put

Enter the total number of prime numbers you want to generate: 25

Prime numbers: [2, 3, 5, 7, 11, 13, 17, 19, 23, 29, 31, 37, 41, 43, 47, 53, 59, 61, 67, 71, 73, 79, 83, 89, 97]

1. **Create a dictionary object (for storing price and features of mobile phones) using create() function and define that dictionary as a global variable. Use that dictionary object to add element, update element, and delete an element using separate functions**.

def create():

global mobiles\_dict

mobiles\_dict = {}

def add\_mobile(name, price, features):

global mobiles\_dict

mobiles\_dict[name] = {'price': price, 'features': features}

def update\_mobile(name, price=None, features=None):

global mobiles\_dict

if name in mobiles\_dict:

if price:

mobiles\_dict[name]['price'] = price

if features:

mobiles\_dict[name]['features'] = features

else:

print(f"Mobile '{name}' not found in the dictionary.")

def delete\_mobile(name):

global mobiles\_dict

if name in mobiles\_dict:

del mobiles\_dict[name]

print(f"Mobile '{name}' deleted successfully.")

else:

print(f"Mobile '{name}' not found in the dictionary.")

create()

add\_mobile('iPhone', 999, ['A14 Bionic chip', '5G support'])

add\_mobile('Samsung Galaxy', 899, ['Quad-camera setup', '120Hz display'])

print("Initial dictionary:", mobiles\_dict)

update\_mobile('iPhone', features=['A15 Bionic chip', 'Improved camera'])

print("After updating iPhone:", mobiles\_dict)

delete\_mobile('Samsung Galaxy')

print("After deleting Samsung Galaxy:", mobiles\_dict)

\*out put

Initial dictionary: {'iPhone': {'price': 999, 'features': ['A14 Bionic chip', '5G support']}, 'Samsung Galaxy': {'price': 899, 'features': ['Quad-camera setup', '120Hz display']}}

After updating iPhone: {'iPhone': {'price': 999, 'features': ['A15 Bionic chip', 'Improved camera']}, 'Samsung Galaxy': {'price': 899, 'features': ['Quad-camera setup', '120Hz display']}}

Mobile 'Samsung Galaxy' deleted successfully.

After deleting Samsung Galaxy: {'iPhone': {'price': 999, 'features': ['A15 Bionic chip', 'Improved camera']}}

**Day-11**

***Essential Assignment:***

1. **Create a lambda function that will return maximum of two numbers**

maximum = lambda num1,num2: num1 if num1>num2 else num2

num1 = eval(input("Enter the value of number 1 :"))

num2 = eval(input("Enter the value of number 2 :"))

result = maximum(num1, num2)

print("Maximum number is :",result)

\*out put

Enter the value of number 1 :1

Enter the value of number 2 :2

Maximum number is : 2

1. **Create a lambda function that will return maximum of three numbers**

maximum = lambda num1,num2,num3 : max(num1,num2,num3)

num1 = eval(input("Enter the number 1 :"))

num2 = eval(input("Enter the number 2 :"))

num3 = eval(input("Enter the number 3 :"))

result = maximum(num1,num2,num3)

print("Maximum number is :",result)

\*out put

Enter the number 1 :2

Enter the number 2 :3

Enter the number 3 :4

Maximum number is : 4

1. **Write a lambda function that takes one number and if the number is even, returns that number multiplied by 5 else if the number is odd, returns that number multiplied by 10**

multi = lambda num1 : num1 \* 5 if num1 % 2 == 0 else num1 \* 10

num1 = eval(input("Enter the number :"))

result = multi(num1)

print(result)

\*out put

Enter the number :12

60

1. **Take a list of mixed elements and** 
   1. **Write a lambda function to separate integer elements as an output list.**
   2. **Write another lambda function to separate string elements as an output list**.

list = [1,2,3,4,"Milan",'Bhadani']

integer = lambda list: [element for element in list if isinstance(element, int)]

string = lambda list: [element for element in list if isinstance(element, str)]

integer\_list = integer(list)

string\_list = string(list)

print("Integer list is :", integer\_list)

print("String list is :", string\_list)

\*out put

Integer list is : [1, 2, 3, 4]

String list is : ['Milan', 'Bhadani']

1. **Modify the above program using filter ()**

list1 = [1,2,3,4,"Milan",'Bhadani']

integer\_list = list(filter(lambda l: isinstance(l, int), list1))

string\_list = list(filter(lambda l: isinstance(l, str), list1))

print("Integer list :", integer\_list)

print("String list :", string\_list)

\*out put

Integer list : [1, 2, 3, 4]

String list : ['Milan', 'Bhadani']

1. **Filter all vowels from the given string.**

string = input("Enter the string :")

vowel = lambda char : char.lower() in 'aeiou'

is\_vowels = list(filter(vowel, string))

print("Vowels are :", is\_vowels)

\*out put

Enter the string :Milan

Vowels are : ['i', 'a']

1. **From the provided list filter, the even numbers and odd numbers as a separate output list**

list1 = [1,2,3,4,5,6,7,8,9,10,11,12]

integer\_even\_num = lambda numbers: numbers % 2 == 0

integer\_odd\_num = lambda numbers: numbers % 2 != 0

even\_list = list(filter(integer\_even\_num, list1))

odd\_list = list(filter(integer\_odd\_num, list1))

print("Even number are :", even\_list)

print("Odd number are :", odd\_list)

\*out put

Even number are : [2, 4, 6, 8, 10, 12]

Odd number are : [1, 3, 5, 7, 9, 11]

1. **Write a lambda function that will 2 inputs. If inputs are integers, it will return the product of 2 numbers. Else perform concatenation.**

result = lambda input1, input2 : input1 \* input2 if isinstance(input1, int) and isinstance(input2, int) else str(input1)+ str(input2)

result1 = result(10,20)

result2 = result("Milan", 5)

print("Result 1 is :", result1)

print("Result 2 is :", result2)

\*out put

Result 1 is : 200

Result 2 is : Milan5

**Day-12**

***Essential Assignment:***

1. **Take a list of words and print all palindrome words using filter() [Hint: string slicing str1[::-1]]**

def palindrome(words):

return words == words[::-1]

# user input

# word = input("Enter the word :").split(",")

# print("Actually word :", word)

word = ['radar', 'level', 'python', 'madam']

palindrome\_word = list(filter(palindrome,word))

print("Palindrome word is :", palindrome\_word)

\*out put

Palindrome word is : ['radar', 'level', 'madam']

1. **Sort the list elements using lambda, where elements are in form of tuple. Eg. Fruits = [(120,’Apple’), (20,’Banana’),(50,’Chikoo’),(100,’Pinaple’)]**

Fruits = (120,'Apple'), (20,'Banana'),(50,'Chikoo'),(100,'Pinaple')

sort = sorted(Fruits, key = lambda f:f[0])

print(sort)

\*out put

[(20, 'Banana'), (50, 'Chikoo'), (100, 'Pinaple'), (120, 'Apple')]

1. **Take a list of students and filter the students whose name is less than 6 characters.**

student = ['neeraj', 'raj', 'milan', 'jeel', 'monil']

filter\_s = list(filter(lambda name : len(name) < 6, student ))

print(filter\_s)

\*out put

['raj', 'milan', 'jeel', 'monil']

1. **Write filter() to remove empty strings from the list**

string = ['neeraj', 'raj', 'milan','', 'jeel','', 'monil']

empty\_string = list(filter(lambda empty : empty != '', string))

print(empty\_string)

\*out put

['neeraj', 'raj', 'milan', 'jeel', 'monil']

1. **Write filter() to remove negative numbers from the list**

number = [1,2,3,4,-4,-5,-25,0,45]

negative\_number = list(filter(lambda n : n > 0, number))

print(negative\_number)

\*out put

[1, 2, 3, 4, 45]

1. **Write filter() to remove duplicate numbers from the list (hint: list.count())**

number = [1,2,3,4,-4,-5,-25,0,45, -4, 1,2]

filter\_list = list(filter(lambda numbers: number.count(numbers) == 1, number))

print(filter\_list)

\*out put

[3, 4, -5, -25, 0, 45]

1. **Sorting the dictionary elements using lambda (by using sorted () method) according to age and if age is same then sort my name**

**Eg. stud= [{'name': 'Amit', 'age': 25}, {'name': 'Bina', 'age': 22}, {'name': 'Dax', 'age': 25}]**

student = [{'name': 'Naimish', 'age': 25}, {'name': 'Rohit', 'age': 22}, {'name': 'Dax', 'age': 25}]

sort\_student = sorted(student, key=lambda s: (s['age'], s['name']))

for s in sort\_student:

print("Name:", s['name'], "-> Age:", s['age'])

\*out put

Name: Rohit -> Age: 22

Name: Naimish -> Age: 25

Name: Dax -> Age: 25

**Day-13**

**Essential Assignment:**

1. **Find the average of all the elements passed as an argument in lambda (using variable length arguments)**

average = lambda \*args: sum(args) / len(args) if len(args) > 0 else None

# Example usage:

result = average(10, 20, 30, 40, 50)

print("Average:", result)

\*out put

Average: 30.0

1. **Take 2 lists and add the elements of it if the 1st number is greater than the other else find the difference between them**

**Eg. nums1 = [6, 5, 3, 9] nums2 = [0, 1, 7, 7]**

**O/P [6, 4, 10, 2]**

nums1 = [6, 5, 3, 9]

nums2 = [0, 1, 7, 7]

result = []

for num1, num2 in zip(nums1, nums2):

if num1 > num2:

result.append(num1 + num2)

else:

result.append(abs(num1 - num2))

print(result)

\*out put

[6, 6, 4, 16]

**3. Take a list of person names and display them all in upper case using map()**

person\_names = ['milan', 'jay', 'ashish', 'jeel']

upper\_case\_names = list(map(str.upper, person\_names))

print(upper\_case\_names)

\*out put

['MILAN', 'JAY', 'ASHISH', 'JEEL']

1. **Take a list of floating-point numbers and display list of all round numbers. Also round them with just 2 decimal points. Using map()**

**Eg. [6.56773, 9.57668, 4.00914, 56.24241, 9.01344]**

**o/p [7, 10, 4, 56, 9] and [6.57, 9.58, 4.01, 56.24, 9.01]**

numbers = [6.56773, 9.57668, 4.00914, 56.24241, 9.01344]

rounded\_integers = list(map(round, numbers))

rounded\_floats\_2dp = list(map(lambda x: round(x, 2), numbers))

print("Rounded integers:", rounded\_integers)

print("Rounded floats (2 decimal points):", rounded\_floats\_2dp)

\*out put

Rounded integers: [7, 10, 4, 56, 9]

Rounded floats (2 decimal points): [6.57, 9.58, 4.01, 56.24, 9.01]

1. **Take a string as an input and display the output to analysis the string based on separate words. Using map()**
   1. **Display the words in upper case along with the length of each word**
   2. **Display total number of each vowel in each word**

**Eg. Str1 = ‘Hello how are you?’**

**o/p: [{'HELLO': [{'e': 1}, {'o': 1}], 'length': 5}, {'HOW': [{'o': 1}], 'length': 3}, {'ARE': [{'a': 1}, {'e': 1}], 'length': 3}, {'YOU?': [{'o': 1}, {'u': 1}], 'length': 4}]**

def analyze\_word(word):

upper\_word = word.upper()

length = len(word)

vowel\_count = {vowel: word.count(vowel) for vowel in 'aeiou'}

return {upper\_word: [{'length': length}, vowel\_count]}

def analyze\_string(string):

words = string.split()

return list(map(analyze\_word, words))

input\_string = 'Hello how are you?'

output = analyze\_string(input\_string)

print(output)

\*out put

[{'HELLO': [{'length': 5}, {'a': 0, 'e': 1, 'i': 0, 'o': 1, 'u': 0}]}, {'HOW': [{'length': 3}, {'a': 0, 'e': 0, 'i': 0, 'o': 1, 'u': 0}]}, {'ARE': [{'length': 3}, {'a': 1, 'e': 1, 'i': 0, 'o': 0, 'u': 0}]}, {'YOU?': [{'length': 4}, {'a': 0, 'e': 0, 'i': 0, 'o': 1, 'u': 1}]}]

1. **Find the square of each element of a list (using map())**

numbers = [1, 2, 3, 4, 5]

squared\_numbers = list(map(lambda x: x\*\*2, numbers))

print(squared\_numbers)

\*out put

[1, 4, 9, 16, 25]

1. **Use a lambda function to calculate grades for a list of scores (using map())**

**Eg scores = [88, 92, 78, 95, 86] o/p: ['B', 'A', 'C', 'A', 'B']**

scores = [88, 92, 78, 95, 86]

grades = list(map(lambda score: 'A' if score >= 90 else 'B' if score >= 80 else 'C' if score >= 70 else 'D', scores))

print(grades)

\*out put

'B', 'A', 'C', 'A', 'B']

1. Add all the elements of the list (using reduce())

from functools import reduce

numbers = [1, 2, 3, 4, 5]

total = reduce(lambda x, y: x + y, numbers)

print(total)

\*out put

15

1. **Multiply all the elements of the list (using reduce())**

from functools import reduce

numbers = [1, 2, 3, 4, 5]

product = reduce(lambda x, y: x \* y, numbers)

print(product)

\*out put

120

1. **Find the maximum element from the list using reduce()**

from functools import reduce

numbers = [12, 45, 23, 67, 89, 34]

max\_number = reduce(lambda x, y: x if x > y else y, numbers)

print(max\_number)

\*out put

89

11. **Take a matrix as input and transpose its elements using lambda**

Eg. matrix = [[1, 2],[3,4],[5,6],[7,8]]

o/p: [[1, 3, 5, 7], [2, 4, 6, 8]]

matrix = [[1, 2], [3, 4], [5, 6], [7, 8]]

transposed\_matrix = list(map(lambda x: list(x), zip(\*matrix)))

print(transposed\_matrix)

\*out put

[[1, 3, 5, 7], [2, 4, 6, 8]]

1. **Find the factorial of a number using lambda (recursive)**

def factorial(n):

return 1 if n == 0 else n \* factorial(n - 1)

number = 5

print("Factorial of", number, "is", factorial(number))

\*out put

Factorial of 5 is 120

**Day-14**

Essential Assignment:

1. **Define a function 'sort\_matrix' that takes a matrix 'M' (list of lists) as input Eg. M = [[1, 2, 3], [2, 4, 5], [1, 1, 1]] o/p [[1, 1, 1], [1, 2, 3], [2, 4, 5]]**

def sort\_matrix(M):

sorted\_matrix = sorted(M)

return sorted\_matrix

M = [[1, 2, 3], [2, 4, 5], [1, 1, 1]]

sorted\_M = sort\_matrix(M)

print(sorted\_M)

\*out put

[[1, 1, 1], [1, 2, 3], [2, 4, 5]]

1. **Define a function 'extract\_string' that takes a list of strings 'str\_list1' and an integer 'l' as input Eg. str\_list1 = ['Python', 'list', 'exercises', 'practice', 'solution'] l = 8 o/p ['practice', 'solution']**

def extract\_string(str\_list1, l):

return [string for string in str\_list1 if len(string) >= l]

str\_list1 = ['Python', 'list', 'exercises', 'practice', 'solution']

l = 8

result = extract\_string(str\_list1, l)

print(result)

\*out put

['exercises', 'practice', 'solution']

1. **Create a list of tuples named 'subject\_marks', each tuple containing a subject and its corresponding marks Eg. subject\_marks = [('English', 88), ('Science', 90), ('Maths', 97), ('Social sciences', 82)] o/p [('Social sciences', 82), ('English', 88), ('Science', 90), ('Maths', 97)]**

subject\_marks = [('English', 88), ('Science', 90), ('Maths', 97),

('Social sciences', 82)]

print(subject\_marks)

\*out put

[('English', 88), ('Science', 90), ('Maths', 97), ('Social sciences', 82)]

1. **Create a list of dictionaries named 'models', each dictionary representing a mobile phone model with 'make', 'model', and 'color' keys Eg. models = [ {'make': 'Nokia', 'model': 216, 'color': 'Black'}, {'make': 'Mi Max', 'model': ', 'color': 'Gold'}, {'make': 'Samsung', 'model': 7, 'color': 'Blue'}] o/p : [{'make': 'Samsung', 'model': 17, 'color': 'Blue'}, {'make': 'Mi Max', 'model': 20, 'color': 'Gold'}, {'make': 'Nokia', 'model': 21, 'color': 'Black'}]**

models = [

{'make': 'Nokia', 'model': 216, 'color': 'Black'},

{'make': 'Mi Max', 'model': 20, 'color': 'Gold'},

{'make': 'Samsung', 'model': 17, 'color': 'Blue'}

]

print(models)

\*out put

[{'make': 'Nokia', 'model': 216, 'color': 'Black'}, {'make': 'Mi Max', 'model': 20, 'color': 'Gold'}, {'make': 'Samsung', 'model': 17, 'color': 'Blue'}]

1. **Create a list of mixed inputs by taking user input and write a lambda function to check the element in the list is a digit or not. [Hint: str.isdigit()] Eg. l = ['1','2','a','b','3','c','d'] o/p [True, True, False, False, True, False, False]**

user\_input = input("Enter elements of the list separated by space: ")

mixed\_list = user\_input.split()

check\_digit = lambda x: x.isdigit()

result = list(map(check\_digit, mixed\_list))

print(result)

\*out put

Enter elements of the list separated by space: a

[False]

**Day:- 15**

**1. Take 2 lists and add the elements of it if the 1st number is greater than the other else find the difference between them**

**Eg. nums1 = [6, 5, 3, 9] nums2 = [0, 1, 7, 7]**

**O/P [6, 4, 10, 2]**

**Syntax:-**

l1 = [6, 5, 3, 9]

l2 = [0, 1, 7, 7]

l3 = []

for i in range(len(l1)):

if l1[i] > l2[i]:

l3.append(l1[i] - l2[i])

else:

l3.append(l2[i] + l1[i])

print(l3)

**Output:-**

[6, 4, 10, 2]

**2. Take a list of person names and display them all in upper case using map()**

**Syntax:-**

persons = ['m0hit', 'hit', 'ketan', 'maulik', 'vivek', 'khuman']

print("Before:",persons)

uppercase\_persons = list(map(str.upper, persons))

print("After:",uppercase\_persons)

**Output:-**

Before: ['m0hit', 'hit', 'ketan', 'maulik', 'vivek', 'khuman']

After: ['M0HIT', 'HIT', 'KETAN', 'MAULIK', 'VIVEK', 'KHUMAN']

**3. Take a list of floating-point numbers and display list of all round numbers. Also round them with just 2 decimal points. Using map()**

**Eg. [6.56773, 9.57668, 4.00914, 56.24241, 9.01344]**

**o/p [7, 10, 4, 56, 9] and [6.57, 9.58, 4.01, 56.24, 9.01]**

**Syntax:-**

numbers = [6.56773, 9.57668, 4.00914, 56.24241, 9.01344]

rounded\_integers = list(map(lambda x: round(x), numbers))

rounded\_2\_decimal = list(map(lambda x: round(x, 2), numbers))

print("Rounded integer:", rounded\_integers)

print("With decimal points:", rounded\_2\_decimal)

**Output:-**

Rounded integer: [7, 10, 4, 56, 9]

With decimal points: [6.57, 9.58, 4.01, 56.24, 9.01]

**4. Take a list of words and print all palindrome numbers using filter() [Hint: string slicing str1[::-1]]**

**Syntax:-**

def is\_palindrome(word):

return word == word[::-1]

words = ['m0hit', 'tenet', 'python', 'noon', 'radar', 'hello']

palindrome = list(filter(is\_palindrome, words))

print("Palindrome words:", palindrome)

**Output:-**

Palindrome words: ['tenet', 'noon', 'radar']

**Day:- 16**

**1. Take a list of students and filter the students whose name is less than 6 characters.**

**Syntax:-**

students = ['M0hit', 'Dhrumil', 'Nilesh', 'Bhautik', 'Khuman', 'Hit', 'Vivek']

stud\_with\_shortname = list(filter(lambda x: len(x) < 6, students))

print(stud\_with\_shortname)

**Output:-**

['M0hit', 'Vivek', 'Hit']

**2. Take a string as an input and display the output to analysis the string based on separate words. Using map()**

**a. Display the words in upper case along with the length of each word**

**b. Display total number of each vowel in each word**

**Eg. Str1 = ‘Hello how are you?’**

**o/p: [{'a': 0, 'e': 1, 'length': 5}, {'a': 0, 'e': 0, 'length': 3}, {'a': 1, 'e': 1, 'length': 3}, {'a': 0, 'e': 0, 'length': 4}]**

**Syntax:-**

str1 = 'Hello, Good Morning!'

def count\_vowels(word):

vowels = 'aeiou'

return {vowel: word.lower().count(vowel) for vowel in vowels}

processed\_words = map(lambda word: {'length': len(word), \*\*count\_vowels(word)}, str1.split())

for word\_info in processed\_words:

print(word\_info)

**Output:-**

{'length': 6, 'a': 0, 'e': 1, 'i': 0, 'o': 1, 'u': 0}

{'length': 4, 'a': 0, 'e': 0, 'i': 0, 'o': 2, 'u': 0}

{'length': 8, 'a': 0, 'e': 0, 'i': 1, 'o': 1, 'u': 0}

**3. Take a matrix as input and transpose its elements using lambda**

**Eg. matrix = [[1, 2],[3,4],[5,6],[7,8]]**

**o/p: [[1, 3, 5, 7], [2, 4, 6, 8]]**

**Syntax:-**

matrix = [[1, 2], [3, 4], [5, 6], [7, 8]]

transposed\_matrix = [[row[i] for row in matrix] for i in range(len(matrix[0]))]

print("Transposed matrix:", transposed\_matrix)

**Output:-**

Transposed matrix: [[1, 3, 5, 7], [2, 4, 6, 8]]

**Day:- 17**

**1. Find the factorial of a number using lambda (recursive)**

**Syntax:-**

def factorial(n):

return 1 if n == 0 else n \* factorial(n - 1)

number = 5

print("Factorial of", number, "is:", factorial(number))

**Output:-**

Factorial of 5 is: 120

**2. Create a menu driven program with user defined functions to insert update delete elements in the dictionary object of employees**

**Emp = {empCode:[name, age, salary, (expert areas)],…..}**

**Syntax:-**

insert\_employee = lambda emp\_dict: emp\_dict.update({input("Enter employee code: "): [input("Enter employee name: "), int(input("Enter employee age: ")), float(input("Enter employee salary: ")), input("Enter employee expert areas: ").split(',')]})

update\_employee = lambda emp\_dict: emp\_dict.update({input("Enter employee code to update: "): [input("Enter new name: "), int(input("Enter new age: ")), float(input("Enter new salary: ")), input("Enter new expert areas: ").split(',')]})

delete\_employee = lambda emp\_dict: emp\_dict.pop(input("Enter employee code to delete: "), None)

def main():

emp\_dict = {}

while True:

print("\nEmployee Management System")

print("1. Insert Employee")

print("2. Update Employee")

print("3. Delete Employee")

print("4. Display All Employees")

print("5. Exit")

choice = int(input("Enter your choice: "))

if choice == 1:

insert\_employee(emp\_dict)

elif choice == 2:

update\_employee(emp\_dict)

elif choice == 3:

delete\_employee(emp\_dict)

elif choice == 4:

print("Employee Details:")

for emp\_code, details in emp\_dict.items():

print(f"Employee Code: {emp\_code}, Details: {details}")

elif choice == 5:

print("Exiting the program.")

break

else:

print("Invalid choice!")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:-**

Employee Management System

1. Insert Employee

2. Update Employee

3. Delete Employee

4. Display All Employees

5. Exit

Enter your choice: 1

Enter employee code: 1

Enter employee name: M0hit

Enter employee age: 22

Enter employee salary: 50000

Enter employee expert areas: Python

Employee Management System

1. Insert Employee

2. Update Employee

3. Delete Employee

4. Display All Employees

5. Exit

Enter your choice: 2

Enter employee code to update: 1

Enter new name: Hit

Enter new age: 23

Enter new salary: 30000

Enter new expert areas: C

**3. Write a python script to generate result for a particular student.**

**1. Create a student data in a dictionary object as shown below:**

**stud = {1: {"name":'Amit', "age":23,"marks": [(10,15,12), (11,12,13)]},**

**2: {"name":'Bhumi',"age":22,"marks": [(13,15,11), (10,10,13)]},**

**3: {"name":'Bharat',"age":23,"marks": [(12,12,14), (13,14,15)]} }**

**NOTE: Here students are getting marks of 3 subjects in 2 attempts of test in a form of tuple**

**2. Create separate user defined functions to (Create a menu for options)**

**a. Take user input for creating entry of any new student (addStud())**

**b. Print all marks of a specific student. (Result(name))**

**c. Display overall result of all students in a given format**

**Syntax:-**

stud = {

1: {"name": 'M0hit', "age": 22, "marks": [(78, 89, 69), (80, 70, 70)]},

2: {"name": 'Hit', "age": 25, "marks": [(67, 92, 76), (62, 76, 67)]},

3: {"name": 'Ketan', "age": 24, "marks": [(80, 70, 56), (82, 68, 71)]}

}

addStud = lambda: stud.update({int(input("Enter student ID: ")): {"name": input("Enter student name: "), "age": int(input("Enter student age: ")), "marks": eval(input("Enter marks for two attempts (in the format [(s1, s2, s3), (s1, s2, s3)]): "))}})

Result = lambda name: print(f"Marks of {name}: {[details['marks'] for stud\_id, details in stud.items() if details['name'] == name]}")

displayOverallResult = lambda: print("Overall Result:\n" + '\n'.join([f"Student ID: {stud\_id}, Name: {details['name']}, Marks: {details['marks']}" for stud\_id, details in stud.items()]))

def main():

while True:

print("\nMenu:")

print("1. Add New Student Entry")

print("2. Print Marks of Specific Student")

print("3. Display Overall Result of All Students")

print("4. Exit")

choice = int(input("Enter your choice: "))

if choice == 1:

addStud()

print("Student entry added successfully!")

elif choice == 2:

name = input("Enter student name: ")

Result(name)

elif choice == 3:

displayOverallResult()

elif choice == 4:

print("Exiting the program.")

break

else:

print("Invalid choice!")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:-**

Menu:

1. Add New Student Entry

2. Print Marks of Specific Student

3. Display Overall Result of All Students

4. Exit

Enter your choice: 3

Overall Result:

Student ID: 1, Name: M0hit, Marks: [(78, 89, 69), (80, 70, 70)]

Student ID: 2, Name: Hit, Marks: [(67, 92, 76), (62, 76, 67)]

Student ID: 3, Name: Ketan, Marks: [(80, 70, 56), (82, 68, 71)]

Menu:

1. Add New Student Entry

2. Print Marks of Specific Student

3. Display Overall Result of All Students

4. Exit

Enter your choice: 1

Enter student ID: 4

Enter student name: Maulik

Enter student age: 20

Enter marks for two attempts (in the format [(s1, s2, s3), (s1, s2, s3)]): (56,78,64), (79,58,65)

Student entry added successfully!

Menu:

1. Add New Student Entry

2. Print Marks of Specific Student

3. Display Overall Result of All Students

4. Exit

Enter your choice: 4

Exiting the program.

**Day:- 18**

**1. Take a string as an input and display the output to analysis the string based on separate words. Using map()**

**a. Display the words in upper case along with the length of each word**

**b. Display total number of each vowel in each word**

**Eg. Str1 = ‘Hello how are you?’**

**o/p: [{'HELLO': [{'e': 1}, {'o': 1}], 'length': 5}, {'HOW': [{'o': 1}], 'length': 3}, {'ARE': [{'a': 1}, {'e': 1}], 'length': 3}, {'YOU?': [{'o': 1}, {'u': 1}], 'length': 4}]**

**Syntax:-**

Str1 = "Hello, Good Morning"

output = list(map(lambda word: {'length': len(word), \*\*{word.upper(): [{vowel: word.lower().count(vowel)} for vowel in 'aeiou']}}, Str1.split()))

print(output)

**Output:-**

[{'length': 6, 'HELLO,': [{'a': 0}, {'e': 1}, {'i': 0}, {'o': 1}, {'u': 0}]}, {'length': 4, 'GOOD': [{'a': 0}, {'e': 0}, {'i': 0}, {'o': 2}, {'u': 0}]}, {'length': 7, 'MORNING': [{'a': 0}, {'e': 0}, {'i': 1}, {'o': 1}, {'u': 0}]}]

**2. Create a list of mixed inputs by taking user input and write a lambda function to check the element in the list is a digit or not. [Hint: str.isdigit()]**

**Eg. l = ['1','2','a','b','3','c','d']**

**o/p [True, True, False, False, True, False, False]**

**Syntax:-**

user\_input = input("Enter elements: ")

input\_list = user\_input.split()

is\_digit = lambda x: x.isdigit()

output = list(map(is\_digit, input\_list))

print(output)

**Output:-**

Enter elements: 1 M 0 2 H 4 I 6 3 T

[True, False, True, True, False, True, False, True, True, False]

**3. Create a list of tuples named 'subject\_marks', each tuple containing a subject and its corresponding marks**

**Eg. subject\_marks = [('English', 88), ('Science', 90), ('Maths', 97), ('Social sciences', 82)] o/p [('Social sciences', 82), ('English', 88), ('Science', 90), ('Maths', 97)]**

**Syntax:-**

subject\_marks = [('Python', 88), ('Java', 90), ('C', 97), ('BDT', 82)]

output = sorted(subject\_marks, key=lambda x: x[1])

print(output)

**Output:-**

[('BDT', 82), ('Python', 88), ('Java', 90), ('C', 97)]

**4. Sorting the dictionary elements using lambda (by using sorted () method) according to age and if age is same then sort my name**

**Eg. stud= [{'name': 'M0hit', 'age': 22}, {'name': 'Hit', 'age': 21}, {'name': 'Sahdev', 'age': 25},{'name': 'Nilesh', 'age': 30}]**

**Syntax:-**

stud = [

{'name': 'M0hit', 'age': 22},

{'name': 'Hit', 'age': 21},

{'name': 'Sahdev', 'age': 25},

{'name': 'Nilesh', 'age': 30}

]

output = sorted(stud, key=lambda x: (x['age'], x['name']))

print(output)

**Output:-**

[{'name': 'Hit', 'age': 21}, {'name': 'M0hit', 'age': 22}, {'name': 'Sahdev', 'age': 25}, {'name': 'Nilesh', 'age': 30}]

**Day:- 19**

**1. Create a text file with different modes like w, w+, a, a+ and write few lines in it**

**Syntax:-**

with open("file\_w.txt", "w") as f\_w:

f\_w.write("This is a text file created using write mode.\n")

f\_w.write("New content will overwrite existing content.\n")

with open("file\_w\_plus.txt", "w+") as f\_w\_plus:

f\_w\_plus.write("This is a text file created using write mode with reading.\n")

f\_w\_plus.write("New content will overwrite existing content.\n")

f\_w\_plus.seek(0)

print("Content of file\_w\_plus.txt after writing:")

print(f\_w\_plus.read())

with open("file\_a.txt", "a") as f\_a:

f\_a.write("This is a text file created using append mode.\n")

f\_a.write("New content will be appended to existing content.\n")

with open("file\_a\_plus.txt", "a+") as f\_a\_plus:

f\_a\_plus.write("This is a text file created using append mode with reading.\n")

f\_a\_plus.write("New content will be appended to existing content.\n")

f\_a\_plus.seek(0)

print("Content of file\_a\_plus.txt after writing:")

print(f\_a\_plus.read())

**Output:-**

Content of file\_w\_plus.txt after writing:

This is a text file created using write mode with reading.

New content will overwrite existing content.

Content of file\_a\_plus.txt after writing:

This is a text file created using append mode with reading.

New content will be appended to existing content.

**2. Read the content of the whole file together**

**Syntax:-**

with open("file\_w.txt", "r") as f:

content = f.read()

print("Content of file\_w.txt:")

print(content)

with open("file\_w\_plus.txt", "r") as f:

content = f.read()

print("\nContent of file\_w\_plus.txt:")

print(content)

with open("file\_a.txt", "r") as f:

content = f.read()

print("\nContent of file\_a.txt:")

print(content)

with open("file\_a\_plus.txt", "r") as f:

content = f.read()

print("\nContent of file\_a\_plus.txt:")

print(content)

**Output:-**

Content of file\_a.txt:

This is a text file created using append mode.

New content will be appended to existing content.

This is a text file created using append mode.

New content will be appended to existing content.

**3. Print the length of the file data**

**Syntax:-**

with open("file\_w.txt", "r") as f:

content = f.read()

file\_length = len(content)

print("Length of the data in file\_w.txt:", file\_length)

with open("file\_w\_plus.txt", "r") as f:

content = f.read()

file\_length = len(content)

print("\nLength of the data in file\_w\_plus.txt:", file\_length)

with open("file\_a.txt", "r") as f:

content = f.read()

file\_length = len(content)

print("\nLength of the data in file\_a.txt:", file\_length)

with open("file\_a\_plus.txt", "r") as f:

content = f.read()

file\_length = len(content)

print("\nLength of the data in file\_a\_plus.txt:", file\_length)

**Output:-**

Length of the data in file\_w.txt: 91

Length of the data in file\_w\_plus.txt: 104

Length of the data in file\_a.txt: 194

Length of the data in file\_a\_plus.txt: 220

**4. Read the file content line by line**

**Syntax:-**

with open("file\_w.txt", "r") as f:

print("Content of file\_w.txt:")

for line in f:

print(line.strip())

with open("file\_w\_plus.txt", "r") as f:

print("\nContent of file\_w\_plus.txt:")

for line in f:

print(line.strip())

with open("file\_a.txt", "r") as f:

print("\nContent of file\_a.txt:")

for line in f:

print(line.strip())

with open("file\_a\_plus.txt", "r") as f:

print("\nContent of file\_a\_plus.txt:")

for line in f:

print(line.strip())

**Output:-**

Content of file\_w.txt:

This is a text file created using write mode.

New content will overwrite existing content.

Content of file\_w\_plus.txt:

This is a text file created using write mode with reading.

New content will overwrite existing content.

Content of file\_a.txt:

This is a text file created using append mode.

New content will be appended to existing content.

This is a text file created using append mode.

New content will be appended to existing content.

Content of file\_a\_plus.txt:

This is a text file created using append mode with reading.

New content will be appended to existing content.

This is a text file created using append mode with reading.

New content will be appended to existing content.

**5. Print total number of words in each line in the file**

**Syntax:-**

with open("file\_w.txt", "r") as f:

print("Total number of words in each line of file\_w.txt:")

for line in f:

words = line.split()

num\_words = len(words)

print(f"Line: {line.strip()}, Number of words: {num\_words}")

with open("file\_w\_plus.txt", "r") as f:

print("\nTotal number of words in each line of file\_w\_plus.txt:")

for line in f:

words = line.split()

num\_words = len(words)

print(f"Line: {line.strip()}, Number of words: {num\_words}")

with open("file\_a.txt", "r") as f:

print("\nTotal number of words in each line of file\_a.txt:")

for line in f:

words = line.split()

num\_words = len(words)

print(f"Line: {line.strip()}, Number of words: {num\_words}")

with open("file\_a\_plus.txt", "r") as f:

print("\nTotal number of words in each line of file\_a\_plus.txt:")

for line in f:

words = line.split()

num\_words = len(words)

print(f"Line: {line.strip()}, Number of words: {num\_words}")

**Output:-**

Total number of words in each line of file\_w.txt:

Line: This is a text file created using write mode., Number of words: 9

Line: New content will overwrite existing content., Number of words: 6

Total number of words in each line of file\_w\_plus.txt:

Line: This is a text file created using write mode with reading., Number of words: 11

Line: New content will overwrite existing content., Number of words: 6

Total number of words in each line of file\_a.txt:

Line: This is a text file created using append mode., Number of words: 9

Line: New content will be appended to existing content., Number of words: 8

Line: This is a text file created using append mode., Number of words: 9

Line: New content will be appended to existing content., Number of words: 8

Total number of words in each line of file\_a\_plus.txt:

Line: This is a text file created using append mode with reading., Number of words: 11

Line: New content will be appended to existing content., Number of words: 8

Line: This is a text file created using append mode with reading., Number of words: 11

Line: New content will be appended to existing content., Number of words: 8

**6. Print all the words in reverse.**

**Syntax:-**

with open("file\_w.txt", "r") as f:

print("All the words in reverse in each line of file\_w.txt:")

for line in f:

words = line.split()

reversed\_words = [word[::-1] for word in words]

reversed\_line = " ".join(reversed\_words)

print(reversed\_line)

with open("file\_w\_plus.txt", "r") as f:

print("\nAll the words in reverse in each line of file\_w\_plus.txt:")

for line in f:

words = line.split()

reversed\_words = [word[::-1] for word in words]

reversed\_line = " ".join(reversed\_words)

print(reversed\_line)

with open("file\_a.txt", "r") as f:

print("\nAll the words in reverse in each line of file\_a.txt:")

for line in f:

words = line.split()

reversed\_words = [word[::-1] for word in words]

reversed\_line = " ".join(reversed\_words)

print(reversed\_line)

with open("file\_a\_plus.txt", "r") as f:

print("\nAll the words in reverse in each line of file\_a\_plus.txt:")

for line in f:

words = line.split()

reversed\_words = [word[::-1] for word in words]

reversed\_line = " ".join(reversed\_words)

print(reversed\_line)

**Output:-**

Total number of words in each line of file\_w.txt:

Line: This is a text file created using write mode., Number of words: 9

Line: New content will overwrite existing content., Number of words: 6

Total number of words in each line of file\_w\_plus.txt:

Line: This is a text file created using write mode with reading., Number of words: 11

Line: New content will overwrite existing content., Number of words: 6

Total number of words in each line of file\_a.txt:

Line: This is a text file created using append mode., Number of words: 9

Line: New content will be appended to existing content., Number of words: 8

Line: This is a text file created using append mode., Number of words: 9

Line: New content will be appended to existing content., Number of words: 8

Total number of words in each line of file\_a\_plus.txt:

Line: This is a text file created using append mode with reading., Number of words: 11

Line: New content will be appended to existing content., Number of words: 8

Line: This is a text file created using append mode with reading., Number of words: 11

Line: New content will be appended to existing content., Number of words: 8

**Day:- 20**

**1. Write multiple lines in a text file. Using list object**

**Syntax:-**

lines = [

"This is the first line.",

"This is the second line.",

"This is the third line.",

"And this is the fourth line."

]

with open("output.txt", "w") as file:

for line in lines:

file.write(line + "\n")

**Output:- (in File)**

This is the first line.

This is the second line.

This is the third line.

And this is the fourth line.

**2. Take a filename from the user to read that file**

**Syntax:-**

filename = input("Enter the filename to read: ")

with open(filename, "r") as file:

content = file.read()

print("Content of the file:")

print(content)

**Output:-**

Enter the filename to read: output.txt

Content of the file:

This is the first line.

This is the second line.

This is the third line.

And this is the fourth line.

**3. If the file to be read is not available then print suitable message**

**Syntax:-**

**filename = input("Enter the filename to read: ")**

**try:**

with open(filename, "r") as file:

content = file.read()

print("Content of the file:")

print(content)

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Enter the filename to read: output

The file 'output' is not available. Please enter a valid filename.

**4. After reading the file content, append the text at the end of the file.**

**Syntax:-**

filename = input("Enter the filename to read: ")

try:

with open(filename, "r+") as file:

content = file.read()

print("Content of the file:")

print(content)

file.seek(0, 2)

file.write("\nThis text is appended to the end of the file.")

print("Text appended successfully.")

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Enter the filename to read: output.txt

Content of the file:

This is the first line.

This is the second line.

This is the third line.

And this is the fourth line.

Text appended successfully.

**5. Open a file and append a line at the beginning of the file content**

**Syntax:-**

filename = input("Enter the filename to open: ")

try:

with open(filename, "r+") as file:

content = file.read()

print("Content of the file before appending:")

print(content)

file.seek(0, 0)

file.write("This line is appended at the beginning of the file.\n" + content)

print("Line appended at the beginning successfully.")

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Enter the filename to open: output.txt

Content of the file before appending:

This is the first line.

This is the second line.

This is the third line.

And this is the fourth line.

This text is appended to the end of the file.

Line appended at the beginning successfully.

**6. Copy the content of one file to another**

**Syntax:-**

source\_filename = input("Enter the source filename: ")

destination\_filename = input("Enter the destination filename: ")

try:

with open(source\_filename, "r") as source\_file:

content = source\_file.read()

with open(destination\_filename, "w") as destination\_file:

destination\_file.write(content)

print("Content copied from", source\_filename, "to", destination\_filename, "successfully.")

except FileNotFoundError:

print("One or both of the specified files are not available. Please enter valid filenames.")

**Output:-**

Enter the source filename: output.txt

Enter the destination filename: output2.txt

Content copied from output.txt to output2.txt successfully.

**7. Read 10th to 15th byte from the file and print.**

**Syntax:-**

filename = input("Enter the filename to read: ")

try:

with open(filename, "rb") as file:

file.seek(9)

content = file.read(6)

print("Content from 10th to 15th byte:", content)

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Enter the filename to read: output.txt

Content from 10th to 15th byte: b' is ap'

**8. Read an existing file and take a user input string to be appended in that file. Also ask the position where new line need to be appended. Update the file content and print the updated file. [Hint: Make a file with new line character after each line]**

**Syntax:-**

filename = input("Enter the filename to update: ")

try:

with open(filename, "r+") as file:

content = file.read()

print("Current content of the file:")

print(content)

new\_content = input("Enter the string to append: ")

position = int(input("Enter the position where new content should be appended (0-indexed): "))

file.seek(position)

file.write("\n" + new\_content)

file.seek(0, 2)

updated\_content = file.read()

print("Updated content of the file:")

print(updated\_content)

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Enter the filename to update: output.txt

Current content of the file:

This line is appended at the beginning of the file.

This is the first line.

This is the second line.

This is the third line.

And this is the fourth line.

This text is appended to the end of the file.

Enter the string to append: This is the fifth line

Enter the position where new content should be appended (0-indexed): 4

Updated content of the file:

**9. Read an alternate bytes/ character from the file.**

**Syntax:-**

filename = input("Enter the filename to read: ")

try:

with open(filename, "rb") as file:

content = file.read()

alternate\_content = content[::2]

print("Alternate bytes/characters from the file:")

print(alternate\_content.decode())

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Enter the filename to read: output.txt

Alternate bytes/characters from the file:

TiTi steffhln einn ftefl.

hsi h is ieTi stescn ieTi stetidln.

n hsi h orhln.

hstx sapne oteedo h ie

**10. Read alternate lines from the file.**

**Syntax:-**

filename = input("Enter the filename to read: ")

try:

with open(filename, "r") as file:

lines = file.readlines()

alternate\_lines = lines[::2]

print("Alternate lines from the file:")

for line in alternate\_lines:

print(line.strip())

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.");

**Output:-**

Enter the filename to read: output.txt

Alternate lines from the file:

This

This is the first line.

This is the third line.

**Day:- 21**

**1. Write a python script to read the text file content and print the output in form of line wise total words in the file.**

**File Content as below:**

**Hello, How are you?**

**Very good morning**

**Have a nice day to all**

**Good Bye…**

**Output: [(1,4), (2,3), (3,6), (4,2)]**

**Syntax:-**

filename = "output.txt"

try:

with open(filename, "r") as file:

lines = file.readlines()

line\_word\_counts = []

for i, line in enumerate(lines, start=1):

words = line.split()

word\_count = len(words)

line\_word\_counts.append((i, word\_count))

print("Output:")

print(line\_word\_counts)

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Output:

[(1, 4), (2, 3), (3, 6), (4, 2)]

**2. Open a text file using with statement and write and read the content from that file.**

**Syntax:-**

filename = "output.txt"

content\_to\_write = "This is some text that we want to write to the file."

try:

with open(filename, "w") as file:

file.write(content\_to\_write)

print("Content written to the file successfully.")

with open(filename, "r") as file:

content\_read = file.read()

print("Content read from the file:")

print(content\_read)

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Content written to the file successfully.

Content read from the file:

This is some text that we want to write to the file.

**3. Take the user input for data to be written in the text file. Enter the data line by line, till ‘@’ character is entered by the user at the end.**

**Syntax:-**

filename = "output.txt"

try:

with open(filename, "w") as file:

print("Enter the data to be written in the text file (enter '@' to end):")

while True:

line = input()

if line.strip() == "@":

break

file.write(line + "\n")

print("Data has been written to the file successfully.")

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please enter a valid filename.")

**Output:-**

Enter the data to be written in the text file (enter '@' to end):

output.txt

@

Data has been written to the file successfully.

**4. Create a text file having string and numeric data. Write a script to separate the string and numbers in two different files [Hint: ch.isdigit() method will return true , if character is a number]**

**Syntax:-**

filename = "mixed\_data.txt"

with open(filename, "w") as file:

file.write("M0hit1 123\n")

file.write("456 Hit2\n")

file.write("Maulik3 789\n")

file.write("1234 Ketan4\n")

string\_filename = "string\_data.txt"

numeric\_filename = "numeric\_data.txt"

try:

with open(filename, "r") as file:

with open(string\_filename, "w") as string\_file, open(numeric\_filename, "w") as numeric\_file:

for line in file:

words = line.split()

for word in words:

if word.isdigit():

numeric\_file.write(word + "\n")

else:

string\_file.write(word + "\n")

print("Separation of string and numeric data is complete.")

except FileNotFoundError:

print(f"The file '{filename}' is not available. Please create the file first.")

**Output:-**

Separation of string and numeric data is complete.

M0hit1 123

456 Hit2

Maulik3 789

1234 Ketan4

**5. Create a menu driven program to perform various file operations through python functions as:**

**a) Create a file – (define the filename as a default argument)**

**b) Read the content of a specified file – Return the content in a string**

**c) Append the content in the specified file**

**d) Rename a file – (Take filename as keyword arguments)**

**e) Delete a file - (define the filename as a default argument)**

**f) Create a directory / folder**

**g) Display all the files present in the specified folder**

**h) Display only .txt file names from the specified folder**

**i) Display the files, starting with letter ‘t’ in their filename.**

**j) Display all python files from a specified folder.(Either .py extension or filename/folder name contains ‘py’ in between)**

**k) Display the file names having .txt extension**

**Syntax:-**

import os

def create\_file(filename="example.txt"):

try:

with open(filename, "w") as file:

print(f"File '{filename}' created successfully.")

except IOError:

print(f"Error: Unable to create file '{filename}'.")

def read\_file(filename):

try:

with open(filename, "r") as file:

content = file.read()

return content

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

return None

def append\_file(filename, content):

try:

with open(filename, "a") as file:

file.write(content)

print(f"Content appended to file '{filename}' successfully.")

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

def rename\_file(old\_filename, new\_filename):

try:

os.rename(old\_filename, new\_filename)

print(f"File '{old\_filename}' renamed to '{new\_filename}' successfully.")

except FileNotFoundError:

print(f"Error: File '{old\_filename}' not found.")

def delete\_file(filename="example.txt"):

try:

os.remove(filename)

print(f"File '{filename}' deleted successfully.")

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

def create\_folder(folder\_name):

try:

os.mkdir(folder\_name)

print(f"Folder '{folder\_name}' created successfully.")

except FileExistsError:

print(f"Error: Folder '{folder\_name}' already exists.")

def list\_files(folder="."):

files = os.listdir(folder)

print("Files in the specified folder:")

for file in files:

print(file)

def list\_txt\_files(folder="."):

files = os.listdir(folder)

txt\_files = [file for file in files if file.endswith(".txt")]

print("Text files in the specified folder:")

for txt\_file in txt\_files:

print(txt\_file)

def list\_files\_starting\_with\_t(folder="."):

files = os.listdir(folder)

t\_files = [file for file in files if file.startswith("t")]

print("Files starting with 't' in the specified folder:")

for t\_file in t\_files:

print(t\_file)

def list\_python\_files(folder="."):

files = os.listdir(folder)

python\_files = [file for file in files if file.endswith(".py") or "py" in file]

print("Python files in the specified folder:")

for python\_file in python\_files:

print(python\_file)

def list\_txt\_files\_extension(folder="."):

files = os.listdir(folder)

txt\_files = [file for file in files if file.endswith(".txt")]

print("Text files with .txt extension in the specified folder:")

for txt\_file in txt\_files:

print(txt\_file)

def main():

while True:

print("\nFile Operations Menu:")

print("a) Create a file")

print("b) Read the content of a specified file")

print("c) Append content in a specified file")

print("d) Rename a file")

print("e) Delete a file")

print("f) Create a directory / folder")

print("g) Display all files present in the specified folder")

print("h) Display only .txt file names from the specified folder")

print("i) Display files starting with letter 't' in their filename")

print("j) Display all python files from a specified folder")

print("k) Display file names having .txt extension")

print("q) Quit")

choice = input("Enter your choice: ").lower()

if choice == "a":

filename = input("Enter the filename to create (default is example.txt): ")

create\_file(filename)

elif choice == "b":

filename = input("Enter the filename to read: ")

content = read\_file(filename)

if content:

print("Content of the file:")

print(content)

elif choice == "c":

filename = input("Enter the filename to append content to: ")

content = input("Enter the content to append: ")

append\_file(filename, content)

elif choice == "d":

old\_filename = input("Enter the old filename: ")

new\_filename = input("Enter the new filename: ")

rename\_file(old\_filename, new\_filename)

elif choice == "e":

filename = input("Enter the filename to delete: ")

delete\_file(filename)

elif choice == "f":

folder\_name = input("Enter the folder name to create: ")

create\_folder(folder\_name)

elif choice == "g":

folder = input("Enter the folder to list files from (default is current directory): ")

list\_files(folder)

elif choice == "h":

folder = input("Enter the folder to list .txt files from (default is current directory): ")

list\_txt\_files(folder)

elif choice == "i":

folder = input("Enter the folder to list files starting with 't' from (default is current directory): ")

list\_files\_starting\_with\_t(folder)

elif choice == "j":

folder = input("Enter the folder to list python files from (default is current directory): ")

list\_python\_files(folder)

elif choice == "k":

folder = input("Enter the folder to list .txt files with .txt extension from (default is current directory): ")

list\_txt\_files\_extension(folder)

elif choice == "q":

print("Exiting the program...")

break

else:

print("Invalid choice. Please try again.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:-**

File Operations Menu:

a) Create a file

b) Read the content of a specified file

c) Append content in a specified file

d) Rename a file

e) Delete a file

f) Create a directory / folder

g) Display all files present in the specified folder

h) Display only .txt file names from the specified folder

i) Display files starting with letter 't' in their filename

j) Display all python files from a specified folder

k) Display file names having .txt extension

q) Quit

Enter your choice:

**Day:- 22**

**1. Write a Python script to take a user input to enter a list of elements for employee data**

**and write it into a file. Handle the following exceptions for it.**

**a. If an age entered is not a number**

**b. If salary is not defined and trying to append in the list**

**c. Entered age must be between 18 and 25 only**

**d. Salary must be greater than or equal to 10000**

**e. Calculate HRA and check for the ZeroDivisionError**

**f. Open a file in read mode and try to write into it**

**g. Try to write the whole list object into a file**

**Syntax:-**

def calculate\_hra(salary):

try:

hra = salary \* 0.1

return hra

except ZeroDivisionError:

print("Error: Salary cannot be zero.")

def write\_employee\_data(filename, employee\_data):

try:

with open(filename, "w") as file:

for employee in employee\_data:

file.write(str(employee) + "\n")

print(f"Employee data written to '{filename}' successfully.")

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

except IOError:

print(f"Error: Unable to write to file '{filename}'.")

employee\_data = []

while True:

try:

name = input("Enter employee name (press 'q' to quit): ")

if name.lower() == 'q':

break

age = int(input("Enter employee age: "))

if not 18 <= age <= 25:

raise ValueError("Age must be between 18 and 25.")

salary = float(input("Enter employee salary: "))

if salary < 10000:

raise ValueError("Salary must be greater than or equal to 10000.")

hra = calculate\_hra(salary)

employee = {"Name": name, "Age": age, "Salary": salary, "HRA": hra}

employee\_data.append(employee)

except ValueError as ve:

print(f"ValueError: {ve}")

except ZeroDivisionError:

print("ZeroDivisionError: Salary cannot be zero.")

except KeyboardInterrupt:

print("\nOperation aborted by the user.")

break

filename = input("Enter filename to save employee data: ")

write\_employee\_data(filename, employee\_data)

**Output:-**

File Operations Menu:

a) Create a file

b) Read the content of a specified file

c) Append content in a specified file

d) Rename a file

e) Delete a file

f) Create a directory / folder

g) Display all files present in the specified folder

h) Display only .txt file names from the specified folder

i) Display files starting with letter 't' in their filename

j) Display all python files from a specified folder

k) Display file names having .txt extension

q) Quit

Enter your choice:

**Day:- 23**

**1. Write a Python script to take a user input to enter a list of elements for student result data**

**{1: (23,34,43,42,26), 2: (25,35,45,43,30), ….}And write it into a file. Handle the exceptions if any.**

**a. Create a user defined exception if entered marks are &gt; 50**

**b. Take marks (coma separated) of 5 subjects from user. If marks are for more or less than 5 then raise a user defined exception.**

**c. Make a total of all subjects and calculate %**

**d. Write a UDF to search data (based on rollno) from the binary file. And print the student’s result in proper format**

**Syntax:-**

import pickle

class MarksError(Exception):

pass

class SubjectCountError(Exception):

pass

def calculate\_result(marks):

total\_marks = sum(marks)

percentage = (total\_marks / (len(marks) \* 50)) \* 100

return total\_marks, percentage

def enter\_marks(roll\_no):

try:

marks\_str = input(f"Enter marks for student {roll\_no} (comma-separated): ")

marks = list(map(int, marks\_str.split(',')))

if len(marks) != 5:

raise SubjectCountError("Exactly 5 subjects must be entered.")

for mark in marks:

if mark > 50:

raise MarksError("Marks cannot be greater than 50.")

return marks

except ValueError:

print("Error: Please enter numeric marks.")

except MarksError as me:

print(f"Error: {me}")

except SubjectCountError as sce:

print(f"Error: {sce}")

return None

def write\_student\_result(filename, result\_data):

try:

with open(filename, "wb") as file:

pickle.dump(result\_data, file)

print(f"Student result data written to '{filename}' successfully.")

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

except IOError:

print(f"Error: Unable to write to file '{filename}'.")

def search\_student\_result(filename, roll\_no):

try:

with open(filename, "rb") as file:

result\_data = pickle.load(file)

if roll\_no in result\_data:

marks = result\_data[roll\_no]

total\_marks, percentage = calculate\_result(marks)

print(f"Student Result (Roll No. {roll\_no}):")

print(f"Marks: {marks}")

print(f"Total Marks: {total\_marks}")

print(f"Percentage: {percentage:.2f}%")

else:

print(f"Student with Roll No. {roll\_no} not found in the records.")

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

except IOError:

print(f"Error: Unable to read file '{filename}'.")

except pickle.UnpicklingError:

print(f"Error: Unable to load data from file '{filename}'.")

def main():

try:

result\_data = {}

while True:

roll\_no = int(input("Enter student roll number (press 0 to stop): "))

if roll\_no == 0:

break

marks = enter\_marks(roll\_no)

if marks:

result\_data[roll\_no] = marks

filename = input("Enter filename to save student result data: ")

write\_student\_result(filename, result\_data)

search\_roll\_no = int(input("Enter roll number to search for student result: "))

search\_student\_result(filename, search\_roll\_no)

except KeyboardInterrupt:

print("\nOperation aborted by the user.")

except ValueError:

print("Error: Invalid input for roll number.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:-**

Enter student roll number (press 0 to stop): 1

Enter marks for student 1 (comma-separated): 40, 30, 36, 48, 42

Enter student roll number (press 0 to stop): 2

Enter marks for student 2 (comma-separated): 40, 30, 36, 48, 52

Error: Marks cannot be greater than 50.

Enter student roll number (press 0 to stop): 0

Enter filename to save student result data: Results.txt

Student result data written to 'Results.txt' successfully.

**2. Create a dictionary object for student details (Rollno, name, age, hobby, marks…)**

**Syntax:-**

student\_details = {

1: {"Name": "M0hit", "Age": 20, "Hobby": "Reading", "Marks": [85, 90, 75, 80]},

2: {"Name": "Kunj", "Age": 21, "Hobby": "Music", "Marks": [70, 75, 80, 85]},

3: {"Name": "Sahdev", "Age": 19, "Hobby": "Sports", "Marks": [65, 70, 75, 80]},

}

**3. Create a user defined exception if entered marks are &gt; 50**

**Syntax:-**

class MarksError(Exception):

pass

def enter\_marks():

try:

marks\_str = input("Enter marks (comma-separated): ")

marks = list(map(int, marks\_str.split(',')))

for mark in marks:

if mark > 50:

raise MarksError("Marks cannot be greater than 50.")

return marks

except ValueError:

print("Error: Please enter numeric marks.")

except MarksError as me:

print(f"Error: {me}")

return None

marks = enter\_marks()

print("Entered marks:", marks)

**Output:-**

Enter marks (comma-separated): 48, 40, 38, 34

Entered marks: [48, 40, 38, 34]

**4. Store all those dictionary data in a binary file.**

**Syntax:-**

import pickle

student\_details = {

1: {"Rollno": 1, "Name": "Mohit", "Age": 20, "Hobby": "Reading", "Marks": [85, 90, 75, 80]},

2: {"Rollno": 2, "Name": "Hit", "Age": 21, "Hobby": "Music", "Marks": [70, 75, 80, 85]},

3: {"Rollno": 3, "Name": "Maulik", "Age": 26, "Hobby": "Sports", "Marks": [70, 75, 80, 85]},

4: {"Rollno": 4, "Name": "Nilesh", "Age": 31, "Hobby": "Dancing", "Marks": [70, 75, 80, 85]},

5: {"Rollno": 5, "Name": "Sahdev", "Age": 25, "Hobby": "Gayming", "Marks": [70, 75, 80, 85]},

6: {"Rollno": 6, "Name": "Kunj", "Age": 35, "Hobby": "Dancing", "Marks": [70, 75, 80, 85]},

}

filename = "student\_data.bin"

with open(filename, "wb") as file:

pickle.dump(student\_details, file)

print("Student details stored in binary file successfully.")

**Output:-**

Student details stored in binary file successfully.

**5. Create separate functions for addData, updateData, deleteData from the binary file**

**Syntax:-**

import pickle

def add\_data(filename, student\_data):

try:

with open(filename, "ab") as file:

pickle.dump(student\_data, file)

print("Student data added successfully.")

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

except IOError:

print(f"Error: Unable to write to file '{filename}'.")

def update\_data(filename, roll\_no, new\_data):

try:

temp\_filename = "temp\_file.bin"

with open(filename, "rb") as file, open(temp\_filename, "wb") as temp\_file:

while True:

try:

student\_data = pickle.load(file)

if "Rollno" in student\_data and student\_data["Rollno"] == roll\_no:

student\_data.update(new\_data)

pickle.dump(student\_data, temp\_file)

except EOFError:

break

import os

os.remove(filename)

os.rename(temp\_filename, filename)

print("Student data updated successfully.")

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

except IOError:

print(f"Error: Unable to write to file '{filename}'.")

def delete\_data(filename, roll\_no):

try:

temp\_filename = "temp\_file.bin"

with open(filename, "rb") as file, open(temp\_filename, "wb") as temp\_file:

while True:

try:

student\_data = pickle.load(file)

if "Rollno" in student\_data and student\_data["Rollno"] != roll\_no:

pickle.dump(student\_data, temp\_file)

except EOFError:

break

import os

os.remove(filename)

os.rename(temp\_filename, filename)

print("Student data deleted successfully.")

except FileNotFoundError:

print(f"Error: File '{filename}' not found.")

except IOError:

print(f"Error: Unable to write to file '{filename}'.")

student\_data = {

"Rollno": 1,

"Name": "M0hit",

"Age": 22,

"Hobby": "Reading",

"Marks": [85, 90, 75, 80]

}

filename = "student\_data.bin"

add\_data(filename, student\_data)

update\_data(filename, 1, {"Age": 21})

delete\_data(filename, 1)

**Output:-**

Student data added successfully.

Student data updated successfully.

Student data deleted successfully.

**6. Write a program for Banking Application having following features (User defined functions)**

**a. Add Customers (While opening an account, balance must be minimum 5000)**

**b. Print Statement (Show the Account#, Name and Current Balance)**

**c. Withdraw Money (It must be +ve integer value only)**

**d. Deposit Money (It must be +ve integer value only)**

**Syntax:-**

class BankAccount:

def \_\_init\_\_(self):

self.customers = {}

def add\_customer(self, account\_no, name, initial\_balance):

if initial\_balance < 5000:

print("Initial balance must be at least 5000.")

return False

if account\_no in self.customers:

print("Account number already exists.")

return False

self.customers[account\_no] = {"Name": name, "Balance": initial\_balance}

print("Customer added successfully.")

return True

def print\_statement(self, account\_no):

if account\_no in self.customers:

print(f"Account#: {account\_no}, Name: {self.customers[account\_no]['Name']}, Balance: {self.customers[account\_no]['Balance']}")

else:

print("Account not found.")

def withdraw\_money(self, account\_no, amount):

if account\_no in self.customers:

if amount > 0 and amount <= self.customers[account\_no]["Balance"]:

self.customers[account\_no]["Balance"] -= amount

print("Amount withdrawn successfully.")

else:

print("Invalid amount or insufficient balance.")

else:

print("Account not found.")

def deposit\_money(self, account\_no, amount):

if account\_no in self.customers:

if amount > 0:

self.customers[account\_no]["Balance"] += amount

print("Amount deposited successfully.")

else:

print("Invalid amount.")

else:

print("Account not found.")

bank = BankAccount()

bank.add\_customer(101, "M0hit", 6000)

bank.add\_customer(102, "Hit", 5020)

bank.add\_customer(103, "Nilesh", 1220)

bank.add\_customer(104, "Dhrumil", 500)

bank.add\_customer(105, "Vivek", 5300)

bank.print\_statement(101)

bank.print\_statement(102)

bank.print\_statement(103)

bank.print\_statement(104)

bank.print\_statement(105)

bank.withdraw\_money(101, 2000)

bank.withdraw\_money(102, 5000)

bank.withdraw\_money(103, 3000)

bank.withdraw\_money(104, 4620)

bank.withdraw\_money(105, 500)

bank.deposit\_money(101, 3000)

bank.deposit\_money(102, -1000)

bank.deposit\_money(103, -2000)

bank.deposit\_money(104, 2000)

bank.deposit\_money(105, 5000)

**Output:-**

Customer added successfully.

Customer added successfully.

Initial balance must be at least 5000.

Initial balance must be at least 5000.

Customer added successfully.

Account#: 101, Name: M0hit, Balance: 6000

Account#: 102, Name: Hit, Balance: 5020

Account not found.

Account not found.

Account#: 105, Name: Vivek, Balance: 5300

Amount withdrawn successfully.

Amount withdrawn successfully.

Account not found.

Account not found.

Amount withdrawn successfully.

Amount deposited successfully.

Invalid amount.

Account not found.

Account not found.

Amount deposited successfully.

**Day:- 24**

**1. Create a file for logging/ storing messages, when exception occurs**

**Syntax:-**

import logging

logging.basicConfig(filename='error.log', level=logging.ERROR, format='%(asctime)s - %(levelname)s - %(message)s')

try:

x = 1 / 0

except Exception as e:

logging.error(f'An exception occurred: {e}')

print(f'An exception occurred: {e}')

**Output:-**

An exception occurred: division by zero

**2. Print today’s date and time using datetime module, also print year,month and day.**

**Syntax:-**

import datetime

current\_datetime = datetime.datetime.now()

print("Current date and time:", current\_datetime)

print("Year:", current\_datetime.year)

print("Month:", current\_datetime.month)

print("Day:", current\_datetime.day)

**Output:-**

Current date and time: 2024-04-25 19:11:56.679890

Year: 2024

Month: 4

Day: 25

**3. Use different formatting options to print weekdays**

**Syntax:-**

import datetime

current\_date = datetime.datetime.now()

print("Weekday abbreviated:", current\_date.strftime("%a"))

print("Weekday full name:", current\_date.strftime("%A"))

print("Weekday as a number (0-6, 0 is Monday):", current\_date.strftime("%w"))

**Output:-**

Weekday abbreviated: Thu

Weekday full name: Thursday

Weekday as a number (0-6, 0 is Monday): 4

**4. Create a Database in MySQL – name MyDB**

**Syntax:-**

import mysql.connector

conn = mysql.connector.connect(

host="localhost",

user="your\_username",

password="your\_password"

)

cursor = conn.cursor()

cursor.execute("CREATE DATABASE MyDB")

cursor.close()

conn.close()

print("Database MyDB created successfully.")

**Output:-**

Database MyDB created successfully.

**5. Create a table – employee having fields – eno, ename, age, salary, doj**

**Syntax:-**

import mysql.connector

conn = mysql.connector.connect(

host="localhost",

user="your\_username",

password="your\_password",

database="MyDB"

)

cursor = conn.cursor()

cursor.execute("""

CREATE TABLE employee (

eno INT PRIMARY KEY,

ename VARCHAR(255),

age INT,

salary DECIMAL(10, 2),

doj DATE

)

""")

cursor.close()

conn.close()

print("Table employee created successfully.")

**Output:-**

Table employee created successfully.

**6. Insert, update and delete specific rows in that table using python script**

**Syntax:-**

import mysql.connector

conn = mysql.connector.connect(

host="localhost",

user="your\_username",

password="your\_password",

database="MyDB"

)

cursor = conn.cursor()

def insert\_employee(eno, ename, age, salary, doj):

sql = "INSERT INTO employee (eno, ename, age, salary, doj) VALUES (%s, %s, %s, %s, %s)"

val = (eno, ename, age, salary, doj)

cursor.execute(sql, val)

conn.commit()

print("Employee inserted successfully.")

def update\_employee(eno, new\_salary):

sql = "UPDATE employee SET salary = %s WHERE eno = %s"

val = (new\_salary, eno)

cursor.execute(sql, val)

conn.commit()

print("Employee updated successfully.")

def delete\_employee(eno):

sql = "DELETE FROM employee WHERE eno = %s"

val = (eno,)

cursor.execute(sql, val)

conn.commit()

print("Employee deleted successfully.")

insert\_employee(101, 'John Doe', 30, 50000.00, '2022-05-01')

update\_employee(101, 55000.00)

delete\_employee(101)

cursor.close()

conn.close()

**Output:-**

Employee inserted successfully.

Employee updated successfully.

Employee deleted successfully.

**7. Create a menu driven CRUD operation program to perform above tasks.**

**Syntax:-**

import mysql.connector

conn = mysql.connector.connect(

host="localhost",

user="your\_username",

password="your\_password",

database="MyDB"

)

cursor = conn.cursor()

def insert\_employee():

eno = int(input("Enter employee number: "))

ename = input("Enter employee name: ")

age = int(input("Enter employee age: "))

salary = float(input("Enter employee salary: "))

doj = input("Enter employee date of joining (YYYY-MM-DD): ")

sql = "INSERT INTO employee (eno, ename, age, salary, doj) VALUES (%s, %s, %s, %s, %s)"

val = (eno, ename, age, salary, doj)

cursor.execute(sql, val)

conn.commit()

print("Employee inserted successfully.")

def read\_employees():

cursor.execute("SELECT \* FROM employee")

employees = cursor.fetchall()

for employee in employees:

print(employee)

def update\_employee():

eno = int(input("Enter employee number whose salary to be updated: "))

new\_salary = float(input("Enter new salary: "))

sql = "UPDATE employee SET salary = %s WHERE eno = %s"

val = (new\_salary, eno)

cursor.execute(sql, val)

conn.commit()

print("Employee updated successfully.")

def delete\_employee():

eno = int(input("Enter employee number to be deleted: "))

sql = "DELETE FROM employee WHERE eno = %s"

val = (eno,)

cursor.execute(sql, val)

conn.commit()

print("Employee deleted successfully.")

while True:

print("\nMenu:")

print("1. Insert employee")

print("2. Read all employees")

print("3. Update employee salary")

print("4. Delete employee")

print("5. Exit")

choice = input("Enter your choice: ")

if choice == '1':

insert\_employee()

elif choice == '2':

read\_employees()

elif choice == '3':

update\_employee()

elif choice == '4':

delete\_employee()

elif choice == '5':

break

else:

print("Invalid choice. Please enter a valid option.")

cursor.close()

conn.close()

**Output:-**

Menu:

1. Insert employee

2. Read all employees

3. Update employee salary

4. Delete employee

5. Exit

Enter your choice:

**Day:- 25**

**1. Create a MySQL database table called Tournament. Use exception handling while creating a database table.**

**Syntax:-**

import mysql.connector

try:

conn = mysql.connector.connect(

host="localhost",

user="your\_username",

password="your\_password",

database="MyDB"

)

cursor = conn.cursor()

cursor.execute("""

CREATE TABLE IF NOT EXISTS Tournament (

id INT AUTO\_INCREMENT PRIMARY KEY,

name VARCHAR(255) NOT NULL,

location VARCHAR(255),

start\_date DATE,

end\_date DATE

)

""")

print("Tournament table created successfully.")

except mysql.connector.Error as err:

print(f"Error: {err}")

finally:

cursor.close()

conn.close()

**Output:-**

Tournament table created successfully.

**2. Having fields like Name, Age, Sport\_Play, NoOfTournaments**

**Syntax:-**

import mysql.connector

try:

conn = mysql.connector.connect(

host="localhost",

user="your\_username",

password="your\_password",

database="MyDB"

)

cursor = conn.cursor()

cursor.execute("""

CREATE TABLE IF NOT EXISTS Tournament (

id INT AUTO\_INCREMENT PRIMARY KEY,

Name VARCHAR(255) NOT NULL,

Age INT,

Sport\_Play VARCHAR(255),

NoOfTournaments INT

)

""")

print("Tournament table created successfully.")

except mysql.connector.Error as err:

print(f"Error: {err}")

finally:

cursor.close()

conn.close()

**Output:-**

Tournament table created successfully.

**3. After inserting data in the table, write a menu driven program to**

**a. Display sport wise no. of players (sports name - count of players)**

**b. Display player’s details for a specific sport.**

**c. Update the tournament field (increment by 1) for a user specified player (when he has played match)**

**d. Search players’ detail by their name.**

**e. Delete a record of specific player**

**Syntax:-**

import mysql.connector

def display\_sportwise\_players(cursor):

try:

cursor.execute("""

SELECT Sport\_Play, COUNT(\*) AS Player\_Count

FROM Tournament

GROUP BY Sport\_Play

""")

sportwise\_players = cursor.fetchall()

print("Sport-wise number of players:")

for sport, count in sportwise\_players:

print(f"{sport} - {count}")

except mysql.connector.Error as err:

print(f"Error: {err}")

def display\_players\_details(cursor, sport\_name):

try:

cursor.execute(f"""

SELECT \*

FROM Tournament

WHERE Sport\_Play = '{sport\_name}'

""")

players\_details = cursor.fetchall()

print(f"Players' details for {sport\_name}:")

for player in players\_details:

print(player)

except mysql.connector.Error as err:

print(f"Error: {err}")

def update\_tournament\_field(cursor, player\_name):

try:

cursor.execute(f"""

UPDATE Tournament

SET NoOfTournaments = NoOfTournaments + 1

WHERE Name = '{player\_name}'

""")

print(f"Tournament field updated for {player\_name}.")

except mysql.connector.Error as err:

print(f"Error: {err}")

def search\_players\_details(cursor, player\_name):

try:

cursor.execute(f"""

SELECT \*

FROM Tournament

WHERE Name = '{player\_name}'

""")

player\_details = cursor.fetchone()

if player\_details:

print(f"Player's details for {player\_name}: {player\_details}")

else:

print(f"No player found with the name {player\_name}.")

except mysql.connector.Error as err:

print(f"Error: {err}")

def delete\_player\_record(cursor, player\_name):

try:

cursor.execute(f"""

DELETE FROM Tournament

WHERE Name = '{player\_name}'

""")

print(f"Record of {player\_name} deleted successfully.")

except mysql.connector.Error as err:

print(f"Error: {err}")

def main():

try:

conn = mysql.connector.connect(

host="localhost",

user="your\_username",

password="your\_password",

database="MyDB"

)

cursor = conn.cursor()

while True:

print("\nMenu:")

print("a. Display sport-wise number of players")

print("b. Display player's details for a specific sport")

print("c. Update the tournament field for a specific player")

print("d. Search players' detail by their name")

print("e. Delete a record of specific player")

print("f. Exit")

choice = input("Enter your choice: ")

if choice == 'a':

display\_sportwise\_players(cursor)

elif choice == 'b':

sport\_name = input("Enter sport name: ")

display\_players\_details(cursor, sport\_name)

elif choice == 'c':

player\_name = input("Enter player name: ")

update\_tournament\_field(cursor, player\_name)

elif choice == 'd':

player\_name = input("Enter player name: ")

search\_players\_details(cursor, player\_name)

elif choice == 'e':

player\_name = input("Enter player name: ")

delete\_player\_record(cursor, player\_name)

elif choice == 'f':

break

else:

print("Invalid choice. Please try again.")

except mysql.connector.Error as err:

print(f"Error: {err}")

finally:

cursor.close()

conn.close()

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:-**

Menu:

a. Display sport-wise number of players

b. Display player's details for a specific sport

c. Update the tournament field for a specific player

d. Search players' detail by their name

e. Delete a record of specific player

f. Exit

Enter your choice:

**4. Take the DB table backup in the binary file. (Use Pickle.dump())**

**Syntax:-**

import sqlite3

import pickle

def backup\_table\_to\_binary(db\_file, table\_name, backup\_file):

try:

conn = sqlite3.connect(db\_file)

cursor = conn.cursor()

cursor.execute(f"SELECT \* FROM {table\_name}")

table\_data = cursor.fetchall()

conn.close()

data\_to\_backup = {

'table\_name': table\_name,

'data': table\_data

}

with open(backup\_file, 'wb') as file:

pickle.dump(data\_to\_backup, file)

print(f"Backup of table '{table\_name}' created successfully in '{backup\_file}'.")

except sqlite3.Error as e:

print("SQLite error:", e)

except Exception as e:

print("Error:", e)

backup\_table\_to\_binary("my\_database.db", "my\_table", "table\_backup.bin")

**Output:-**

Backup of table 'my\_table' created successfully in 'table\_backup.bin'.

**5. Delete all the records from the above table**

**Syntax:-**

import sqlite3

def delete\_all\_records(db\_file, table\_name):

try:

conn = sqlite3.connect(db\_file)

cursor = conn.cursor()

cursor.execute(f"DELETE FROM {table\_name}")

conn.commit()

conn.close()

print("All records deleted successfully from the table.")

except sqlite3.Error as e:

print("SQLite error:", e)

except Exception as e:

print("Error:", e)

delete\_all\_records("my\_database.db", "my\_table")

**Output:-**

All records deleted successfully from the table.

**6. Reload the data from text file. (Use Pickle.load())**

**Syntax:-**

import pickle

def reload\_data\_from\_text\_file(file\_path):

try:

with open(file\_path, 'rb') as file:

data = pickle.load(file)

print("Data reloaded from the text file successfully.")

return data

except FileNotFoundError:

print(f"Error: File '{file\_path}' not found.")

return None

except pickle.PickleError as e:

print("Error:", e)

return None

data = reload\_data\_from\_text\_file("data\_backup.txt")

if data:

print("Reloaded data:", data)

**Output:-**

Data reloaded from the text file successfully.

Reloaded data: {'key1': 'value1', 'key2': 'value2', ...}

***Day-28***

1. **Create a dataframe from an excel sheet**.

import pandas as pd

excel\_df = pd.read\_excel('std.xlsx')

print(excel\_df)

**Output:**

**Roll Number Name Age Marks**

C01 hit 20 99

C02 m0hit 21 59

C03 khuman 21 78

C04 maulik 21 48

C05 bhautik 21 68

C06 vivek 21 77

C07 sahdev 1 88

C08 meet 21 99

C09 jeet 22 65

C10 Rinkal 20 35

C11 Tanvi 20 65

**2. Create a dataframe from a .csv file**

import pandas as pd

csv\_df = pd.read\_csv('std1.csv')

print(csv\_df)

**Output:**

**Roll Number\tName\tAge\tMarks**

C01\tJignesh\t20\t99

C02\tVasu\t21\t59

C03\tRohit\t21\t78

C04\tVistrut\t21\t48

C05\tZeel\t21\t68

C06\tDhavel\t21\t77

C07\tYash\t1\t88

C08\tVivek\t21\t99

C09\tVandan\t22\t65

C10\tRinkal\t20\t35

C11\tTanvi\t20\t65

**3. Create a dataframe from the dictionary object**

data = {'RollNo': ['C12','C13','C14'],

'Name': ['M0hit', 'Abhishek', 'deep'],

'Age': [20, 21, 22],

'Marks': [85, 90, 88]}

dict\_df = pd.DataFrame(data)

**Output:**

**RollNo Name Age Marks**

C12 M0hit 20 85

C13 Abhishek 21 90

C14 deep 22 88

**4. Create a dataframe from a list object**

data\_list = [(12, 'M0hit', 20, 85),

(13, 'Abhishek', 21, 90),

(14, 'Deep', 22, 88)]

list\_df = pd.DataFrame(data\_list, columns=['RollNo', 'Name', 'Age', 'Marks'])

**Output:**

**RollNo Name Age Marks**

12 M0hit 20 85

13 Abhishek 21 90

14 Deep 22 88

**5. Display total number of rows and columns in the dataframe**

print("Rows and Columns in Excel dataframe:", excel\_df.shape)

print("Rows and Columns in CSV dataframe:", csv\_df.shape)

print("Rows and Columns in Dictionary dataframe:", dict\_df.shape)

print("Rows and Columns in List dataframe:", list\_df.shape)

**Output:**

Rows and Columns in Excel dataframe: (11, 4)

Rows and Columns in CSV dataframe: (11, 1)

Rows and Columns in Dictionary dataframe: (3, 4)

Rows and Columns in List dataframe: (3, 4)

**6. Display only 1st 3 rows from dataframe**

print("First 3 rows from Excel dataframe:")

print(excel\_df.head(3))

**Output:**

**First 3 rows from Excel dataframe:**

**Roll Number Name Age Marks**

C01 hit 20 99

C02 m0hit 21 59

C03 khuman 21 78

**7. Display only last two rows from dataframe**

print("Last 2 rows from CSV dataframe:")

print(csv\_df.tail(2))

**Output:**

**Last 2 rows from CSV dataframe:**

**Roll Number\tName\tAge\tMarks**

C10\tRinkal\t20\t35

C11\tTanvi\t20\t65

**8. Display 3rd to 7th row of the dataframe**

print("3rd to 7th row from Dictionary dataframe:")

print(dict\_df.iloc[2:7])

**Output:**

**3rd to 7th row from Dictionary dataframe:**

**Roll Number Name Age Marks**

2 C03 khuman 21 78

3 C04 maulik 21 48

4 C05 bhautik 21 68

5 C06 vivek 21 77

6 C07 sahdev 1 88

**9. Display all the rows in reverse order.**

print("All rows in reverse order from List dataframe:")

print(list\_df.iloc[::-1])

**Output:**

All rows in reverse order from List dataframe:

Roll Number Name Age Marks

C11 Tanvi 20 65

C10 Rinkal 20 35

C09 jeet 22 65

C08 meet 21 99

C07 sahdev 1 88

C06 vivek 21 77

C05 bhautik 21 68

C04 maulik 21 48

C03 khuman 21 78

C02 m0hit 21 59

C01 hit 20 99

**10. Display all column names of the dataframe.**

print("Column names of Excel dataframe:")

print(excel\_df.columns.tolist())

**Output:**

**Column names of Excel dataframe:**

['Roll Number', 'Name', 'Age', 'Marks']

***Day-29***

**1. Display only name and age of all students from the dataframe**

print("Name and Age of all students:")

print(excel\_df[['Name', 'Age']])

**Output:**

**Name and Age of all students:**

**Name Age**

hit 20

m0hit 21

khuman 21

maulik 21

bhautik 21

vivek 21

sahdev 1

meet 21

jeet 22

Rinkal 20

Tanvi 20

**2. Display maximum and minimum marks from the dataframe.**

max\_marks = excel\_df['Marks'].max()

min\_marks = excel\_df['Marks'].min()

print("Maximum Marks:", max\_marks)

print("Minimum Marks:", min\_marks)

**Output:**

Maximum Marks: 99

Minimum Marks: 35

**3. Display the statistical analysis of marks from the student dataframe**

print("Statistical analysis of marks:")

print(excel\_df['Marks'].describe())

**Output:**

Statistical analysis of marks:

count 11.00000

mean 71.00000

std 19.97999

min 35.00000

25% 62.00000

50% 68.00000

75% 83.00000

max 99.00000

**4. Display the name of the student having marks > 50**

print("Students having marks > 50:")

print(excel\_df[excel\_df['Marks'] > 50]['Name'])

**Output:**

Students having marks > 50:

0 hit

1 m0hit

2 khuman

4 bhautik

5 vivek

6 sahdev

7 meet

8 jeet

10 Tanvi

Name: Name, dtype: object

**5. Display the rollno and name of the student whose age is > 20**

print("RollNo and Name of students whose age is > 20:")

print(excel\_df.loc[excel\_df['Age'] > 20, ['RollNo', 'Name']])

**Output:**

RollNo and Name of students whose age is > 20:

RollNo Name

C02 m0hit

C03 khuman

C04 maulik

C05 bhautik

C06 vivek

C08 meet

C09 jeet

**6. Display the students having age between 20 and 25**

print("Students having age between 20 and 25:")

print(excel\_df[(excel\_df['Age'] >= 20) & (excel\_df['Age'] <= 25)])

**Output:**

Students having age between 20 and 25:

RollNo Name Age Marks

0 C01 hit 20 99

1 C02 m0hit 21 59

2 C03 khuman 21 78

3 C04 maulik 21 48

4 C05 bhautik 21 68

5 C06 vivek 21 77

7 C08 meet 21 99

8 C09 jeet 22 65

9 C10 Rinkal 20 35

10 C11 Tanvi 20 65

**7. Display the name of the student who has scored maximum marks**

max\_marks\_student = excel\_df[excel\_df['Marks'] == max\_marks]['Name'].iloc[0]

print("Student with maximum marks:", max\_marks\_student)

**Output:**

Student with maximum marks: hit

**8. Display the students who have scored more than average marks (use mean)**

avg\_marks = excel\_df['Marks'].mean()

print("Students who scored more than average marks:")

print(excel\_df[excel\_df['Marks'] > avg\_marks])

**Output:**

Students who scored more than average marks:

RollNo Name Age Marks

0 C01 hit 20 99

2 C03 khuman 21 78

5 C06 vivek 21 77

6 C07 sahdev 1 88

7 C08 meet 21 99

***Day-30***

import pandas as pd

**1. Create a scalar series (dictionary object with single value) and convert it into a dataframe**

scalar\_series = pd.Series({'Value': 10})

scalar\_df = scalar\_series.to\_frame()

print("Scalar DataFrame:")

print(scalar\_df)

**Output:**

Scalar DataFrame:

0

Value 10

**2. Create MultiIndex.from\_arrays like Students [ ], Score [ ], Age [ ]**

arrays = [['Student1', 'Student2', 'Student3'], ['Score1', 'Score2', 'Score3'], ['Age1', 'Age2', 'Age3']]

multi\_index = pd.MultiIndex.from\_arrays(arrays, names=('Students', 'Score', 'Age'))

print("\nMultiIndex from arrays:")

print(multi\_index)

**Output:**

MultiIndex from arrays:

MultiIndex([('Student1', 'Score1', 'Age1'),

('Student2', 'Score2', 'Age2'),

('Student3', 'Score3', 'Age3')],

names=['Students', 'Score', 'Age'])

**3. Create MultiIndex.from\_frame**

**a. Use dictionary object for employee data for empId, Name, and Salary**

employee\_data = {'empId': [1, 2, 3], 'Name': ['Alice', 'Bob', 'Charlie'], 'Salary': [50000, 60000, 70000]}

employee\_df = pd.DataFrame(employee\_data)

**Output:**

DataFrame with MultiIndex from dictionary:

empId Name Salary

0 1 M0hit 50000

1 2 Hit 60000

2 3 Ketan 70000

**b. Create DataFrames by read\_excel(), read\_csv() and set multiindex**

employee\_excel = pd.read\_excel('emp.xlsx')

employee\_csv = pd.read\_csv('emp1.csv')

employee\_excel.set\_index(['empId', 'Name'], inplace=True)

employee\_csv.set\_index(['empId', 'Name'], inplace=True)

print("\nDataFrame with MultiIndex from dictionary:")

print(employee\_df)

print("\nDataFrame with MultiIndex from excel:")

print(employee\_excel)

print("\nDataFrame with MultiIndex from csv:")

print(employee\_csv)

**Output:**

DataFrame with MultiIndex from excel:

Empty DataFrame

Columns: [Salary]

Index: []

DataFrame with MultiIndex from csv:

Salary

empId Name

1 hit 100000

**4. Create DataFrame from List object with Index values**

student\_data = [('Student1', 'Pass', 80, 85, 90),

('Student2', 'Fail', 60, 55, 70),

('Student3', 'Pass', 75, 85, 80),

('Student4', 'Pass', 90, 85, 95),

('Student5', 'Fail', 40, 45, 50)]

columns = ['Student', 'Result', 'Subject1', 'Subject2', 'Subject3']

student\_df = pd.DataFrame(student\_data, columns=columns)

student\_df.set\_index('Student', inplace=True)

print("\nDataFrame from List object with Index values:")

print(student\_df)

**Output:**

DataFrame from List object with Index values:

Student Result Subject1 Subject2 Subject3

Student1 Pass 80 85 90

Student2 Fail 60 55 70

Student3 Pass 75 85 80

Student4 Pass 90 85 95

Student5 Fail 40 45 50

**5. Find total number of ‘pass’ students and ‘fail’ students in each subject from above list – use of groupby**

pass\_fail\_counts = student\_df.groupby('Result').apply(lambda x: (x == 'Pass').sum())

print("\nPass/Fail counts in each subject:")

print(pass\_fail\_counts)

**Output:**

Pass/Fail counts in each subject:

Result Subject1 Subject2 Subject3

Result

Fail 0 0 0 0

Pass 3 0 0 0

**6. Find minimum and maximum marks of each subject**

min\_marks = student\_df.min()

max\_marks = student\_df.max()

print("\nMinimum marks of each subject:")

print(min\_marks)

print("\nMaximum marks of each subject:")

print(max\_marks)

**Output:**

Minimum marks of each subject:

Result Fail

Subject1 40

Subject2 45

Subject3 50

Maximum marks of each subject:

Result Pass

Subject1 90

Subject2 85

Subject3 95

***Day-31***

import pandas as pd

1. **Create separate data frames with some common index and some common columns**

df1 = pd.DataFrame({'A': [1, 2, 3], 'B': [4, 5, 6]}, index=['X', 'Y', 'Z'])

df2 = pd.DataFrame({'A': [7, 8, 9], 'C': [10, 11, 12]}, index=['Y', 'Z', 'W'])

**Output:**

**A B**

X 1 4

Y 2 5

Z 3 6

**A C**

Y 7 10

Z 8 11

W 9 12

1. **Concat dataframes with outer join (axis=1)**

outer\_concat = pd.concat([df1, df2], axis=1, sort=False)

print("Outer join:")

print(outer\_concat)

**Output:**

Outer join:

**A B A C**

**X** 1.0 4.0 NaN NaN

**Y** 2.0 5.0 7.0 10.0

**Z** 3.0 6.0 8.0 11.0

**W** NaN NaN 9.0 12.0

1. **Concat dataframes with inner join (join="inner")**

inner\_concat = pd.concat([df1, df2], axis=1, join="inner")

print("\nInner join:")

print(inner\_concat)

**Output:**

Inner join:

A B A C

Y 2 5 7 10

Z 3 6 8 11

1. **Concat dataframes with "left" join (.reindex())**

left\_concat = pd.concat([df1, df2.reindex(df1.index)], axis=1)

print("\nLeft join:")

print(left\_concat)

**Output:**

Left join:

A B A C

X 1 4 NaN NaN

Y 2 5 7.0 10.0

Z 3 6 8.0 11.0

1. **Concat dataframes by Ignoring indexes on the concatenation axis**

ignore\_index\_concat = pd.concat([df1, df2], ignore\_index=True, sort=False)

print("\nConcatenate ignoring indexes:")

print(ignore\_index\_concat)

**Output:**

Concatenate ignoring indexes:

A B C

0 1 4.0 NaN

1 2 5.0 NaN

2 3 6.0 NaN

3 7 NaN 10.0

4 8 NaN 11.0

5 9 NaN 12.0

1. **Concat named series with a dataframe**

s = pd.Series([13, 14, 15], name='D', index=['X', 'Y', 'Z'])

concat\_with\_series = pd.concat([df1, s], axis=1)

print("\nConcatenate with named series:")

print(concat\_with\_series)

**Output:**

Concatenate with named series:

A B D

X 1 4 13

Y 2 5 14

Z 3 6 15

1. **Save all the resultant dataframes in the separate sheets of an excel file**

with pd.ExcelWriter('output.xlsx') as writer:

outer\_concat.to\_excel(writer, sheet\_name='Outer Join')

inner\_concat.to\_excel(writer, sheet\_name='Inner Join')

left\_concat.to\_excel(writer, sheet\_name='Left Join')

ignore\_index\_concat.to\_excel(writer, sheet\_name='Ignore Index Concat')

concat\_with\_series.to\_excel(writer, sheet\_name='Concat with Series')

***Day-32***

**1. Create 2 data frames from SQL tables and merge them based on common column (keys)**

import pandas as pd

import mysql.connector

conn = mysql.connector.connect(

host='localhost',

user='root',

password='',

database='school'

)

df1 = pd.read\_sql\_query('SELECT \* FROM table1', conn)

df2 = pd.read\_sql\_query('SELECT \* FROM table2', conn)

merged\_df = pd.merge(df1, df2, on='common\_column')

print(merged\_df)

conn.close()

**2. Plot a line graph,**

import matplotlib.pyplot as plt

x\_values = [1, 2, 3, 4, 5]

y\_values = [2, 4, 6, 8, 10]

plt.plot(x\_values, y\_values, marker='o', linestyle='-')

plt.xlabel('X Axis Label')

plt.ylabel('Y Axis Label')

plt.title('Line Graph Example')

plt.grid(True)

plt.show()

**Output:-**
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**3. Make a letter ‘A’ using plot method with x and y points and then after passing the array of points (multiple lines)**

import matplotlib.pyplot as plt

x\_points = [1, 2, 3, 4, 5, 4, 3, 2, 2.5, 3.5]

y\_points = [3, 5, 3, 5, 3, 2, 3, 2, 1, 1]

plt.plot(x\_points[:5], y\_points[:5], marker='o', linestyle='-')

plt.plot(x\_points[5:], y\_points[5:], marker='o', linestyle='-')

plt.plot([2.5, 3.5], [1, 1], marker='o', linestyle='-')

plt.xlim(0, 6)

plt.ylim(0, 6)

plt.xlabel('X Axis')

plt.ylabel('Y Axis')

plt.title('Letter A')

plt.grid(True)

plt.show()

**Output:-**
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**4. Make letters ‘E’, ‘F’, ‘H’, ‘I’, ‘K’, ‘L’, ‘M’, ‘W’, ‘X’ and ‘Z’ using plot()**

import matplotlib.pyplot as plt

letters = {

'E': [[1, 5], [1, 1], [1, 5], [3, 3], [1, 5], [5, 5]],

'F': [[1, 5], [1, 1], [1, 5], [3, 3]],

'H': [[1, 1], [1, 5], [3, 3], [1, 5], [5, 5]],

'I': [[2, 4], [1, 5], [2, 4]],

'K': [[1, 1], [1, 5], [3, 1], [1, 3], [3, 5]],

'L': [[1, 1], [1, 5]],

'M': [[1, 1], [1, 3], [2, 2], [3, 3], [3, 5], [5, 5]],

'W': [[1, 1], [1, 3], [2, 2], [3, 3], [3, 5], [5, 5], [5, 5]],

'X': [[1, 5], [5, 1]],

'Z': [[1, 5], [5, 1]]

}

for letter, points in letters.items():

for line in points:

plt.plot(line, [letter]\*2, marker='', linestyle='-')

plt.xlim(0, 6)

plt.ylim(0, len(letters) + 1)

plt.xlabel('X Axis')

plt.ylabel('Letter')

plt.title('Letters')

plt.grid(True)

plt.yticks(range(1, len(letters) + 1), letters.keys())

plt.show()

**5. Use of linestyle as 'dotted' , ‘dashed’, ‘dashdot’ for plotting above characters, Make all letters colourful, set different line width, use different markers**

import matplotlib.pyplot as plt

letters = {

'E': [[1, 5], [1, 1], [1, 5], [3, 3], [1, 5], [5, 5]],

'F': [[1, 5], [1, 1], [1, 5], [3, 3]],

'H': [[1, 1], [1, 5], [3, 3], [1, 5], [5, 5]],

'I': [[2, 4], [1, 5], [2, 4]],

'K': [[1, 1], [1, 5], [3, 1], [1, 3], [3, 5]],

'L': [[1, 1], [1, 5]],

'M': [[1, 1], [1, 3], [2, 2], [3, 3], [3, 5], [5, 5]],

'W': [[1, 1], [1, 3], [2, 2], [3, 3], [3, 5], [5, 5], [5, 5]],

'X': [[1, 5], [5, 1]],

'Z': [[1, 5], [5, 1]]

}

colors = ['blue', 'green', 'red', 'cyan', 'magenta', 'yellow', 'black', 'orange', 'purple', 'brown']

line\_styles = ['dotted', 'dashed', 'dashdot', 'solid']

markers = ['o', 's', '^', 'x', '+']

fig, ax = plt.subplots(figsize=(8, 6))

for i, (letter, points) in enumerate(letters.items()):

for j, line in enumerate(points):

plt.plot(line, [i+1]\*2, color=colors[i], linestyle=line\_styles[j%len(line\_styles)], linewidth=2.5, marker=markers[j%len(markers)])

plt.xlim(0, 6)

plt.ylim(0, len(letters) + 1)

plt.xlabel('X Axis')

plt.ylabel('Letter')

plt.title('Letters')

plt.grid(True)

plt.yticks(range(1, len(letters) + 1), letters.keys())

plt.show()

**Output:-**

![Figure_1.png](data:image/png;base64,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)

**6. Make a diamond shape using multiple lines**

import matplotlib.pyplot as plt

diamond\_points = [

[1, 5],

[3, 1],

[5, 5],

[3, 9],

[1, 5]

]

x\_values = [point[0] for point in diamond\_points]

y\_values = [point[1] for point in diamond\_points]

plt.plot(x\_values, y\_values, marker='', linestyle='-')

plt.xlim(0, 6)

plt.ylim(0, 10)

plt.xlabel('X Axis')

plt.ylabel('Y Axis')

plt.title('Diamond Shape')

plt.grid(True)

plt.show()

**Output:-**
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**7. Set the graph title, xlabel and ylabel**

import matplotlib.pyplot as plt

diamond\_points = [

[1, 5],

[3, 1],

[5, 5],

[3, 9],

[1, 5]

]

x\_values = [point[0] for point in diamond\_points]

y\_values = [point[1] for point in diamond\_points]

plt.plot(x\_values, y\_values, marker='', linestyle='-')

plt.xlim(0, 6)

plt.ylim(0, 10)

plt.xlabel('X Axis')

plt.ylabel('Y Axis')

plt.title('Diamond Shape')

plt.grid(True)

plt.show()

**8. Draw grids with (x and y axis , linestyle, linewidth)**

import matplotlib.pyplot as plt

diamond\_points = [

[1, 5],

[3, 1],

[5, 5],

[3, 9],

[1, 5]

]

x\_values = [point[0] for point in diamond\_points]

y\_values = [point[1] for point in diamond\_points]

plt.plot(x\_values, y\_values, marker='', linestyle='-')

plt.xlim(0, 6)

plt.ylim(0, 10)

plt.xlabel('X Axis')

plt.ylabel('Y Axis')

plt.title('Diamond Shape')

plt.grid(True, linestyle='--', linewidth=0.5)

plt.show()

**Output:-**
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**9. Save all line graphs in separate .png files**

import matplotlib.pyplot as plt

data = {

'graph1': {'x': [1, 2, 3, 4, 5], 'y': [2, 4, 6, 8, 10]},

'graph2': {'x': [1, 2, 3, 4, 5], 'y': [5, 4, 3, 2, 1]},

'graph3': {'x': [1, 2, 3, 4, 5], 'y': [3, 6, 9, 12, 15]}

}

for name, values in data.items():

plt.plot(values['x'], values['y'])

plt.xlabel('X Axis')

plt.ylabel('Y Axis')

plt.title(name)

plt.grid(True)

plt.savefig(f'{name}.png')

plt.close()

print("All graphs have been saved as separate .png files.")

***Day-33***

import matplotlib.pyplot as plt

**1. Draw bargraph for selling of different electronic gadgets**

gadgets = ['Laptop', 'Smartphone', 'Tablet', 'Smartwatch']

sales = [500, 800, 300, 200]

plt.bar(gadgets, sales, color=['blue', 'green', 'orange', 'red'])

plt.title('Selling of Electronic Gadgets')

plt.xlabel('Gadgets')

plt.ylabel('Sales')

plt.grid(True)

plt.show()

**Output:**
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**2. Draw a histogram for the yearly performance of a student**

yearly\_performance = [80, 85, 90, 92, 88, 85, 90, 95, 85, 90]

plt.hist(yearly\_performance, bins=10, color='skyblue', edgecolor='black')

plt.title('Yearly Performance of a Student')

plt.xlabel('Marks')

plt.ylabel('Frequency')

plt.grid(True)

plt.show()

**Output:**
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**3. Draw a pie chart for the student’s participation in different games**

games = ['Football', 'Basketball', 'Cricket', 'Tennis']

participation = [30, 25, 20, 25]

plt.pie(participation, labels=games, autopct='%1.1f%%', colors=['blue', 'green', 'orange', 'red'])

plt.title("Student’s Participation in Different Games")

plt.show()

**Output:**
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***Day-34***

1. **Create a GUI program that takes user input in the Entry widget and on button click that text must be displayed on the Label widget**

import tkinter as tk

def display\_text():

text = entry.get()

label.config(text=text)

root = tk.Tk()

root.title("Text Display")

entry = tk.Entry(root)

entry.pack()

button = tk.Button(root, text="Display Text", command=display\_text)

button.pack()

label = tk.Label(root, text="")

label.pack()

root.mainloop()

**Output:**
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1. **Insert a record in the DB table by taking user input from the GUI**
2. **Update and delete the record in the DB table.**

import tkinter as tk

import sqlite3

def insert\_record():

name = name\_entry.get()

age = age\_entry.get()

conn = sqlite3.connect('test.db')

c = conn.cursor()

c.execute("INSERT INTO records (name, age) VALUES (?, ?)", (name, age))

conn.commit()

conn.close()

name\_entry.delete(0, tk.END)

age\_entry.delete(0, tk.END)

root = tk.Tk()

root.title("Insert Record")

name\_label = tk.Label(root, text="Name:")

name\_label.grid(row=0, column=0)

name\_entry = tk.Entry(root)

name\_entry.grid(row=0, column=1)

age\_label = tk.Label(root, text="Age:")

age\_label.grid(row=1, column=0)

age\_entry = tk.Entry(root)

age\_entry.grid(row=1, column=1)

insert\_button = tk.Button(root, text="Insert Record", command=insert\_record)

insert\_button.grid(row=2, columnspan=2)

root.mainloop()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAW8AAAC7CAYAAACq5B+ZAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA1cSURBVHhe7d1fbFPnGcfxJ6dqQRqU9IJtEmOVQlLWiF0sRaYNq6pdOBSyCzItXK3CtFP+VBp4atPKUq8mNG+KuiXphQ3aJLOLaiJSk5tAIeo6aYWNFDKJ0lQBY5UVpE1IHbSbWmlSs/c957VzCDGxE5vkcb4fyTnve86bk4MUfn55fDhv3dcf/c7MuodErl7+SAAAOngyM+OaAAAtPLcFAChCeAOAQl4liyZjY2Pyox//WA7+/GW3BwBQDWbmvfT4/vTTT6Wrq0t++avD8sOXM3Lx7+fdEQBANVSkbPLSSy/Jk8//Rl7oH5c//vmf8sgjj7gjAIBq8HqbXGuRDhw4IE93v+G3B9/I+NsHH3xQbt686bcBoBx1dXUlvVYae00XLlxwvbvZY5W8bm8pVZMvvvhCstlpv/2LV+Lyje8+KzMXj8gDDzwgGzdu9Pff20nprus2X5eL/fl3/kJ0L8vF2OvYKYNZ1wVWuZmZmXu+VqLz58/LUzu/P2+A2332mB1TKV7qimstQnd3txzoP+23r/3l9/7235fflaGhIb+9MiwUjK0ycMX9UpzokqN7lvPNBIBWTzzxhPz1zHt3BXg+uO0xO6ZSFl3zvnr1qnzwwUW//cJT6yWaDN4FGhsbS5x1r0C790qXXJLLzIABLMLcAK9WcFveVtcoVyqVkp+l3nO9wH/P/Va+/PJL1yuXmyEPdhdKGDsL0+WsDO6cp7SRHZSdbl9dofwSnKe7e6fbv0eOylmJN5n2QjWRk6NytHWftDe6/rznt0q5nnAJJnxN7jyhsTsHL/ujAOgXDvBqBbflBRXr8l27ds3f5mfdM199Jf+78b689dZb/v7FMSE7tbdQwjgb7w+C7mS/xLedKNS7juz2d0p303HZVyh5iBwuhP1ZudR8zI0/YWbTrjQSfOMcLthtkI6an33mkATZXez8Nrib5Pg+82e+63risu2EG39lQC7tCZdr8td0RHbPGXtMjps3GKDy8hOJhV7QZ9FlE/uhZNjtswMSjUbF85Zy96EJ2T4XsOESRlOztB7dE5qJG9nL5mgoePeY+fVUvoDfKvsK0+eFuGA3Ydt6dDR4s7CKnT87JsfPdslrh+ac3x/fJXvz7w+Nh+S1rrNSuKTwNdmxrQOS/6M2HnrNfCdQefkJxkIvVE64VBIuoVTaksL7+SfXuZ7IQ7cuyuHDh12vwkwQnjG/YMdkvx+ks+WILjkR/iWcd2ZdIvMzjg1cCs3erQqeH0DNm1vjnlsDr6RFh/fHH38sP3nhp377/V9H5PXXX6/6P78aD52RKwOtcslOxxsfk21ydE7YLo2dAW+L7w9KHcXO39gu+1rn2x+MH82/sWQH5fDR0Ew8zI49G5d+NzY7eJiyCaBcsQ8nqxXgiw7vdDotly4E9yy++uorsmPHDr9dFSdnP8Rsim9zJYvdcuTKgEi8qXBs/g8kd8verhI/sDRj++wp9w9Ktuj5G+XQmRMm5Gf3B6cNxl/a48b69XJb356PGevflhiM3S/7KJsAIfm/W8VeK9H27dvvCu68fIDbMZVSt3HzYzPr13qLWozh9u3bUl9fT80MAO6zpXy6KGvXrnUtAMD9tKTwXrNmjbz55puuBwC4X5ZUNgEALI8lzbwBAMvD61niI2EBAPcfM28AUMhLL+GRsACA5cHMGwAUco+E3eR/BQDo4B4Je8P/CgDQoXCf9+T7f3O7AAArnarwHh0ddS3Uuv379/vPzgEwP3Xhbf9SY3UgvIHiuNsEABQivAFAIcIbABQqEt7jEq+vl/r4uOvn2f1tksq5LgBgWdxj5h2RyFSn3JXfAIBld8+ySUdfUqb6U8JEGwBWlnvXvLf0Sl9zQnqK1EnG4/X+Gpb+qzBFd6WV8ZS0uWP2UC7VVhjbFj5fbnZcfX3cfLcxHpf6Nt40AKCYBT+wjA4MS3OiZ946d3Tglty6ZV/DEsv0h8ZMSKJfJG2PDcck01kvPZIOxpr+RGIoCGkb9C0j0jHpzjMs0k9BHQAWtGB4m4iWgeFmSQzNU/y2M2R/xtwpGbcrEJFkulcabDPaLjHT79jl91x/SrI2o3NZ0zJB3+Jm3p0ZmZi+at8V5NZp9/0AgLuUEN5G9KAk5354acsdnSLD/sx7UpIRt79sMXcO9xqIuv0AgGJKC28zB+5NJ2WqMzTDvjotE5GtssW2c6dkZMLfW56GRmk2Z7yrVELNGwDuqcTwNhp6JR2eXtvZuCSkxZY7eqaleVEz76gMTCZFEi2u/GJe3JsIAAviwVRYsXgwFVBc6TNvAMCKQXgDgEKENwAopCq8qXcDQIA1LAFAIcomAKAQCxBjRWIBYuDeuM8bKxbhDRTnNT5pN+v9DgBAB2/NN78tsm6j6wIANPA+HP2HawIAtAjuNvnPTX9TKn8FHR4gBQDLxtu02W4+9zslyaWkfyomsanwyjkAgPvJu/GJa5Uod2pEpOOgHOwQGTlFegPAcijzP+nkxM/uXQ3SsMtP7zsXTAgtJtyWSgULEecHsNAwAFRMeeFtV8yRDvGXo2zYZVojMjv5tosJJ6R5OFjOLG2Oza5ryULDAFBJZYV3UDLZ5RYGbhA7+S4sTGwXE44k5aBbgrKht09iQTM4xkLDAFAxZYT3uAwlJmQitGRZi+lLZiwogSyIhYYBoFJKD+/xMcmYmfVkOID9VeMzMmbT2y4mPJGQwkQ81T9bNmGhYQCoqJLDe3wsI5FCySTPlk4iZvJtEzsqA8MxyXQGs/Ie6Zgtm7DQMABUVPUeTGXvLmmZlr5bAya6K4MHU60uPJgKKK68u03KMD6UkInIVtni+gCAyvHDu/7xp/3O0uQk1eZKIubVmYnJMHeSAEBVeM+6xtI1SO/p8IeZlSuXAADuVLWySTVQ7waAQN1zmx+b+fB7z8if/tDvdgEAVjp14b1hwwbXQrlefPFFSSaTrgdAM5Xhff36dddDqd555x05d+4c4Q3UCFULEFv58F6/nnU3y2HvkSe8gdqh6gNLAECA8AYAhQhvAFCI8AYAhQhvAFCoRsJ7XOL5dTGXhf35s891sa/leeKtvY7QuqEAahYz75ItFIwRSRbW6LTPNV/ONxMAtY7wroZou8RkSrLMgAFUSQ2Gt5shp+KFEkZbYbp852NrC6UNu3CE21dfKL8E54nH29z+TsnkF1FeqCbiLxnnVtm35j2/Vcr1hEsw4Wty5wmNbUtl/VEAap/X0+RaNcWE7HR7oYQxkRgKgm58SBLNw4XH1gZrIJtAbBmRjkLJQ0JrbU7I1Na0Gz9sZtOuNDLv4smh1fHHzM8uPMu82PltcLfISMekO3/4ehLSPOzGTyZlqjNcrslfk33k7p1j0zIyu24ogJpWo2UTE7IHXcCGSxhbtkok0xmaiRu5rDkaCt5OM7+evuoORqSjMH1eiAt2E7aR8Ir6xc6fOyUjEzHp651zfn98TNrz7w8NvdIXm5DCJYWvyY6NJCX/R23o7QutGwqglnnpK661GpggPO3PUHv8IJ0tR8Rk2M1+/de8M+sSmZ+RTk7NWSm/gucHAGNVfmDZ0HtaJpMRmbLT8YZGaZbMnLBdGjsDbk70BKWOYudv2CUdkfn2B+P9BfmtXEr6M6GZeJgdO5GQITc2l+qnbAKsEt5W11gVxmc/xGxJNLuSRVQGJpMiiZbCsfk/kIxKe6zEDyzN2IP2lD0pyRU9v102btiE/Oz+4LTB+KlON9avlxdbUs6M9W9LDMb2SAdlE2CV4JGwqwSPhAVqC/d5A4BCJrx/IDvaK7eGPACg+kx4vyvnxt52XQCABpRNAEAhwhsAFCK8AUAhlbcKHjt2zPVQDm4VBGqHuvBOJBKuhcUgvIHaUPecCe8zisIbAEDNGwBUIrwBQCHCGwAUIrwBQCEX3g8HGwCACi68Pws2AAAVKJsAgEKENwAo5PEwWADQh5k3AChEeAOAQoQ3AChEeAOAQoQ3AChEeAOAQoQ3ACjkwntTsAEAqMDMGwAUcuH9ebABAKjgwpunCgKAJpRNAEAhwhsAFCK8AUAhwhsAFCK8AUAhwhsAFCK8AUAhwhsAFCK8AUAhwhsAFPJ6mlwLAKAGM28AUMhLX3EtAIAazLwBQCFvq2sAAPTwpl0DAKAHZRMAUIjwBgCFCG8AUIjwBgCFCG8AUIjwBgCFCG8AUIjwBgCFvGTUtQAAanjferTBNQEAWlA2AQCFCG8AUIjwBgCFXHg/HGwAACp4z/0uZzafBT0AgAqUTQBAIcIbABQivAFAIcIbABQivAFAIcIbABQivAFAIcIbABQivAFAIRfem4INAECFILw3rPM3AAAdgvBe/zV/AwDQwXvWfr3+L78DANDBe9vf3PC/AgB04G4TAFCI8AYAhQhvAFCI8AYAhQhvAFCI8AYAhQhvAFCI8AYAhQhvAFDI/+/x9Y8/HfQAACp4z0RFbn2Uc10AgAZeYtxueLYJAGhCzRsAFDLhPeOaAAAtmHkDgEKENwAoRHgDgEJ+eG/e7i+GBgBQwoR3nXxyPlgMDQCgA2UTAFCI8AYAhQhvAFDIkzrXAgCo4X9gCQDQxTvevcU1AQA6iPwfCo1T0OvnPfIAAAAASUVORK5CYII=)

1. **Create a Calculator application using tkinter module in Python**

**Perform different mathematical operations using GUI – button widget**

import tkinter as tk

def button\_click(event):

text = event.widget.cget("text")

if text == "=":

try:

result = eval(entry.get())

entry.delete(0, tk.END)

entry.insert(tk.END, result)

except Exception as e:

entry.delete(0, tk.END)

entry.insert(tk.END, "Error")

elif text == "C":

entry.delete(0, tk.END)

else:

entry.insert(tk.END, text)

root = tk.Tk()

root.title("Calculator")

entry = tk.Entry(root, font=("Arial", 20))

entry.grid(row=0, column=0, columnspan=4)

buttons = [

("7", 1, 0), ("8", 1, 1), ("9", 1, 2), ("/", 1, 3),

("4", 2, 0), ("5", 2, 1), ("6", 2, 2), ("\*", 2, 3),

("1", 3, 0), ("2", 3, 1), ("3", 3, 2), ("-", 3, 3),

("0", 4, 0), (".", 4, 1), ("=", 4, 2), ("+", 4, 3),

("C", 5, 0)

]

for (text, row, column) in buttons:

button = tk.Button(root, text=text, font=("Arial", 15), padx=20, pady=10)

button.grid(row=row, column=column, padx=5, pady=5)

button.bind("<Button-1>", button\_click)

root.mainloop()
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***Day-35***

1. **Create a GUI for File handling operations like:**
   1. **Open a text file – the name provided by the user**
   2. **Create a new text file**
   3. **Edit the content of the text file**
   4. **Delete the specified text file**
   5. **Search a specific word in the text file.**

import tkinter as tk

from tkinter import filedialog

def open\_file():

file\_path = filedialog.askopenfilename()

if file\_path:

with open(file\_path, 'r') as file:

text.delete(1.0, tk.END)

text.insert(tk.END, file.read())

def save\_file():

file\_path = filedialog.asksaveasfilename(defaultextension=".txt")

if file\_path:

with open(file\_path, 'w') as file:

file.write(text.get(1.0, tk.END))

def create\_file():

file\_path = filedialog.asksaveasfilename(defaultextension=".txt")

if file\_path:

with open(file\_path, 'w') as file:

pass

def delete\_file():

file\_path = filedialog.askopenfilename()

if file\_path:

import os

os.remove(file\_path)

def search\_word():

keyword = entry.get()

content = text.get(1.0, tk.END)

if keyword:

index = content.find(keyword)

if index != -1:

text.tag\_add("highlight", f"1.{index}", f"1.{index + len(keyword)}")

text.tag\_configure("highlight", background="yellow")

else:

tk.messagebox.showinfo("Search Result", "Keyword not found.")

root = tk.Tk()

root.title("File Handling GUI")

text = tk.Text(root, wrap="word")

text.pack(expand=True, fill="both")

frame = tk.Frame(root)

frame.pack(pady=5)

open\_button = tk.Button(frame, text="Open", command=open\_file)

open\_button.grid(row=0, column=0, padx=5)

save\_button = tk.Button(frame, text="Save", command=save\_file)

save\_button.grid(row=0, column=1, padx=5)

create\_button = tk.Button(frame, text="Create", command=create\_file)

create\_button.grid(row=0, column=2, padx=5)

delete\_button = tk.Button(frame, text="Delete", command=delete\_file)

delete\_button.grid(row=0, column=3, padx=5)

search\_label = tk.Label(frame, text="Search:")

search\_label.grid(row=1, column=0, padx=5)

entry = tk.Entry(frame)

entry.grid(row=1, column=1, padx=5)

search\_button = tk.Button(frame, text="Search", command=search\_word)

search\_button.grid(row=1, column=2, padx=5)

root.mainloop()

**Output:**
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1. **Create a GUI based program to take a number from the user and separate that number in 2 different files based on if the number is a prime number or not.**

import tkinter as tk

from tkinter import messagebox

import os

def is\_prime(n):

if n <= 1:

return False

if n == 2:

return True

if n % 2 == 0:

return False

for i in range(3, int(n\*\*0.5) + 1, 2):

if n % i == 0:

return False

return True

def separate\_number():

try:

number = int(entry.get())

prime\_filename = "prime\_numbers.txt"

non\_prime\_filename = "non\_prime\_numbers.txt"

with open(prime\_filename, 'w') as prime\_file, open(non\_prime\_filename, 'w') as non\_prime\_file:

if is\_prime(number):

prime\_file.write(str(number))

else:

non\_prime\_file.write(str(number))

messagebox.showinfo("Success", "Numbers separated successfully!")

except ValueError:

messagebox.showerror("Error", "Please enter a valid number.")

root = tk.Tk()

root.title("Number Separator")

label = tk.Label(root, text="Enter a number:")

label.pack(pady=5)

entry = tk.Entry(root)

entry.pack(pady=5)

button = tk.Button(root, text="Separate", command=separate\_number)

button.pack(pady=5)

root.mainloop()

**Output:**

**![](data:image/png;base64,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)**