Abstract Classes and Methods

Data **abstraction** is the process of hiding certain details and showing only essential information to the user.  
Abstraction can be achieved with either **abstract classes** or [**interfaces**](https://www.w3schools.com/java/java_interface.asp) (which you will learn more about in the next chapter).

**Abstraction** is a process of hiding the implementation details and showing only functionality to the user.

Another way, it shows only essential things to the user and hides the internal details, for example, sending SMS where you type the text and send the message. You don't know the internal processing about the message delivery.

The abstract keyword is a non-access modifier, used for classes and methods:

* **Abstract class:** is a restricted class that cannot be used to create objects (to access it, it must be inherited from another class).
* **Abstract method:** can only be used in an abstract class, and it does not have a body. The body is provided by the subclass (inherited from).

Abstraction lets you focus on what the [object](https://www.javatpoint.com/object-and-class-in-java) does instead of how it does it.

**Ways to achieve Abstraction**

There are two ways to achieve abstraction in java

1. Abstract class (0 to 100%)
2. Interface (100%)

An abstract class can have both abstract and regular methods:

abstract class Animal {

public abstract void animalSound();

public void sleep() {

System.out.println("Zzz");

}

}

From the example above, it is not possible to create an object of the Animal class:

Animal myObj = new Animal(); // will generate an error

To access the abstract class, it must be inherited from another class. Let's convert the Animal class we used in the [Polymorphism](https://www.w3schools.com/java/java_polymorphism.asp) chapter to an abstract class:

Example

// Abstract class

abstract class Animal {

// Abstract method (does not have a body)

public abstract void animalSound();

// Regular method

public void sleep() {

System.out.println("Zzz");

}

}

// Subclass (inherit from Animal)

class Pig extends Animal {

public void animalSound() {

// The body of animalSound() is provided here

System.out.println("The pig says: wee wee");

}

}

class Main {

public static void main(String[] args) {

Pig myPig = new Pig(); // Create a Pig object

myPig.animalSound();

myPig.sleep();

}

}

**Why And When To Use Abstract Classes and Methods?**

To achieve security - hide certain details and only show the important details of an object.

Abstract class in Java

A class which is declared as abstract is known as an **abstract class**. It can have abstract and non-abstract methods. It needs to be extended and its method implemented. It cannot be instantiated.

Points to Remember

* An abstract class must be declared with an abstract keyword.
* It can have abstract and non-abstract methods.
* It cannot be instantiated.
* It can have [constructors](https://www.javatpoint.com/java-constructor) and static methods also.
* It can have final methods which will force the subclass not to change the body of the method.

1. **abstract** **class** A{}

Abstract Method in Java

A method which is declared as abstract and does not have implementation is known as an abstract method.

**Example of abstract method**

1. **abstract** **void** printStatus();//no method body and abstract

Example of Abstract class that has an abstract method

In this example, Bike is an abstract class that contains only one abstract method run. Its implementation is provided by the Honda class.

1. **abstract** **class** Bike{
2. **abstract** **void** run();
3. }
4. **class** Honda4 **extends** Bike{
5. **void** run(){System.out.println("running safely");}
6. **public** **static** **void** main(String args[]){
7. Bike obj = **new** Honda4();
8. obj.run();
9. }
10. }

Understanding the real scenario of Abstract class

In this example, Shape is the abstract class, and its implementation is provided by the Rectangle and Circle classes.

Mostly, we don't know about the implementation class (which is hidden to the end user), and an object of the implementation class is provided by the **factory method**.

A **factory method** is a method that returns the instance of the class. We will learn about the factory method later.

In this example, if you create the instance of Rectangle class, draw() method of Rectangle class will be invoked.

*File: TestAbstraction1.java*

1. **abstract** **class** Shape{
2. **abstract** **void** draw();
3. }
4. //In real scenario, implementation is provided by others i.e. unknown by end user
5. **class** Rectangle **extends** Shape{
6. **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** Circle1 **extends** Shape{
9. **void** draw(){System.out.println("drawing circle");}
10. }
11. //In real scenario, method is called by programmer or user
12. **class** TestAbstraction1{
13. **public** **static** **void** main(String args[]){
14. Shape s=**new** Circle1();//In a real scenario, object is provided through method, e.g., getShape() method
15. s.draw();
16. }
17. }
18. **abstract** **class** Bank{
19. **abstract** **int** getRateOfInterest();
20. }
21. **class** SBI **extends** Bank{
22. **int** getRateOfInterest(){**return** 7;}
23. }
24. **class** PNB **extends** Bank{
25. **int** getRateOfInterest(){**return** 8;}
26. }
28. **class** TestBank{
29. **public** **static** **void** main(String args[]){
30. Bank b;
31. b=**new** SBI();
32. System.out.println("Rate of Interest is: "+b.getRateOfInterest()+" %");
33. b=**new** PNB();
34. System.out.println("Rate of Interest is: "+b.getRateOfInterest()+" %");
35. }}

Abstract class having constructor, data member and methods

An abstract class can have a data member, abstract method, method body (non-abstract method), constructor, and even main() method.

*File: TestAbstraction2.java*

1. //Example of an abstract class that has abstract and non-abstract methods
2. **abstract** **class** Bike{
3. Bike(){System.out.println("bike is created");}
4. **abstract** **void** run();
5. **void** changeGear(){System.out.println("gear changed");}
6. }
7. //Creating a Child class which inherits Abstract class
8. **class** Honda **extends** Bike{
9. **void** run(){System.out.println("running safely..");}
10. }
11. //Creating a Test class which calls abstract and non-abstract methods
12. **class** TestAbstraction2{
13. **public** **static** **void** main(String args[]){
14. Bike obj = **new** Honda();
15. obj.run();
16. obj.changeGear();
17. }
18. }

**Interfaces**

Another way to achieve [abstraction](https://www.w3schools.com/java/java_abstract.asp) in Java, is with interfaces.

An interface is a completely "**abstract class**" that is used to group related methods with empty bodies:

Example

// interface

interface Animal {

public void animalSound(); // interface method (does not have a body)

public void run(); // interface method (does not have a body)

}

To access the interface methods, the interface must be "implemented" (kinda like inherited) by another class with the implements keyword (instead of extends). The body of the interface method is provided by the "implement" class:

Example

// Interface

interface Animal {

public void animalSound(); // interface method (does not have a body)

public void sleep(); // interface method (does not have a body)

}

// Pig "implements" the Animal interface

class Pig implements Animal {

public void animalSound() {

// The body of animalSound() is provided here

System.out.println("The pig says: wee wee");

}

public void sleep() {

// The body of sleep() is provided here

System.out.println("Zzz");

}

}

class Main {

public static void main(String[] args) {

Pig myPig = new Pig(); // Create a Pig object

myPig.animalSound();

myPig.sleep();

}

}

Notes on Interfaces:

* Like **abstract classes**, interfaces **cannot** be used to create objects (in the example above, it is not possible to create an "Animal" object in the MyMainClass)
* Interface methods do not have a body - the body is provided by the "implement" class
* On implementation of an interface, you must override all of its methods
* Interface methods are by default abstract and public
* Interface attributes are by default public, static and final
* An interface cannot contain a constructor (as it cannot be used to create objects)

Why And When To Use Interfaces?

1) To achieve security - hide certain details and only show the important details of an object (interface).

2) Java does not support "multiple inheritance" (a class can only inherit from one superclass). However, it can be achieved with interfaces, because the class can **implement** multiple interfaces. **Note:** To implement multiple interfaces, separate them with a comma (see example below).

Multiple Interfaces

To implement multiple interfaces, separate them with a comma:

Example

interface FirstInterface {

public void myMethod(); // interface method

}

interface SecondInterface {

public void myOtherMethod(); // interface method

}

class DemoClass implements FirstInterface, SecondInterface {

public void myMethod() {

System.out.println("Some text..");

}

public void myOtherMethod() {

System.out.println("Some other text...");

}

}

class Main {

public static void main(String[] args) {

DemoClass myObj = new DemoClass();

myObj.myMethod();

myObj.myOtherMethod();

}

}

An **interface in Java** is a blueprint of a class. It has static constants and abstract methods.

The interface in Java is a mechanism to achieve [*abstraction*](https://www.javatpoint.com/abstract-class-in-java). There can be only abstract methods in the Java interface, not method body. It is used to achieve abstraction and multiple [inheritance in Java](https://www.javatpoint.com/inheritance-in-java).

In other words, you can say that interfaces can have abstract methods and variables. It cannot have a method body.

Java Interface also **represents the IS-A relationship**.

It cannot be instantiated just like the abstract class.

Since Java 8, we can have **default and static methods** in an interface.

Since Java 9, we can have **private methods** in an interface.

## Why use Java interface?

There are mainly three reasons to use interface. They are given below.

* It is used to achieve abstraction.
* By interface, we can support the functionality of multiple inheritance.
* It can be used to achieve loose coupling.

How to declare an interface?

An interface is declared by using the interface keyword. It provides total abstraction; means all the methods in an interface are declared with the empty body, and all the fields are public, static and final by default. A class that implements an interface must implement all the methods declared in the interface.

Syntax:

1. **interface** <interface\_name>{
3. // declare constant fields
4. // declare methods that abstract
5. // by default.
6. }

Java 8 Interface Improvement

Since [Java 8](https://www.javatpoint.com/java-8-features), interface can have default and static methods which is discussed later.

Internal addition by the compiler

The Java compiler adds public and abstract keywords before the interface method. Moreover, it adds public, static and final keywords before data members.

In other words, Interface fields are public, static and final by default, and the methods are public and abstract.
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**The relationship between classes and interfaces**

As shown in the figure given below, a class extends another class, an interface extends another interface, but a **class implements an interface**.
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## Java Interface Example

In this example, the Printable interface has only one method, and its implementation is provided in the A6 class.

1. **interface** printable{
2. **void** print();
3. }
4. **class** A6 **implements** printable{
5. **public** **void** print(){System.out.println("Hello");}
7. **public** **static** **void** main(String args[]){
8. A6 obj = **new** A6();
9. obj.print();
10. }
11. }

## Java Interface Example: Drawable

In this example, the Drawable interface has only one method. Its implementation is provided by Rectangle and Circle classes. In a real scenario, an interface is defined by someone else, but its implementation is provided by different implementation providers. Moreover, it is used by someone else. The implementation part is hidden by the user who uses the interface.

*File: TestInterface1.java*

1. //Interface declaration: by first user
2. **interface** Drawable{
3. **void** draw();
4. }
5. //Implementation: by second user
6. **class** Rectangle **implements** Drawable{
7. **public** **void** draw(){System.out.println("drawing rectangle");}
8. }
9. **class** Circle **implements** Drawable{
10. **public** **void** draw(){System.out.println("drawing circle");}
11. }
12. //Using interface: by third user
13. **class** TestInterface1{
14. **public** **static** **void** main(String args[]){
15. Drawable d=**new** Circle();//In real scenario, object is provided by method e.g. getDrawable()
16. d.draw();
17. }}

## Java Interface Example: Bank

Let's see another example of java interface which provides the implementation of Bank interface.

*File: TestInterface2.java*

1. **interface** Bank{
2. **float** rateOfInterest();
3. }
4. **class** SBI **implements** Bank{
5. **public** **float** rateOfInterest(){**return** 9.15f;}
6. }
7. **class** PNB **implements** Bank{
8. **public** **float** rateOfInterest(){**return** 9.7f;}
9. }
10. **class** TestInterface2{
11. **public** **static** **void** main(String[] args){
12. Bank b=**new** SBI();
13. System.out.println("ROI: "+b.rateOfInterest());
14. }}

## Multiple inheritance in Java by interface

If a class implements multiple interfaces, or an interface extends multiple interfaces, it is known as multiple inheritance.

![ multiple inheritance in java](data:image/jpeg;base64,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)

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** show();
6. }
7. **class** A7 **implements** Printable,Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. A7 obj = **new** A7();
13. obj.print();
14. obj.show();
15. }
16. }

## Multiple inheritance is not supported through class in java, but it is possible by an interface, why?

As we have explained in the inheritance chapter, multiple inheritance is not supported in the case of [class](https://www.javatpoint.com/object-and-class-in-java) because of ambiguity. However, it is supported in case of an interface because there is no ambiguity. It is because its implementation is provided by the implementation class. For example:

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** print();
6. }
8. **class** TestInterface3 **implements** Printable, Showable{
9. **public** **void** print(){System.out.println("Hello");}
10. **public** **static** **void** main(String args[]){
11. TestInterface3 obj = **new** TestInterface3();
12. obj.print();
13. }
14. }

As you can see in the above example, Printable and Showable interface have same methods but its implementation is provided by class TestTnterface1, so there is no ambiguity.

## Interface inheritance

A class implements an interface, but one interface extends another interface.

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable **extends** Printable{
5. **void** show();
6. }
7. **class** TestInterface4 **implements** Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. TestInterface4 obj = **new** TestInterface4();
13. obj.print();
14. obj.show();
15. }
16. }

## Java 8 Default Method in Interface

Since Java 8, we can have method body in interface. But we need to make it default method. Let's see an example:

*File: TestInterfaceDefault.java*

1. **interface** Drawable{
2. **void** draw();
3. **default** **void** msg(){System.out.println("default method");}
4. }
5. **class** Rectangle **implements** Drawable{
6. **public** **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** TestInterfaceDefault{
9. **public** **static** **void** main(String args[]){
10. Drawable d=**new** Rectangle();
11. d.draw();
12. d.msg();
13. }}

## Java 8 Static Method in Interface

Since Java 8, we can have static method in interface. Let's see an example:

*File: TestInterfaceStatic.java*

1. **interface** Drawable{
2. **void** draw();
3. **static** **int** cube(**int** x){**return** x\*x\*x;}
4. }
5. **class** Rectangle **implements** Drawable{
6. **public** **void** draw(){System.out.println("drawing rectangle");}
7. }
9. **class** TestInterfaceStatic{
10. **public** **static** **void** main(String args[]){
11. Drawable d=**new** Rectangle();
12. d.draw();
13. System.out.println(Drawable.cube(3));
14. }}

What is marker or tagged interface?

An interface which has no member is known as a marker or tagged interface, for example, [Serializable](https://www.javatpoint.com/serialization-in-java), Cloneable, Remote, etc. They are used to provide some essential information to the JVM so that JVM may perform some useful operation.

# Method Hiding in Java

In this section, we will discuss **what is method hiding in Java, method hiding factors (MHF),** and the **differences between method hiding and** [**method overriding**](https://www.javatpoint.com/method-overriding-in-java). Also, implement the **method hiding concept** in a Java program.

To understand the **method hiding** concept in Java, first, we will understand the **method** **overriding**. Because the method hiding concept is very similar to the method overriding.

## What is method overriding?

**Method overriding** means subclass had defined an instance method with the same signature and return type as the instance method in the superclass. In such a case, method of the superclass is overridden (replaced) by the subclass.

### Methods in Static Context

Static methods are bonded during compile time using types of reference variables not object. We know that static methods are accessed by using the class name rather than an object. Note that the static method can be overloaded, but cannot be overridden in Java.
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## What is method hiding?

**Method hiding** can be defined as, "if a subclass defines a static method with the same signature as a static method in the super class, in such a case, the method in the subclass hides the one in the superclass." The mechanism is known as **method hiding**. It happens because static methods are resolved at compile time.

### Method Hiding Factors (MHF)

* The method hiding factors measure the invisibilities of methods in classes.
* An attribute is called visible if it can be accessed by another class or object. An attribute should be hidden within a class. They can be kept from being accessed by other objects by being declared private.
* Ideally, the method hiding factor must have a large value.
* The MHF can be calculated by using the following formula:

![Method Hiding in Java](data:image/png;base64,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)

## Example of Method Hiding in Java

**Sample.java**

1. //parent class
2. **class** Demo
3. {
4. **public** **static** **void** method1()
5. {
6. System.out.println("Method-1 of the Demo class is executed.");
7. }
8. **public** **void** method2()
9. {
10. System.out.println("Method-2 of the Demo class is executed.");
11. }
12. }
13. //child class
14. **public** **class** Sample **extends** Demo
15. {
16. **public** **static** **void** method1()
17. {
18. System.out.println("Method-1 of the Sample class is executed.");
19. }
20. **public** **void** method2()
21. {
22. System.out.println("Method-2 of the Sample class is executed.");
23. }
24. **public** **static** **void** main(String args[])
25. {
26. Demo d1 = **new** Demo();
27. //d2 is reference variable of class Demo that points to object of class Sample
28. Demo d2 = **new** Sample();
29. //method calling with reference (method hiding)
30. d1.method1();
31. d2.method1();
32. //method calling with object (method overriding)
33. d1.method2();
34. d2.method2();
35. }
36. }

**Output:**

Method-1 of the Demo class is executed.

Method-1 of the Demo class is executed.

Method-2 of the Demo class is executed.

Method-2 of the Sample class is executed.

We observe that the method of the superclass is hidden by the subclass.

## Method Hiding Vs. Method Overriding

Hiding a static method of a superclass looks like overriding an instance method of a superclass. The main difference can be seen at runtime in the following scenario.

|  |  |
| --- | --- |
| **Method Hiding** | **Method Overriding** |
| Both methods must be static. | Both methods must be non-static. |
| Method resolution takes care by the compiler based on the reference type. | Method resolution takes care by JVM based on runtime object. |
| It is considered as compile-time polymorphism or static polymorphism or early binding. | It is considered as runtime polymorphism or dynamic polymorphism or late binding. |

* When we override an instance method, we get the benefit of run-time polymorphism.
* When we override a static method, we do not get the benefit of run-time polymorphism.

Let's understand the method handing and overriding practically.

1. //parent class
2. **class** Demo
3. {
4. **public** **void** method1()
5. {
6. //statements
7. }
8. }
9. //child class
10. **class** Sample **extends** Demo
11. {
12. **public** **void** method1()
13. {
14. //statements
15. }
16. }

The above code snippet does not perform the method hiding because the methods of both the classes are non-static, hence they perform method **overriding**.

In the above code snippet, to achieve the method hiding, we need to make the methods **static**.

1. //parent class
2. **class** Demo
3. {
4. **public** **static** **void** method1()
5. {
6. //statements
7. }
8. }
9. //child class
10. **class** Sample **extends** Demo
11. {
12. **public** **static** **void** method1()
13. {
14. //statements
15. }
16. }

The following table describes what happens when we define a method with the same signature as in superclass.

|  |  |  |
| --- | --- | --- |
| **Defining a Method with the Same Signature as a Superclass's Method** | | |
|  | **Superclass Instance Method** | **Superclass Static Method** |
| **Subclass Instance Method** | Overrides the method | Generates a compile-time error |
| **Subclass Static Method** | Generates a compile-time error | Hides the method |

Note: In a subclass, we can overload the methods inherited from the superclass. The overloaded methods neither hide nor override the superclass instance methods. These are the new methods, that are unique to the subclass.