МИНОБРНАУКИ РОССИИ

РГУ НЕФТИ И ГАЗА (НИУ) ИМЕНИ И.М. ГУБКИНА

|  |  |  |
| --- | --- | --- |
| Факультет | **Автоматики и вычислительной техники** |  |
| Кафедра | **Информатики** |  |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Оценка комиссии: |  | | | Рейтинг: |  |
| Подписи членов комиссии: | | | | | |
|  | |  | Сидоров В.В. | | |
| (подпись) | |  | (фамилия, имя, отчество) | | |
|  | |  |  | | |
| (подпись) | |  | (фамилия, имя, отчество) | | |
|  | | | | | |
| (дата) | | | | | |
|  | |  |  | | |

**КУРСОВАЯ РАБОТА**

|  |  |
| --- | --- |
| по дисциплине | Основы алгоритмизации и программирования |
|  | |

|  |  |
| --- | --- |
| на тему | Разработка программы регистрации и аутентификации |
| пользователей | |
|  | |

|  |  |  |  |
| --- | --- | --- | --- |
| «К ЗАЩИТЕ» |  | ВЫПОЛНИЛ: |  |
|  |  | Студент группы | **АА-24-10** |
|  |  |  | (номер группы) |
|  |  | Колесников С.И. | |
| (должность, ученая степень; фамилия, и.о.) |  | (фамилия, имя, отчество) | |
|  |  |  | |
| (подпись) |  | (подпись) | |
|  |  |  | |
| (дата) |  | (дата) | |

|  |  |  |  |
| --- | --- | --- | --- |
|  | Москва, 20 | 25 |  |
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# 1. Постановка задачи

Задача состояла в разработке программы регистрации пользователя. Необходимо запросить информацию: Ф.И.О., дата рождения, пол, город, email, логин, пароль, подтверждение пароля. Проверить корректность введенных данных. Затем запомнить их в связном списке, при этом пароль должен быть закодирован с помощью битовой операции XOR (исключающее ИЛИ) (восстановление производится также с помощью этой операции). Реализовать возможность запроса логина и пароля пользователя и при корректном вводе, вывести сообщение о входе в личный кабинет. Список пользователей должен сохраняться в файле и загружаться из файла при запуске программы Программа должна предоставлять возможность запроса логина и пароля пользователя. При корректном вводе должно выводиться сообщение об успешном входе в личный кабинет, где отображается информация о пользователе. Список пользователей должен сохраняться в файле и загружаться из файла при запуске программы.

Графический интерфейс пользователя (GUI) реализован с использованием библиотеки Tkinter.

# 2. Алгоритм работы программы

Программа имеет графический интерфейс и управляется событиями (нажатия кнопок, ввод данных). Основные этапы работы:

1. **Инициализация программы:**
   * Загрузка списка зарегистрированных пользователей из файла users.data. Если файл отсутствует, он будет создан при первой регистрации.
   * Создание главного окна приложения и фреймов для различных экранов (вход, регистрация, информация о пользователе).
   * Отображение начального экрана – формы входа.
2. **Основной цикл (управляется Tkinter mainloop()):**
   * Программа ожидает действий пользователя.
3. **Процесс регистрации нового пользователя:**
   * Пользователь переходит на экран регистрации.
   * Пользователь вводит данные: Фамилия, Имя, Отчество, Дата рождения, Пол, Город, Email, Логин, Пароль, Подтверждение пароля.
   * **Валидация данных:**
     + Проверка на заполненность обязательных полей.
     + Проверка на совпадение пароля и его подтверждения.
     + Проверка на уникальность введенного логина среди уже зарегистрированных пользователей.
   * **Кодирование пароля:** Введенный пароль кодируется с помощью операции XOR с использованием предопределенного ключа.
   * **Сохранение пользователя:**
     + Данные нового пользователя (включая закодированный пароль) добавляются в общий список пользователей в памяти.
     + Обновленный список пользователей сохраняется в файл users.data, перезаписывая его.
   * Вывод сообщения об успешной регистрации.
   * Автоматический переход на экран входа.
4. **Процесс входа пользователя (аутентификация):**
   * Пользователь вводит логин и пароль на экране входа.
   * **Поиск пользователя:** Программа ищет пользователя с введенным логином в загруженном списке.
   * **Проверка пароля:**
     + Если пользователь найден, его сохраненный закодированный пароль извлекается.
     + К сохраненному закодированному паролю повторно применяется операция XOR с тем же ключом (для "дешифрования").
     + "Дешифрованный" пароль сравнивается с паролем, введенным пользователем.
   * **Результат входа:**
     + **Успешный вход:** Если пароли совпадают, выводится приветственное сообщение. Затем отображается экран с личной информацией пользователя (ФИО, дата рождения, город и т.д.).
     + **Неудачный вход:** Если пользователь не найден или пароли не совпадают, выводится сообщение об ошибке.
5. **Отображение информации о пользователе:**
   * После успешного входа открывается экран "Личный кабинет".
   * На экране отображаются данные вошедшего пользователя: ФИО, дата рождения, пол, город, email, логин.
   * Доступна кнопка "Выйти" для возврата на экран входа.
6. **Сохранение данных:**
   * Данные пользователей (список словарей) сохраняются в текстовый файл users.data в формате CSV (значения, разделенные точкой с запятой). Каждая строка файла представляет одного пользователя.
   * Пароль сохраняется в закодированном виде.
7. **Выход из программы:**
   * Закрытие главного окна приложения завершает выполнение программы.

# 3. Принцип работы XOR-шифрования

XOR (исключающее ИЛИ) — это битовая операция, которая является основой простого симметричного алгоритма шифрования.

**Принцип действия:**

1. **Представление данных:** Исходный текст (пароль) и ключ шифрования представляются в виде последовательностей битов. На практике это обычно означает работу с числовыми кодами символов (например, ASCII или Unicode).
2. **Операция XOR:** Для каждого символа исходного текста выполняется операция XOR с соответствующим символом ключа.

Таблица истинности XOR (A XOR B = C):

|  |  |  |
| --- | --- | --- |
| A | B | A XOR B = C |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 0 |

A ^ B = (!A and B) or (A or !B)

Результаты применения XOR:

* A ^ A = 0
* A ^ 0 = A
* (A ^ B) ^ C = A ^ (B ^ C)

1. **Результат:** Полученная последовательность битов (или символов, соответствующих новым кодам) является зашифрованным текстом.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Text | A1 | A2 | A3 | A4 |
| ^ | ↓ | ↓ | ↓ | ↓ |
| Key | B1 | B2 | B3 | B4 |
| = | ↓ | ↓ | ↓ | ↓ |
| Result | C1 | C2 | C3 | C4 |
| ^ | ↓ | ↓ | ↓ | ↓ |
| Key | B1 | B2 | B3 | B4 |
| = | ↓ | ↓ | ↓ | ↓ |
| Result | A1 | A2 | A3 | A4 |

Размер ключа обычно фиксирован, а также его размер часто меньше размера текста для шифрования. Разберём на примере. Предположим, у нас имеется текст для шифрования длиной в 4 байта. Индексы i этого массива меняются от 0 до 3. Ключ для шифрования имеет длину 2 байта. Таким образом к первым двум байтам текста применяется исключающее ИЛИ с первыми двумя байтами ключа. К третьему байту текста нужно применять XOR уже первый байт ключа и т.д. Определяется порядок по формуле: остаток от деления индекса на длину ключа.

i % len(key)

0 % 2 = 0

1 % 2 = 1

2 % 2 = 0

3 % 2 = 1

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 |
| Text | A1 | A2 | A3 | A4 |
| ^ | ↓ | ↓ |  |  |
| Key | B1 | B2 |  |  |
| = | ↓ | ↓ |  |  |
| Result | C1 | C2 | C3 | C4 |

1. **Дешифрование:** Уникальным свойством операции XOR является ее обратимость при повторном применении с тем же ключом:
   * C XOR B = (A XOR B) XOR B = A  
     Таким образом, для дешифрования зашифрованного текста достаточно снова применить к нему операцию XOR с тем же самым ключом, который использовался для шифрования.

**В данной программе:**

* Функция xor\_cipher(text, key) реализует этот принцип.
* Она берет каждый символ входной строки text и символ из строки key.
* Получает их числовые представления (коды Unicode) с помощью функции ord().
* Применяет операцию XOR (^ в Python) к этим кодам.
* Преобразует полученный код обратно в символ с помощью функции chr().
* Все полученные символы объединяются в итоговую строку (зашифрованную или расшифрованную).

**Важно:**

* XOR-шифрование является **симметричным**, т.е. один и тот же ключ используется как для шифрования, так и для дешифрования.
* Это очень **простой** алгоритм, но он **не является криптостойким** для защиты важной информации в реальных системах. Он уязвим для различных атак, особенно если ключ короткий или используется повторно. В данной программе он используется для демонстрации принципа и выполнения учебной задачи.
* Результатом операции XOR над кодами символов могут быть коды непечатных или управляющих символов. При сохранении в текстовый файл или выводе на экран это может приводить к некорректному отображению (пустые знаки или "красные значки").

# 4. Код программы с пояснениями

## 4.1. Код

import csv # Модуль для работы с CSV файлами (хранение данных пользователей)

import tkinter as tk # Модуль для создания графического интерфейса пользователя (GUI)

from tkinter import messagebox # Модуль для отображения стандартных диалоговых окон (сообщения, ошибки)

# --- Константы и глобальные переменные ---

FILENAME = "users.data" # Имя файла для хранения данных пользователей. Файл будет в папке запуска скрипта.

XOR\_KEY = "SimpleKey"   # Простой ключ для XOR "шифрования". В реальных системах использовать нельзя!

user\_list = []          # Глобальный список для хранения данных всех пользователей в памяти.

current\_logged\_in\_user = None # Переменная для хранения данных текущего вошедшего пользователя.

# --- Функции для работы с данными ---

def xor\_cipher(text, key):

  """

  Кодирует или декодирует текст с помощью битовой операции XOR.

  Принимает строку 'text' и строку 'key'.

  Возвращает строку, являющуюся результатом операции XOR.

  Внимание: результат может содержать непечатные символы,

  так как операция XOR применяется к кодам символов.

  """

  # Если ключ короче текста, он будет циклически повторяться.

  repeated\_key = (key \* (len(text) // len(key) + 1))[:len(text)]

  # Применяем операцию XOR к кодам Unicode каждого символа текста и ключа.

  # ord(char) - возвращает Unicode код символа.

  # chr(code) - возвращает символ по его Unicode коду.

  # ^ - оператор XOR.

  result = ''.join(chr(ord(a) ^ ord(b)) for a, b in zip(text, repeated\_key))

  return result

def load\_users(filename):

  """

  Загружает список пользователей из указанного файла.

  Если файл не существует, он будет создан при первой попытке записи (режим 'a+').

  """

  users = [] # Локальный список для загруженных пользователей

  # Открываем файл в режиме 'a+' (добавление и чтение).

  # Файл создается, если не существует.

  # newline='' и encoding='utf-8' важны для корректной работы с CSV и кириллицей.

  with open(filename, 'a+', newline='', encoding='utf-8') as file:

      file.seek(0) # Перемещаем курсор в начало файла для чтения существующих записей.

      reader = csv.reader(file, delimiter=';') # Создаем объект для чтения CSV, разделитель - точка с запятой.

      for row in reader: # Читаем файл построчно

          if row and len(row) == 9: # Проверяем, что строка не пустая и содержит 9 полей

              # Создаем словарь с данными пользователя

              user\_data = {

                  "last\_name": row[0],

                  "first\_name": row[1],

                  "middle\_name": row[2],

                  "birth\_date": row[3],

                  "gender": row[4],

                  "city": row[5],

                  "email": row[6],

                  "login": row[7],

                  "password\_xor\_encoded": row[8] # Пароль хранится в "зашифрованном" XOR виде

              }

              users.append(user\_data) # Добавляем пользователя в список

  return users

def save\_users(users, filename):

  """

  Сохраняет текущий список пользователей в указанный файл.

  Файл перезаписывается при каждом сохранении (режим 'w').

  """

  # Открываем файл в режиме 'w' (запись). Если файл существует, он будет перезаписан.

  with open(filename, 'w', newline='', encoding='utf-8') as file:

      writer = csv.writer(file, delimiter=';') # Создаем объект для записи CSV.

      for user\_data\_item in users: # Проходим по каждому пользователю в списке

          # Записываем данные пользователя в файл одной строкой

          writer.writerow([

              user\_data\_item["last\_name"],

              user\_data\_item["first\_name"],

              user\_data\_item["middle\_name"],

              user\_data\_item["birth\_date"],

              user\_data\_item["gender"],

              user\_data\_item["city"],

              user\_data\_item["email"],

              user\_data\_item["login"],

              user\_data\_item["password\_xor\_encoded"] # Сохраняем XOR "зашифрованный" пароль

          ])

def find\_user\_by\_login(users\_list\_to\_search, login\_to\_find):

  """

  Ищет пользователя в предоставленном списке по логину.

  Возвращает словарь с данными пользователя, если найден, иначе None.

  """

  for user\_data\_item in users\_list\_to\_search:

    if user\_data\_item["login"] == login\_to\_find:

      return user\_data\_item # Пользователь найден

  return None # Пользователь не найден

# --- Функции для GUI (Графического Интерфейса Пользователя) ---

def clear\_entries(entries\_list\_to\_clear):

    """Очищает содержимое полей ввода (tk.Entry) из предоставленного списка."""

    for entry\_widget in entries\_list\_to\_clear:

        if isinstance(entry\_widget, tk.Entry): # Проверяем, что это поле ввода

            entry\_widget.delete(0, tk.END) # Удаляем текст от начала (0) до конца (END)

    # Специальная очистка для Radiobutton выбора пола

    if 'gender\_var' in globals() and isinstance(gender\_var, tk.StringVar):

        gender\_var.set("") # Сбрасываем значение переменной, управляющей Radiobutton

def show\_frame(frame\_to\_display):

    """

    Показывает указанный фрейм (экран) и скрывает все остальные основные фреймы.

    """

    login\_frame.pack\_forget()      # Скрываем фрейм входа

    register\_frame.pack\_forget()   # Скрываем фрейм регистрации

    user\_info\_frame.pack\_forget()  # Скрываем фрейм информации о пользователе

    # Отображаем нужный фрейм, растягивая его на все доступное пространство

    frame\_to\_display.pack(fill="both", expand=True, padx=20, pady=20)

def display\_user\_info(user\_data\_to\_display):

    """

    Заполняет и отображает экран с информацией о вошедшем пользователе.

    """

    global current\_logged\_in\_user # Обращаемся к глобальной переменной

    current\_logged\_in\_user = user\_data\_to\_display # Сохраняем данные вошедшего пользователя

    # Очищаем предыдущие метки с данными пользователя, если они были

    # Это нужно, чтобы при повторном входе информация не дублировалась

    for widget in user\_info\_display\_frame.winfo\_children(): # Получаем всех потомков фрейма

        # Удаляем только те метки, которые мы пометили как 'is\_data\_label'

        if isinstance(widget, tk.Label) and hasattr(widget, 'is\_data\_label'):

            widget.destroy()

    # Список кортежей: (Текст метки, Значение из данных пользователя)

    info\_labels\_config = [

        ("Фамилия:", user\_data\_to\_display.get("last\_name", "N/A")),

        ("Имя:", user\_data\_to\_display.get("first\_name", "N/A")),

        ("Отчество:", user\_data\_to\_display.get("middle\_name", "N/A") or "Отсутствует"),

        ("Дата рождения:", user\_data\_to\_display.get("birth\_date", "N/A")),

        ("Пол:", user\_data\_to\_display.get("gender", "N/A")),

        ("Город:", user\_data\_to\_display.get("city", "N/A")),

        ("Email:", user\_data\_to\_display.get("email", "N/A")),

        ("Логин:", user\_data\_to\_display.get("login", "N/A")),

    ]

    # Динамически создаем и размещаем метки с информацией

    for i, (text, value) in enumerate(info\_labels\_config):

        # Метка с названием поля

        label\_text = tk.Label(user\_info\_display\_frame, text=text, font=("Arial", 11), anchor="w")

        label\_text.grid(row=i, column=0, padx=5, pady=2, sticky="w") # Размещаем в сетке

        label\_text.is\_data\_label = True # Помечаем метку для последующей очистки

        # Метка со значением поля

        label\_value = tk.Label(user\_info\_display\_frame, text=value, font=("Arial", 11, "bold"), anchor="w")

        label\_value.grid(row=i, column=1, padx=5, pady=2, sticky="w")

        label\_value.is\_data\_label = True # Помечаем метку

    show\_frame(user\_info\_frame) # Показываем фрейм с информацией

def handle\_login():

    """Обрабатывает нажатие кнопки 'Войти'."""

    login\_attempt = login\_entry\_login.get() # Получаем введенный логин

    password\_attempt = password\_entry\_login.get() # Получаем введенный пароль

    # Проверка, что поля не пустые

    if not login\_attempt or not password\_attempt:

        messagebox.showerror("Ошибка входа", "Пожалуйста, введите логин и пароль.")

        return

    # Ищем пользователя по логину

    user\_account = find\_user\_by\_login(user\_list, login\_attempt)

    if user\_account: # Если пользователь найден

        # "Дешифруем" сохраненный пароль (применяем XOR еще раз)

        stored\_password\_decoded = xor\_cipher(user\_account["password\_xor\_encoded"], XOR\_KEY)

        if password\_attempt == stored\_password\_decoded: # Сравниваем пароли

            # Формируем имя для приветствия

            user\_name\_for\_greeting = user\_account.get('first\_name', 'Пользователь')

            if user\_account.get('last\_name'):

                 user\_name\_for\_greeting = f"{user\_account.get('first\_name', '')} {user\_account.get('last\_name', '')}".strip()

            # Показываем сообщение об успешном входе

            messagebox.showinfo("Успешный вход", f"Добро пожаловать, {user\_name\_for\_greeting}!")

            clear\_entries([login\_entry\_login, password\_entry\_login]) # Очищаем поля ввода

            display\_user\_info(user\_account) # Показываем информацию о пользователе

        else:

            messagebox.showerror("Ошибка входа", "Неверный пароль.") # Пароли не совпали

    else:

        messagebox.showerror("Ошибка входа", "Пользователь с таким логином не найден.") # Пользователь не найден

def handle\_register():

    """Обрабатывает нажатие кнопки 'Зарегистрироваться' на форме регистрации."""

    # Получаем данные из всех полей ввода на форме регистрации

    last\_name = last\_name\_entry\_reg.get()

    first\_name = first\_name\_entry\_reg.get()

    middle\_name = middle\_name\_entry\_reg.get()

    birth\_date = birth\_date\_entry\_reg.get()

    gender = gender\_var.get() # Значение из Radiobutton

    city = city\_entry\_reg.get()

    email = email\_entry\_reg.get()

    login = login\_entry\_reg.get()

    password = password\_entry\_reg.get()

    password\_confirm = password\_confirm\_entry\_reg.get()

    # Проверка на заполненность обязательных полей

    if not all([last\_name, first\_name, birth\_date, gender, city, email, login, password, password\_confirm]):

        messagebox.showerror("Ошибка регистрации", "Пожалуйста, заполните все обязательные поля (кроме Отчества).")

        return

    # Проверка совпадения паролей

    if password != password\_confirm:

        messagebox.showerror("Ошибка регистрации", "Пароли не совпадают.")

        return

    # Проверка, не занят ли логин

    if find\_user\_by\_login(user\_list, login):

        messagebox.showerror("Ошибка регистрации", f"Пользователь с логином '{login}' уже существует.")

        return

    # "Шифрование" пароля с помощью XOR

    password\_xor\_encoded = xor\_cipher(password, XOR\_KEY)

    # Создание словаря с данными нового пользователя

    new\_user = {

        "last\_name": last\_name,

        "first\_name": first\_name,

        "middle\_name": middle\_name,

        "birth\_date": birth\_date,

        "gender": gender,

        "city": city,

        "email": email,

        "login": login,

        "password\_xor\_encoded": password\_xor\_encoded

    }

    user\_list.append(new\_user) # Добавляем нового пользователя в общий список

    save\_users(user\_list, FILENAME) # Сохраняем обновленный список в файл

    messagebox.showinfo("Успешная регистрация", "Пользователь успешно зарегистрирован!")

    # Очищаем все поля на форме регистрации

    clear\_entries([

        last\_name\_entry\_reg, first\_name\_entry\_reg, middle\_name\_entry\_reg,

        birth\_date\_entry\_reg, city\_entry\_reg,

        email\_entry\_reg, login\_entry\_reg, password\_entry\_reg,

        password\_confirm\_entry\_reg

    ])

    gender\_var.set("") # Сброс выбора пола

    show\_frame(login\_frame) # Переход на экран входа

def handle\_logout():

    """Обрабатывает нажатие кнопки 'Выйти' на экране информации о пользователе."""

    global current\_logged\_in\_user

    current\_logged\_in\_user = None # Сбрасываем данные о вошедшем пользователе

    show\_frame(login\_frame) # Показываем экран входа

# --- Основная функция для настройки GUI и запуска приложения ---

def main():

    # Объявляем глобальными переменные, которые используются в других функциях (обработчиках)

    # Это необходимо, так как эти виджеты и списки создаются в main(),

    # а используются в функциях, вызываемых по событиям.

    global window, login\_frame, register\_frame, user\_info\_frame, user\_info\_display\_frame

    global login\_entry\_login, password\_entry\_login

    global last\_name\_entry\_reg, first\_name\_entry\_reg, middle\_name\_entry\_reg

    global birth\_date\_entry\_reg, gender\_var, city\_entry\_reg, email\_entry\_reg

    global login\_entry\_reg, password\_entry\_reg, password\_confirm\_entry\_reg

    global user\_list # user\_list загружается здесь и используется глобально

    # --- Создание главного окна ---

    window = tk.Tk()

    window.title("Система регистрации и входа (Простой XOR)")

    window.geometry("450x650") # Устанавливаем размер окна

    # --- Создание основных фреймов (экранов) ---

    login\_frame = tk.Frame(window)      # Фрейм для экрана входа

    register\_frame = tk.Frame(window)   # Фрейм для экрана регистрации

    user\_info\_frame = tk.Frame(window)  # Фрейм для отображения информации о пользователе

    # --- Виджеты для экрана входа (login\_frame) ---

    login\_label\_login = tk.Label(login\_frame, text="Вход в систему", font=("Arial", 16, "bold"))

    login\_label\_login.pack(pady=20) # pack - менеджер геометрии, размещает виджеты друг под другом

    tk.Label(login\_frame, text="Логин:", font=("Arial", 12)).pack(pady=5)

    login\_entry\_login = tk.Entry(login\_frame, width=30, font=("Arial", 12))

    login\_entry\_login.pack(pady=5)

    tk.Label(login\_frame, text="Пароль:", font=("Arial", 12)).pack(pady=5)

    password\_entry\_login = tk.Entry(login\_frame, show="\*", width=30, font=("Arial", 12)) # show="\*" скрывает вводимые символы

    password\_entry\_login.pack(pady=10)

    login\_button = tk.Button(login\_frame, text="Войти", command=handle\_login, width=15, height=2, font=("Arial", 12))

    login\_button.pack(pady=10)

    go\_to\_register\_button = tk.Button(login\_frame, text="Зарегистрироваться", command=lambda: show\_frame(register\_frame), width=20, font=("Arial", 10))

    go\_to\_register\_button.pack(pady=5)

    # --- Виджеты для экрана регистрации (register\_frame) ---

    # Используем grid - менеджер геометрии, который размещает виджеты в виде таблицы (строки и столбцы)

    register\_label\_reg = tk.Label(register\_frame, text="Регистрация", font=("Arial", 16, "bold"))

    register\_label\_reg.grid(row=0, column=0, columnspan=3, pady=15, sticky="n") # columnspan=3 - занять 3 колонки

    current\_row = 1 # Переменная для отслеживания текущей строки в grid

    # Поля для ФИО

    tk.Label(register\_frame, text="Фамилия\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w") # sticky="w" - прижать к западу (левому краю)

    last\_name\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11))

    last\_name\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    current\_row += 1

    tk.Label(register\_frame, text="Имя\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    first\_name\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11))

    first\_name\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    current\_row += 1

    tk.Label(register\_frame, text="Отчество:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    middle\_name\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11))

    middle\_name\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    current\_row += 1

    # Остальные поля

    tk.Label(register\_frame, text="Дата рождения\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    birth\_date\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11))

    birth\_date\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    tk.Label(register\_frame, text="(ДД.ММ.ГГГГ)", font=("Arial", 9)).grid(row=current\_row, column=2, padx=2, pady=5, sticky="w") # Подсказка формата

    current\_row += 1

    tk.Label(register\_frame, text="Пол\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    gender\_var = tk.StringVar(value="") # Переменная для хранения значения Radiobutton

    gender\_frame\_ui = tk.Frame(register\_frame) # Фрейм для группировки Radiobutton

    tk.Radiobutton(gender\_frame\_ui, text="Мужской", variable=gender\_var, value="Мужской", font=("Arial", 11)).pack(side=tk.LEFT)

    tk.Radiobutton(gender\_frame\_ui, text="Женский", variable=gender\_var, value="Женский", font=("Arial", 11)).pack(side=tk.LEFT)

    gender\_frame\_ui.grid(row=current\_row, column=1, padx=5, pady=5, sticky="w")

    current\_row += 1

    tk.Label(register\_frame, text="Город\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    city\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11))

    city\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    current\_row += 1

    tk.Label(register\_frame, text="Email\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    email\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11))

    email\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    current\_row += 1

    tk.Label(register\_frame, text="Логин\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    login\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11))

    login\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    current\_row += 1

    tk.Label(register\_frame, text="Пароль\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    password\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11)) # Пароль виден при регистрации

    password\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    current\_row += 1

    tk.Label(register\_frame, text="Подтвердите пароль\*:", font=("Arial", 11)).grid(row=current\_row, column=0, padx=5, pady=5, sticky="w")

    password\_confirm\_entry\_reg = tk.Entry(register\_frame, width=30, font=("Arial", 11)) # Пароль виден

    password\_confirm\_entry\_reg.grid(row=current\_row, column=1, padx=5, pady=5)

    current\_row += 1

    tk.Label(register\_frame, text="\* - обязательные поля", font=("Arial", 9)).grid(row=current\_row, column=0, columnspan=3, padx=5, pady=10, sticky="w")

    current\_row += 1

    register\_button\_reg = tk.Button(register\_frame, text="Зарегистрироваться", command=handle\_register, width=20, height=2, font=("Arial", 12))

    register\_button\_reg.grid(row=current\_row, column=0, columnspan=3, pady=15)

    current\_row += 1

    go\_to\_login\_button\_reg = tk.Button(register\_frame, text="Уже есть аккаунт? Войти", command=lambda: show\_frame(login\_frame), width=25, font=("Arial", 10))

    go\_to\_login\_button\_reg.grid(row=current\_row, column=0, columnspan=3, pady=5)

    # --- Виджеты для экрана информации о пользователе (user\_info\_frame) ---

    user\_info\_label = tk.Label(user\_info\_frame, text="Личный кабинет", font=("Arial", 16, "bold"))

    user\_info\_label.pack(pady=15)

    user\_info\_display\_frame = tk.Frame(user\_info\_frame) # Внутренний фрейм для динамического размещения меток с данными

    user\_info\_display\_frame.pack(pady=10, padx=10, fill="x")

    logout\_button = tk.Button(user\_info\_frame, text="Выйти", command=handle\_logout, width=15, height=2, font=("Arial", 12))

    logout\_button.pack(pady=20)

    # --- Загрузка пользователей и запуск главного цикла приложения ---

    user\_list = load\_users(FILENAME) # Загружаем пользователей из файла

    print(f"Загружено {len(user\_list)} пользователей из файла '{FILENAME}'.") # Информационное сообщение в консоль

    show\_frame(login\_frame) # Показываем начальный экран (вход)

    window.mainloop() # Запускаем главный цикл обработки событий Tkinter

# --- Точка входа в программу ---

# Этот блок гарантирует, что функция main() будет вызвана только тогда,

# когда скрипт запускается напрямую (а не импортируется как модуль).

if \_\_name\_\_ == "\_\_main\_\_":

    main()

## 4.2. Ссылка на файл .py

[Ссылка](kursach_02.py)

# 5. Отдельная функция шифратора/дешифратора с Base64

В ходе улучшения хранения паролей была разработана отдельная функция, которая комбинирует XOR-шифрование с кодированием Base64. Цель Base64 — представить результат XOR-операции (который может содержать непечатные символы) в виде строки, состоящей только из безопасных для текстового хранения символов (латинские буквы, цифры, +, /, =). Это решает проблему "красных значков" и некорректного отображения зашифрованного пароля в текстовых файлах. Функция представляет собой полезное дополнение для понимания того, как происходит процесс отображения зашифрованных данных.

База данных без Base64:

![](data:image/png;base64,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)

Видны строки с данными пользователей, разделенные точкой с запятой. В поле пароля (последнее поле) видны символы, которые могут отображаться некорректно (например, "красные значки", как BS, NUL и т.д.), что демонстрирует результат прямого XOR-шифрования без последующего кодирования в Base64. Это подтверждает, что пароль хранится в "зашифрованном" виде, но его представление может быть нечитаемым для человека и содержать непечатные символы.

База данных с Base64:
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**Принцип работы xor\_base64\_cipher:**

* **Шифрование (action='encode')**:
  1. Исходный текст и ключ преобразуются в байтовые последовательности (используя кодировку UTF-8).
  2. К байтам текста применяется операция XOR с байтами ключа.
  3. Полученная байтовая последовательность (результат XOR) кодируется в формат Base64. Base64 преобразует произвольные двоичные данные в текстовую строку, состоящую из ограниченного набора символов (A-Z, a-z, 0-9, +, /).
  4. Эта строка Base64 возвращается как результат.
* **Дешифрование (action='decode')**:
  1. Входная строка (предположительно, в формате Base64) преобразуется в байты.
  2. Байты декодируются из Base64, восстанавливая байтовую последовательность, которая была результатом исходной операции XOR.
  3. К этой восстановленной байтовой последовательности снова применяется операция XOR с тем же ключом.
  4. Полученные в результате байты (которые должны соответствовать исходному тексту) декодируются обратно в строку (используя UTF-8).

Эта комбинация позволяет хранить "зашифрованный" пароль в виде обычной текстовой строки, избегая проблем с непечатными символами.

## 5.1. Код

import base64

def xor\_base64\_cipher(text\_to\_process, key, action='encode'):

    """

    Шифрует или дешифрует текст, используя XOR, а затем Base64.

    Упрощенная версия без try-except.

    :param text\_to\_process: Строка для шифрования или строка Base64 для дешифрования.

    :param key: Ключ для операции XOR (строка).

    :param action: 'encode' для шифрования, 'decode' для дешифрования.

    :return: Зашифрованная строка Base64 или расшифрованная исходная строка.

             Вернет None или вызовет ошибку, если действие некорректно или данные неверны.

    """

    # Преобразуем ключ в байты один раз

    key\_bytes = key.encode('utf-8')

    key\_len = len(key\_bytes)

    if action == 'encode':

        # 1. Преобразовать исходный текст в байты

        text\_bytes = text\_to\_process.encode('utf-8')

        # 2. Применить XOR. Создаем список байтов результата XOR

        xor\_result\_bytes\_list = []

        for i, b in enumerate(text\_bytes):

            xor\_result\_bytes\_list.append(b ^ key\_bytes[i % key\_len])

        xor\_result\_bytes = bytes(xor\_result\_bytes\_list) # Преобразуем список в байтовую строку

        # 3. Закодировать результат XOR в Base64

        base64\_encoded\_bytes = base64.b64encode(xor\_result\_bytes)

        # 4. Преобразовать байты Base64 в строку для возврата

        return base64\_encoded\_bytes.decode('utf-8')

    elif action == 'decode':

        # 1. Преобразовать строку Base64 (которая является text\_to\_process) в байты

        base64\_to\_decode\_bytes = text\_to\_process.encode('utf-8')

        # 2. Декодировать из Base64 (результат - байты после XOR)

        # Если text\_to\_process не является корректной Base64 строкой, здесь будет ошибка.

        xor\_result\_bytes\_after\_b64decode = base64.b64decode(base64\_to\_decode\_bytes)

        # 3. Применить XOR еще раз к результату (байты)

        # Создаем список байтов результата XOR

        original\_bytes\_list = []

        for i, b in enumerate(xor\_result\_bytes\_after\_b64decode):

            original\_bytes\_list.append(b ^ key\_bytes[i % key\_len])

        original\_bytes\_after\_xor = bytes(original\_bytes\_list) # Преобразуем список в байтовую строку

        # 4. Преобразовать исходные байты обратно в строку

        # Если байты не являются корректной UTF-8 последовательностью, здесь будет ошибка.

        return original\_bytes\_after\_xor.decode('utf-8')

    else:

        print(f"Ошибка: Некорректное действие '{action}'. Используйте 'encode' или 'decode'.")

        return None

if \_\_name\_\_ == "\_\_main\_\_":

    my\_secret\_text = "ghfhjkm123"

    my\_key = "SimpleKey"

    print(f"Исходный текст: {my\_secret\_text}")

    print(f"Ключ: {my\_key}\n")

    # Шифрование

    encrypted\_text = xor\_base64\_cipher(my\_secret\_text, my\_key, action='encode')

    if encrypted\_text: # Проверяем, что шифрование вернуло результат

        print(f"Зашифрованный текст (XOR + Base64): {encrypted\_text}")

        # Дешифрование

        decrypted\_text = xor\_base64\_cipher(encrypted\_text, my\_key, action='decode')

        if decrypted\_text: # Проверяем, что дешифрование вернуло результат

            print(f"Расшифрованный текст: {decrypted\_text}\n")

            if my\_secret\_text == decrypted\_text:

                print("Проверка: Шифрование и дешифрование прошли успешно!")

            else:

                print("Проверка: Ошибка! Исходный и расшифрованный тексты не совпадают.")

        else:

            print("Ошибка при дешифровании.")

    else:

        print("Ошибка при шифровании.")

## 5.2. Ссылка на файл .py

[Ссылка](xor_cipher.py)

# 6. Скриншоты работы программы

1. Окно входа в систему![](data:image/png;base64,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)
2. Окно регистрации нового пользователя

![](data:image/png;base64,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)

1. Сообщение об успешной регистрации
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1. Сообщение об успешном входе
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1. Окно «Личный кабинет» с информацией о пользователе
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1. Сообщения об ошибках
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# 7. Литература

1. Книги
   * Мэтиз, Эрик. *Изучаем Python: программирование игр, визуализация данных, веб-приложения.* 3-е изд. – СПб.: Питер, 2023. – 688 с.: ил.
2. Интернет-ресурсы (дата обращения 09.05.2025)
   * Официальная документация Python: <https://docs.python.org/3/>
   * Документация по модулю tkinter: <https://docs.python.org/3/library/tkinter.html>
   * Документация по модулю csv: <https://docs.python.org/3/library/csv.html>
   * Документация по модулю base64 (для отдельной функции): <https://docs.python.org/3/library/base64.html>
   * Видео по XOR шифрованию: <https://www.youtube.com/watch?v=f8HIUXkAHWo>