API

The present API describes a set of functions that will assist you in the development of the predictive model. The use of these functions will save you a lot of time!

The functions are divided into several categories:

* [Data Loading and Data Splitting Functions](#_52cc46ixwm4u)
* [Visualization Functions](#_rdkt6vfc192d)
* [Feature Engineering (FE) Functions](#_l3obzfphn9c)
* [Feature Scaling](#_75lr4jj5gd1p)
* [Training Functions](#_7q2r8cozdiv0)
* [Evaluation Functions](#_qnlc8kyzmdvr)

# Data Loading and Data Splitting Functions

## data\_read\_df()

The function returns the task's dataset

Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
|  |  |  |

Returns:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | The task dataset |

Example:

df = read\_df()

df.head()
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## data\_split\_train\_and\_test(df, test\_size)

This function receives DataFrame and test\_size and splits the DataFrame into train and test.

Note: This is carried out via stratified splitting to ensure that the target’s proportion is the same in both the train and test sets.

Example:

df =
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X\_train, X\_test, y\_train, y\_test = data\_split\_train\_and\_test(df,0.3)

|  |  |
| --- | --- |
| X\_train |  |
| X\_test |  |
| y\_train |  |
| y\_test |  |

Please note: the indices are preserved from the DataFrame which is received as input (for error analysis tasks)

Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| df | DataFrame | DataFrame to split |
| test\_size | Float | It should be between 0.0 and 1.0 and represent the proportion of the dataset that should be included in the test split. |

Returns:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | Train’s examples (X\_train) |
| DataFrame | Test’s examples (X\_test) |
| Series | Train’s target (y\_train) |
| Series | Test’s target (y\_test) |

# Visualization Functions

## visual\_generate\_bar\_chart(df, feature\_name)

This function receives the DataFrame and feature name of a categorical variable and returns a plot that describes the count of each value.

Example:

visual\_generate\_count\_plot(df,'sex')
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In this example:

There are 3 Males and 2 Females

Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| df | DataFrame | DataFrame to split |
| feature\_name | str | The name of the column a plot should be generated for |

Returns:

A graph will be displayed

## visual\_generate\_category\_target\_prob\_plot(df, feature\_name)

This function receives the DataFrame and feature name of a categorical variable and returns a plot that describes the probability for target 1 for each value.

Example:
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In this example, the target is 1 for 80% of the males

Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| df | DataFrame | DataFrame to split |
| feature\_name | str | The name of the column a plot should be generated for |

Returns:

A graph will be displayed

## visual\_generate\_dis\_plot(df, feature\_name)

Plot a univariate distribution of observations as a function of the target (for numeric variables).

Example:

visual\_generate\_dis\_plot(df, 'age')
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Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| df | DataFrame | DataFrame to split |
| feature\_name | str | The name of the column a plot should be generated for |

Returns:

A graph will be displayed

# Feature Engineering (FE) Functions

## FE\_encode\_values\_of\_categorial\_features(df, columns\_to\_encode)

This function receives a DataFrame and the names of columns whose values should be encoded into numbers.

Example:

df =
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FE\_encode\_values\_of\_categorial\_features(df, ['A','B'])
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Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| df | DataFrame |  |
| columns\_to\_encode | list | The names of the columns that are to be encoded |

Return:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | The DataFrame produced after encoding the selected columns |

## FE\_create\_one\_hot\_encodeing(df, columns\_to\_encode)

This function receives a DataFrame and the names of the columns whose values should be encoded using one-hot encoding.

Example:

df =
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FE\_create\_one\_hot\_encodeing(df, ['A','B'])
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Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| df | DataFrame |  |
| columns\_to\_encode | list | The names of columns that are to be encoded |

Return:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | The DataFrame produced after one-hot encoding the selected columns |

## FE\_divide\_numeric\_feature\_to\_ranges(df, column\_to\_divide\_to\_ranges, number\_of\_ranges)

This function receives a DataFrame, a column name, and a number of ranges, and divides the selected columns into ranges.

Example:

df =
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FE\_divide\_numeric\_feature\_to\_ranges(df\_temp, ‘age’,3)
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Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| df | DataFrame |  |
| column\_to\_devide\_to\_ranges | str | The name of the column that is to be divided into ranges |

Returns:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | The DataFrame produced after dividing the selected column’s values |

# Feature Scaling Functions

## feature\_scaling(X\_train, X\_test, features\_to\_scale, scaling\_method)

This function receives X\_train, X\_test, columns to scale, and the scaling method (Normalizer / StandardScaler / MinMaxScaler), and returns a DataFrame after scaling the selected columns.

Example:

|  |  |
| --- | --- |
| X\_train |  |
| X\_test |  |

X\_train\_new, X\_test\_new = feature\_scaling(X\_train, X\_test, ['age'], 'StandardScaler')

|  |  |
| --- | --- |
| X\_train\_new |  |
| X\_test\_new |  |

Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| X\_train | Train examples | The scaling is carried out in accordance with these examples’ distribution (and transformed on these examples too) |
| X\_test | Test examples | The values of these examples will be scaled according to the X\_train distribution |
| features\_to\_scale | list | Column names (the columns which should be scaled) |
| scaler\_method | str | The scaling will be carried out according to the given scaler\_methood.  The Scaler method should be one of the following:   * ‘Normalizer’ * ‘StandardScaler’ * ‘MinMaxScaler’   See the following links for exploring these methods:   * [Normalizer](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.Normalizer.html) * [StandardScaler](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.StandardScaler.html) * [MinMaxScaler](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.MinMaxScaler.html) |

Returns:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | The DataFrame produced after dividing the selected column’s values |

# 

# Training Functions

## train\_model(ml\_algo, df\_train, y\_train, params=None)

The function receives the name of a machine learning algorithm, the parameters for this algorithm (if not provided, it will use the default Sklearn parameters), and the train’s examples and targets as inputs and returns a trained classifier (after fitting it to train).

Inputs:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| ml\_algo | str | * 'LogisticRegression’ * 'DecisionTree' * 'KNN' * 'RandomForest' * 'LDA' * ‘MultinomialNB’ * ‘GaussianNB’ |
| df\_train | DataFrame | Train’s DataFrame |
| y\_train | Series | Train’s target |
| Params (optional) | dictionary | Description of the classifier parameter values (e.g., params[*‘penalty’*] =’l2’, params[‘*C*’]=1 when using LogisticRegression).  Please note: not all parameters are required (since, for example,. the default Sklearn value will be used for each parameter that is not passed).  See the following links in order to explore the optional parameters:   * [LogisticRegression](https://scikit-learn.org/stable/modules/generated/sklearn.linear_model.LogisticRegression.html)   [DecisionTree](https://scikit-learn.org/stable/modules/generated/sklearn.tree.DecisionTreeClassifier.html)   * [KNN](https://scikit-learn.org/stable/modules/generated/sklearn.neighbors.KNeighborsClassifier.html) * [RandomForest](https://scikit-learn.org/stable/modules/generated/sklearn.ensemble.RandomForestClassifier.html) * [LDA](https://scikit-learn.org/stable/modules/generated/sklearn.discriminant_analysis.LinearDiscriminantAnalysis.html) * [MultinomialNB](https://scikit-learn.org/stable/modules/generated/sklearn.naive_bayes.MultinomialNB.html) * [GaussianNB](https://scikit-learn.org/stable/modules/generated/sklearn.naive_bayes.GaussianNB.html) |

Returns:

|  |  |
| --- | --- |
| Value | Description |
| Sklearn classifier | Classifier after fitting to train’s examples |

# Evaluation Functions

## eval\_get\_score(classifier, X, y, metric)

Receives a trained classifier, examples and targets and returns a score (precision / recall / accuracy / auc / F1)

Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| classifier | Sklearn classifier | A classifier after it has been fitted to train examples |
| X | DataFrame | Examples for calculating the chosen set (e.g. test set or train set) |
| y | Series | Target variable (e.g. y\_test or y\_train) |
| metric | str | Metric to return. It should be one of the following:   * ‘precision’ * ‘recall’ * ‘accuracy’ * ‘auc’ * f1 |

Returns:

|  |  |
| --- | --- |
| Value | Description |
| Float | The resulting score |

## eval\_get\_cm(classifier, X, y)

Receives a trained classifier, examples and targets. Returns the Confusion Matrix.

Example output:
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Inputs:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| classifier | Sklearn classifier | A classifier after it has been fitted to train examples |
| X | DataFrame | Examples for calculating AUC (e.g. test set or train set) |
| y | Series | Target variable (e.g. y\_test or y\_train) |

Returns:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | Confusion Matrix |

## eval\_plot\_roc\_curve(classifier, X, y)

Plot ROC curve

Inputs:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| classifier | Sklearn classifier | A classifier after it has been fitted to train examples |
| X | DataFrame | Examples for calculating AUC (e.g. test set or train set) |
| y | Series | Target variable (e.g. y\_test or y\_train) |

Returns:

ROC curve plot

## eval\_get\_predictions(classifier, X, y)

This function receives an Sklearn classifier, examples for predicting (X) and the y\_true (y) of these examples. It returns a Dataframe with the predictions and y\_true.

Sample Output:

get\_predictions(classifier, X\_test, y\_test)

![](data:image/png;base64,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)

Please note: the example\_index is the original index of X (for error analysis tasks)

Inputs:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| classifier | Sklearn classifier | A classifier after it has been fitted to train examples |
| X | DataFrame | Examples to predict (e.g. X\_test or X\_train) |
| y | Series | Target variable (e.g. y\_test or y\_train) |

Returns:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | DataFrame with the predictions. |

## eval\_get\_predictions\_proba(classifier, X, y)

The function receives an Sklearn classifier, examples for predicting (X) and the y\_true (y) of these examples. It returns a Dataframe with the probability predictions (probability for target 1) and y\_true.

Example Output:

get\_predictions\_proba(classifier, X\_test, y\_test)
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Please note: the example\_index is the original index of X (for error analysis tasks)

Input:

|  |  |  |
| --- | --- | --- |
| Parameter | Value | Description |
| classifier | Sklearn classifier | A classifier after it has been fitted to train examples |
| X | DataFrame | Examples to predict (e.g. X\_test or X\_train) |
| y | Series | Target variable (e.g. y\_test or y\_train) |

Return:

|  |  |
| --- | --- |
| Value | Description |
| DataFrame | DataFrame with the predictions. |

# 