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# Introduction

This work book is especially designed to help the students to generate their own logic for the accomplishment of the assigned tasks. Every lab is provided with the syntax of the statements or commands which will be used to make the programs for exercises. In order to facilitate for the students some program segments are also provided explaining the use of commands. For a wide scope of usage of the commands several examples are also given so that the students can understand how to use the commands. The conditions, limitations and memory allocation are also mentioned where necessary.

This work book starts the programming of C Language from scratch and covers most of the programming structures of C-Language. For some commands or structures more than one lab is designed so that the students can thoroughly understand their use.
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# Lab No.01: Numbering System

Objective

Numbering System

**Theory**

There are many ways to represent the same numeric value. Long ago, humans used sticks to count, and later learned how to draw pictures of sticks in the ground and eventually on paper. So, the number 5 was first represented as: **|    |    |    |    |** (for five sticks).

Later on, the Romans began using different symbols for multiple numbers of sticks: **|  | |**still meant three sticks,  but a   **V** now meant five sticks, and an   **X** was used to represent ten of them!

Using sticks to count was a great idea for its time. And using symbols instead of real sticks was much better.   One of the best ways to represent a number today is by using the modern decimal system. Why? Because it includes the major breakthrough of using a symbol to represent the idea of counting **nothing**.   About 1500 years ago in India, **zero** (**0**) was first used as a number!   It was later used in the Middle East as the Arabic, sifr. And was finally introduced to the West as the Latin, zephiro.  Soon you'll see just how valuable an idea this is for all modern number systems.

**Decimal System**

Most people today use decimal representation to count. In the decimal system there are 10 digits:

**0, 1, 2, 3, 4, 5, 6, 7, 8, 9**

These digits can represent any value, for example:

754.

The value is formed by the sum of each digit multiplied by the base (in this case it is 10 because there are 10 digits in decimal system) in power of digit position (**counting from zero**):

![num1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcAAAABsAgMAAACA4orBAAAAA3NCSVQCAgLMTMuiAAAADFBMVEX///8AAAAA/wD/AACMcPEsAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAAnJJREFUaN7t2l1q4zAQAGCp3YFlKeyLfR+ZJbDs0wSsO5acIi+9VaEd/ftHaS3H1qbpDHVRx5K/aiJbTagQHF8+pK4ZPYFVp/eDQQYZZJBBBu8M/HU6PVcFf9qvOwEhCwJuAALm+rVZsGk2AJsm003qPNjvBV4o6SagKAG3KKnA5WB7JfhmQqp64JmOx+yldyqpBbMv4cb3IfhFf26Efmz7YIRbgbJpgFQpO37SUH8dekJshf6gQZu2m6H//c+97P7MJ0VZNQcp+3f8aAPZdb4niDAm9gcQCfRlfOnlwYOYQKCsill5SNl/492ikYfO9LRjpW+F/qIB205gb0o6A3t3oQkYsg+j4l8E7fkRiBH0JTVdoI+XDoXSI7ALoA90JXVjpW/FGaKpyRw8phnaKbpLH9MMYZgdzxDlsTsqP1b6lulvzyM1wYPhhc2AYgZqlbKjGUqVBXVcPGDaU3CwSuNDNZbUL8CUnYJxlQ7GQDhL15vPkO7DdGWM8HBzgkF2Ag7uQ4xjIkg5yD1pREE8lHR28X9Bu1vUBN0cGWSQQQYZpO+neewLlkydwdsFQQzf8ewPogOb0YldQZeoBrao7aGxEohUUnOsnOHvtxCvdcCn+POT+DAY3A+kFYrmCG+Adgdt4PTEPYDD3Ta8NV4DyjD2E/Di1W8ftJ9iKV0Ipi1qMegfaLJT7qsUbEpBX8iV4IrtKYFUUKkXg1q1ym1PtE3R2HKwsxNc/BqiCV9S07x9kIrTmZVaArZqPZhpfQ4KvGfQrFJa17Q90TalasxwnmLwOnBB6qbAxX8IbwUWxjcAr/gUY/9gkMGvAdb+D1oOjtJ4BwFnJFR2BZbGAAAAAElFTkSuQmCC)

Position of each digit is very important! for example if you place "7" to the end:  
547  
it will be another value:

**Binary System**

Computers are not as smart as humans are (or not yet), it's easy to make an electronic machine with two states: on and off, or 1 and 0.

Computers use binary system, binary system uses 2 digits:

0, 1 And thus the base is 2.

Each digit in a binary number is called a **BIT**, 4 bits form a **NIBBLE,** 8 bits form a **BYTE**, two bytes form a **WORD**, and two words form a **DOUBLE WORD** (rarely used):

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVMAAAB+BAMAAABrIO8bAAAAGFBMVEX///8AAAAAgAAAAP8AgID/AAD/AP8AAAA5apsbAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAA4VJREFUeNrt3LGS2yAQAFA4J67hDzLJpM9MJj1FPuCa9Kry/58Q7QKSkGBZbJ9Bzq7H0p28gmeMZOTDp5TE/x72FIFU07utOKGFKlShjkj99DsTbkxqbiNJvf5dYupA1VCKXgqjqeuPPahKqI+mzm/QGhfWzIXNi3GpM1D7hfaLKtWEulMqNVJZqJoe0DRRYR8GFRcptdBmOqXS7d7Wquo8VEYHgI4NPbsPtemwCk+uStXp4n7qMW6kJrXBE19xY1PjeTpH3WwL2ztQbXwMqNih91Qdu4rfhmcpzaI2j6zCYaW0yVDDoWnwBLoOLQiqCTl1arFlKWqMAnUOrNoUqRq6cuzN8w2f1oBUa9eTI7xCJuzZgeoJlVZdqCa88TyZOr+OeBwhNXbontTSVYDJ53ekFsd+TVQ4rNa+qj7msLqXWkgfl6ptLm1Iaj7tWVTeVcAQVKriR1ywPJtaThGqUIX6KlStd5BxqXiJTlMPz2Zc6iGlF5XRV09EHaWv5ulnpd4UZ6G2/tHKXwB2obrqhjQmWFxVY5ybCoPpeNdmXcf7McftcxxdzgTrK7euMlWb9YYfdIT1cj/muH2Oo8uZYH1l1kVSrYl3i7v7dbxnctw+x9HlTHah1utiUvHzorDevii7HLfPcXQ5Swfg1MXtADq8KAdqkuP2OY4uZ0Ot10VR7bxDuOPuNkNNc9w+x9HlrFRGXS9CPUsHeDvPefVN3RCuuiGNCRZ3v1sNRX2/bD0fRr0Q+XFk9fn51Nwg8MLYrwM1F69G/UPHQFTk0oUINa3lJy9+kY8+hcpt2Mqh9SLUr4+Lb5yk75XHy1SlvgzVqpsQqlCFKlShClWoLGruauCdR+WOWerU7Kj1x4Ga2ZlL5bVaLe1SaNg81aRJTVSzSTEqs+ctVFOjxpqE+hCqn1WJ02cbqTDfFmcFmnUCvZ/eCL9aKJlJ9d8UgK8BhEm8pVadb8av2qjx+wjbryUgFX7CBmiiQjlRkVLhzJRQ/d8r7qDi1DCYV+y3sqhwdYxzIUI5OWps2W2rcjtAOGEeWlU1U1VoVT41pHBbVREdIE6DbqKG2mtU/MAaP3NnH1YqOazChPZwWCEYf+UcVluqxjm7mcNqoa4a1UhlBJe6jzJ14xidugku9THDFcUZriD1xpHVsCFUoQpVqEIV6vghVKEKVahCFer4cTpq73+rx4vebSXRPf4BD1v2vc3eNasAAAAASUVORK5CYII=)  
  
There is a convention to add "b" in the end of a binary number, this way we can determine that 101b is a binary number with decimal value of 5.

The binary number 10100101b equals to decimal value of 165:

![num5](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqkAAACzAgMAAADXmm2AAAAAA3NCSVQCAgLMTMuiAAAADFBMVEX///8AAAAA/wD/AACMcPEsAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAABK1JREFUeNrt3c1u2zgQAGBOIAJFsQcXoHrWuSe/QelD7twF+X57LPJ0fYACKX9EiSJHqrSm1xQyRKU60yH1aUQzih2jjFGjxs05mrLW7tnF2tkuZCUrWclKVrKSlawntILkym1hD1I9G7Zh5VIIt4U9b9pqpNBuC3sjjXy2bN0KVgjeGh4pZf3q2bpVqwA/B8Ij1Zhzae2F28K+9bqW1tbabD3THFiury2vA2doZCUrWclKVrKSlaz/k/Xl7e3fJq0CsTI2PN3a631WrkorV2UiyONWwG6297mYKA0vQpRWgXTmyGFBb1vRE0TqUNuKlYjzP1j5Pv5eK0OsWGfsGLw/buXIHOhLF0N+rnwBZL5i1+k/WbG5xPflmfKc0LpiLtS6NQe+v7//usOK1Audr9hwqPV1w3pl7C+F9MEGV7ti+HPrPms4ypWr2RpXDK4Sq4qxXpZ5yZFj7J9kfZ376rJvYp3y8DkAo1WI2RozhQCd5S1WnTkPiX2dv2/t7Tvn4etrP1unKxKfhXEcF+tVGcPyptjXcD9wpG+eN1vH66H8+VxZZvXnmIwz5i1iWF4SG472zfOw+eqtKljdGbjr4/uM5+nPSpUxLC+JDUf75nlrdQWZ1PU19PHnmp1zGsPykthwtG+et7oOsKXVtbgIxHHyGJaXxIajffO8NasYrT43PkcZy/MWMSwviQ1H+5Z5uLXXszWuGIs7VVXGsLwkNhztW+Zl1tCuLKlrpTbcPcL6/cBZrL6yZCUrWclKVrKSlaxkJStZyUpWspL1g1oFaP96TWo1Za8xa9mQvCQ2WUFu5iWW6W/NDWLVnPvXwRIr3MrBx6ylH8lLYptWrO/0jqpmKhxsaeW5VdlxXrNxFGJdyUtiwxxjbE/f+M4f1yCX1lBlW2/uXwv9g5Vx9nCrmwNeJWwFkbrafxfpfHW5+fXx/fXypdK1vCQ2TLHMunqMab7ai6jRuir/nkha17/RuqqiNkheEpvqWsz0tWPMdR2vYl5XOzfy+YqMwznIPLbbajbzFtZYV9zK2c51oIhheUlsmDuzXX0XVoFazb71lZfRnesr+pbx5vpqj6YQa2xXVrsNd49AVrKSlaxkvdt6YdLuZQSGT+w0apXBubAySdY7rcB6qUHdtN3Z6SB1d7n07NKoVd6g624ArHNWsFYp27Wajlkr6Av7woy1moatzFs7W9cv4Ova/Bxw1g5angNMhudWmAOdnQNc9Y2uA/OKtQi2ab0gsVa/b62fAVnJSlaykpWsZCUrWUvr57ei/WjV+qmMfjoyBFnJum39/h7bz1pWwdKPjVS0XvPAvVaQwapOYQ1fncFqbtpt06fFG7bCTQq3naGuZD2hlWeBD2S1a4CRbosfra5q1WAXGNC1rK6BnKM1rOM315/c/06J/dOwdWzXetZv8cYa0t8XqWt1M4CbKjdeD7rPmq2hrB/XOt8XVrXaVcCtBbWt6gFW5FEFa917wgdZ7Rpgwj2huze0X7VsvdkmwxxwjyVZq1mlOZEVJFlrW4179tufDHt3bwhVrRVfywhWWYSqWes2sj7KuidEVrKS9Wh70PswTTaykpWsZCXr46xn+v84qX309htI1auGG2So+gAAAABJRU5ErkJggg==)

**Hexadecimal System**

Hexadecimal System uses 16 digits:

**0, 1, 2, 3, 4, 5, 6, 7, 8, 9, A, B, C, D, E, F**

And thus the base is 16.

Hexadecimal numbers are compact and easy to read.

It is very easy to convert numbers from binary system to hexadecimal system and vice-versa, every **nibble** (4 bits) can be converted to a hexadecimal digit using this table:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  | | --- | --- | --- | | Decimal (base 10) | Binary (base 2) | Hexadecimal (base 16) | | 0 | 0000 | 0 | | 1 | 0001 | 1 | | 2 | 0010 | 2 | | 3 | 0011 | 3 | | 4 | 0100 | 4 | | 5 | 0101 | 5 | | 6 | 0110 | 6 | | 7 | 0111 | 7 | | 8 | 1000 | 8 | | 9 | 1001 | 9 | | 10 | 1010 | A | | 11 | 1011 | B | | 12 | 1100 | C | | 13 | 1101 | D | | 14 | 1110 | E | | 15 | 1111 | F | | num7 |

There is a convention to add "**h**" in the end of a hexadecimal number, this way we can determine that 5Fh is a hexadecimal number with decimal value of 95.

We also add "0" (zero) in the beginning of hexadecimal numbers that begin with a letter (A..F), for example 0E120h.

The hexadecimal number 1234h is equal to decimal value of 4660:

![num6](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlAAAACGAgMAAABvdFzNAAAAA3NCSVQCAgLMTMuiAAAADFBMVEX///8AAAAA/wD/AACMcPEsAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAA29JREFUeNrt3M1ymzAQAGCpZu8cpDvnPIU8U981HfF+Pfsp3EOfK92V0A+gJHgGB7neTcjQ9Qo+S6DIsadCcDxz6LG1cEL0R/fKKjpGMYpRjGIUoxh1fDCKUYxi1Ouhflyv1/ZQ/ptRG1DSfRNKuu0ogN1RYGtlANVsHaV3Rym1HaWPRVU7RY511P7DJ+qoev/VUZfdUdJW66rZb0Ot+uT0jvHH3IHaf/hW19SJfvytNq6jHjBPfYCqXtN11F4zup3+ZaXN89S0d6LsTSyyoXbNs/JX/oUMOOmCjVepdiIdHUTeS7VYGSZpj4rNMGlWfXai7G2ZXdTGQ/vskLMASsU6hY/G1iDyXkIZacJ86FE6Ppf03OlAEUXZ2zK7qIUym1EKtFIQW+Kj1DrU571US09Cz4bP95aNPP/slM+eKHtbZhe1UGaHabAmFNUFFJ4nUXSBCrUa21ZRqR9obG1EKXVLWVmtzSjMlj1FXTKdFnH0Fbk2twy1FMXwrVH0HPw2Q817qqxVKxSdEE9yARcHClvaeFw8v8stQ61HXWYoH7MTTdfMApWmjFmtHots6ik94klsiYJUH7OxJWW+QAmRpvYC5bOqVivK7JCzANLkFvhoPoxatKwNX2hWrqa0iyiozlOzlZcqsgUK5ykT67TB2yAuFlVqrXIGynnq0/Az+k3cEcM9xbV4VhStElpDTX3FKEYxilGMYhSjdkBJOr/fcJfCCPIci+oCaI7qGLWOnpbLutMXo3EkOzBnia+xj0Z1Xd+bn33fizOiRH+WXdcASluDsF6fhezBniW4BlC98ChDqJ56SrSACsOHKGH6JoavCxd6GD6BrxDNKO3Rd19XTx49o1fi6Bn9g2AUoxjFqFdFvV1X8ftw1FBPM+og1HuKWzuoTNmOsqJ8R7wJFASUNG2hfDSFkiNY2mAs0kejAIePtqZ66nVR6f1DRn2B0hbvJAf2jrtvpE086O7zv1yUEuF7I8oHLNL7oXy0iqLB0+5r1Fta0UH5ocfHoEJHbXs/ediU+j9RePc5ugPvRFkRly+PQFX2NqGkaQ8lELVMHYcCJ11YutCnRfA+bAJFMQ2f32XUJyjpGkQJeEHUHS9GJ5Sje46WLriEcY9B3RnD+jO8jHom1JYUoxj15KiH/3X424NRjGLUgagm/1clDo6d4x/thF5RqowZVgAAAABJRU5ErkJggg==)

**EXERCISE:**

**Binary to Decimal Conversion**

1. Convert the following 8-bit numbers from binary to decimal.
   1. 111000012
   2. 100100102
   3. 010110102
2. Determine whether the following statements are true or false.
3. 00102  <  810
4. 1010   >  110 2
5. 11002  = 110010
6. Convert the following numbers to their binary equivalents.
   1. 7710
   2. 17810
   3. 29510

**Converting Fr*actions***

1. Convert the following numbers to their binary equivalents.
   1. 12.62510
   2. 28.0410
   3. 72.02210
2. Use the 32-bit floating representation to represent the binary numbers you have got from the previous question and show how it will be represented in the memory.

**Adding Two Binary Numbers**

1. Add the following 8-bit binary numbers.
   1. 1001001002 + 0101100102
   2. 1011011012 + 1010010012
   3. 1111111112 + 1111000002

**Two's Complement**

1. Convert the following decimal numbers to binary using 8-bit 2's complement representation.
   1. -410
   2. -1710
   3. -2210

**Subtraction with Two's Complement**

1. Solve each of the following 8-bit subtraction problems using 2's complement representation.
   1. 111110002 - 1710
   2. 110011002 - 12810
   3. 010101012 - 11110

**Hexadecimal and Octal Numbers**

1. Convert the following numbers to decimal.
   1. 178
   2. 17116
   3. DE816
   4. 1018
   5. 37.78
   6. B2.F16

**ASCII Code Representation**

1. Using the even parity bit to represent the following sentence in memory (Hexadecimal)?

Welcome to BZU.

# Lab No.02: Algorithms

**Objective**

Design computer algorithms

**Theory**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABAQMAAAAl21bKAAAABlBMVEXAwMAAAAAr16GmAAAAAXRSTlMAQObYZgAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAAApJREFUGNNjYAAAAAIAAZhjbNcAAAAASUVORK5CYII=)An algorithm (pronounced AL-go-rith-um) is a procedure or formula for solving a problem. The word derives from the name of the mathematician, Mohammed ibn-Musa al-Khwarizmi, who was part of the royal court in Baghdad and who lived from about 780 to 850. Al-Khwarizmi's work is the likely source for the word algebra as well.

To make a computer do anything, you have to write a computer program. To write a computer program, you have to tell the computer, step by step, exactly what you want it to do. The computer then "executes" the program, following each step mechanically, to accomplish the end goal.

When you are telling the computer what to do, you also get to choose how it's going to do it. That's where computer algorithms come in. The algorithm is the basic technique used to get the job done. Let's follow an example to help get an understanding of the algorithm concept.

Let's say that you have a friend arriving at the airport, and your friend needs to get from the airport to your house. Here are four different algorithms that you might give your friend for getting to your home:

The taxi algorithm:

* 1. Go to the taxi stand.
  2. Get in a taxi.
  3. Give the driver my address.

The call-me algorithm:

1. When your [plane](http://www.howstuffworks.com/airplane.htm) arrives, call my [cell phone](http://www.howstuffworks.com/cell-phone.htm).
2. Meet me outside [baggage claim](http://www.howstuffworks.com/baggage-handling.htm).

The rent-a-car algorithm:

1. Take the shuttle to the rental car place.
2. Rent a car.
3. Follow the directions to get to my house.

The bus algorithm:

1. Outside baggage claim, catch bus number 70.
2. Transfer to bus 14 on Rukab Street.
3. Get off on Jerusalem street.
4. Walk two blocks north to my house

All four of these algorithms accomplish exactly the same goal, but each algorithm does it in completely different way. Each algorithm also has a different cost and a different travel time. Taking a taxi, for example, is probably the fastest way, but also the most expensive. Taking the bus is definitely less expensive, but a whole lot slower. You choose the algorithm based on the circumstances.

**Pseudocode**

Pseudocode is a kind of structured English for describing algorithms. It allows the designer to focus on the logic of the algorithm without being distracted by details of language syntax.  At the same time, the pseudocode needs to be complete.  It describes the entire logic of the algorithm so that implementation becomes a rote mechanical task of translating line by line into source code.

**Example:** Calculate the class average for 10 students:

**Pseudocode:**

Set total to zero

Set counter to one

While counter is less than or equal to ten

Input the next grade

Add the grade into the total

ENDWhile

Set the average to the total divided by ten

Print the class average

EXERCISES:

1. Write an algorithm to calculate the average of a set of students (we don’t know their count).

When -1 is entered this means that algorithm should stop receiving data, and print the output.

1. Write an algorithm to print the number of passes and the number of failures in a class of n students (n is not defined by the user), also let the program print the passes percentage. When -1 is entered this means that algorithm should stop receiving data, and print the output.
2. Write an algorithm to calculate and print the nth power of a number.

For example: if the user enters the number= 8 and n=3, the algorithm should calculate the value of 83= 8\*8\*8 and print the result which is 512.

1. Write an algorithm to print the sum of the following series: Sum=1/3 +3/7 +5/11+ 7/15+..+n/(2n+1).
2. Write an algorithm to check if the number is prime or not.

HW:

1. Write an Algorithm to do the function of a simple calculator which should be able to do +,-,\*,/,% operations. For example : if the user insert 8\*5, the program should print 40.
2. Write an Algorithm to find the maximum number of a set of 4 integers. Ask the user to enter numbers of the set.

# Lab No.03: **C Building Blocks**

**Objective**

C Building Blocks

**Theory**

In any language there are certain building blocks:

• Constants

• Variables

• Operators

• Methods to get input from user (scanf(), getch() etc.)

• Methods to display output (Format Specifiers, Escape Sequences etc.) etc.

**Format Specifiers**

Format Specifiers tell the **printf** statement where to put the text and how to display the text.

The various format specifiers are:

%d => integer

%c => character

%f => float

…

**Variables and Constants**

If the value of an item is to be changed in the program then it is a variable. If it will not

change then that item is a constant. The various variable types (also called data type) in C are: **int, float, char, long, double, …**  they are also of the type **signed or unsigned**.

**Escape Sequences**

Escape Sequence causes the program to escape from the normal interpretation of a string, so that the next character is recognized as having a special meaning. The back slash “\” character is called the **Escape Character**”. The escape sequence includes the following:

\n => new line

\t => tab

\b => back space

\r => carriage return

\” => double quotations

\\ => back slash etc.

**Taking Input from the User**

The input from the user can be taken by the following techniques: **scanf( ), getch( ),**

**Operators**

There are various types of operators that may be placed in three categories:

Basic: + ,-,\*, /, %

Assignment: =, += ,-= ,\*=, /=, %=

Relational: <, > ,<=, >=, == ,!=

Logical: && , || , !

**EXERCISE:**

1. Write a program which shows the function of each escape sequence character.

e.g.

printf(“the new line is inserted like \n this”);

printf(“the tab is inserted like \t this”);

1. What will be the output of the following statements:

double n=17.8295;

printf(“%4.2lf”,n);

1. What will be the output of the mix mode use of integers and float:

int x,y;

float a,b;

x=8/5;

y=8.0/5;

a=8/5;

b=8.0/5;

printf(" x=%d \n y=%d \n a=%f \n b= %f",x,y,a,b);

1. Write down C statements to perform the following operations:
2. x = a12 + 2a1b1 + b12
3. Write a program that find the sum of three-digit number

For example: if user insert 178 the program should calculate 1+7+8 and print 16.

1. Write a program that print a reverse of three-digit number

For example: if user insert 178 the program should print 871.

**HW:**

Write a program that add two for each digit of three-digit number

**Hint:** if the digit is 8 it will be 0 and if it is 9 it will be 1 after addition.

**For example:** if user insert 178 the program should print 390.

# Lab No.04: Functions

**Objective**

Functions in C-Language programming

**Theory**

Functions are used normally in those programs where some specific work is required to be done repeatedly and looping fails to do the same.

Three things are necessary while using a function.

**i. Declaring a function or prototype:**

The general structure of a function declaration is as follows:

return\_type function\_name(arguments);

Before defining a function, it is required to declare the function i.e. to specify the function prototype. A function declaration is followed by a semicolon ‘;’. Unlike the function definition only data type need to be mentioned for arguments in the function declaration.

**ii. Calling a function:**

The function call is made as follows:

variable = function\_name(arguments);

**ii. Defining a function:**

All the statements or the operations to be performed by a function are given in the function definition which is normally given at the end of the program outside the main.

Function is defined as follows

return\_type function\_name (arguments)

{

Statements;

}

There are four types of functions depending on the return type and arguments:

• Functions that take nothing as arguments and return nothing.

• Functions that take arguments but return nothing.

• Functions that do not take arguments but return something.

• Functions that take arguments and return something.

A function that returns nothing must have the return type “void**”. If nothing is specified then the return type is considered as “int”.**

**EXERCISE:**

1. Write a program which takes two integers as inputs and prints their sum. Use a function to find the sum.
2. Write a program which takes two points as inputs and prints the distance between them. Use a function to find the distance.

Note: use the math library to find the square root -> sqrt(double).

1. Write a program to find:

a. Surface area (**A= 2 r π**).

b. volume(**v=r 2 π h**).

of a cylinder using functions. One for the area and the other for the volume. The program should take the height and the radius as inputs then call functions to calculate the values and print the results in the main scope .

Note: use math library to find **r 2** -> pow(double, double).

1. Write a program that compute and display the area of the square in cm and inches. The relevant formulas are:

Area = length \* length

Cm =2.54 \* inch

You need to build two functions in your program. Function **area** that takes a length of a square (in inches) as input data and compute and return the area of square measured in inches. Function **inch\_cm** that takes area in inches as input then convert and return the area in cm.

**HW:**

Write a program to find the area of a rectangle. You need to build a function **rect\_area** that takes 2numbers as inputsand return the area of rectangle.

# Lab No.05: Conditional Statements

**Objective**

Decision making if and if-else structure, the Switch case and conditional operator.

**Theory**

Normally, your program flows along line by line in the order in which it appears in your source code. But, it is sometimes required to execute a particular portion of code only if certain condition is true; or false i.e. you have to make decision in your program. There are three major decision making structures. **The ‘if’ statement, the if-else statement, and the switch statement.** Another less commonly used structure is the **conditional operator**.

**The if statement**

The if statement enables you to test for a condition (such as whether two variables are equal) and branch to different parts of your code, depending on the result or the conditions with relational and logical operators are also included..

The simplest form of an if statement is:

if (expression)

statement;

**The if-else statement**

Often your program will want to take one branch if your condition is true, another if it is false. If only one statement is to be followed by the if or else condition then there is no need of parenthesis. The keyword else can be used to perform this functionality:

if (expression)

{

statement/s;

}

else

{

statement/s;

}

**The switch Statement**

Unlike if, which evaluates one value, switch statements allow you to branch on any of a number of different values. There must be break at the end of the statements of each case otherwise all the preceding cases will be executed including the default condition. The general

form of the switch statement is:

switch (identifier variable)

{

case identifier One : statement; . . .

break;

case identifier Two : statement; . . .

break;

....

case identifier N : statement; . . .

break;

default : statement; . . .

}

**Conditional Operator**

The conditional operator **(? :)** is C’s only ternary operator; that is, it is the only operator to take three terms.

The conditional operator takes three expressions and returns a value:

**(expression1) ? (expression2) : (expression3)**

It replaces the following statements of if else structure

If(a>b)

c=a;

else

c=b;

can be replaced by

c=(a>b)? a : b

This line is read as "If expression 1 is true, return the value of expression 2; otherwise, return the value of expression 3." Typically, this value would be assigned to a variable.

**EXERCISE:**

1. Write a program that inputs a grade of a student and determines if it is a pass (60 or more ) or a fail.
2. Write a program that inputs an integer and determines if it is divisible by 8 or not.
3. Write a program which takes a character as input and checks whether it is a consonant or a vowel.
4. Write a program which takes three sides a, b and c of a triangle as input and calculates its perimeter if these conditions are satisfied a+b > c, b+c > a and a+c > b.

(Help: Perimeter = a+b+c), use a function to calculate the perimeter.

1. Write a program to make a simple calculator which should be able to do +,-,\*,/,% operations. Use switch statement. Make sure division at **0** isn't allow.
2. Write a program which takes **3** integers as input and prints the smallest one.

**HW:**

Write a program to count the odd numbers. You need to build a function **count\_odd** that takes **4** numbers as inputsand return how many number of them are odd.

# Lab No.06: Looping

**Objective**

Looping constructs in C-Language, and Nested looping

**Theory**

**Types of Loops**

There are three types of Loops:

1) for Loop

i. simple for loop

ii. nested for loop

2) while Loop

i. simple while loop

ii. nested while loop

3) do - while Loop

i. simple do while loop

ii. nested do while loop

Nesting may extend these loops.

**The for Loop**

for (initialize(optional) ; condition(compulsory) ; increment(optional))

{

Body of the Loop;

}

This loop runs as long as the condition in the center is true. Note that there is no semicolon after the “for” statement. If there is only one statement in the “for” loop then the braces may be removed. If we put a semicolon after the for loop instruction then that loop will not work for any statements.

**The Nested for Loop**

for (initialize ; condition ; increment)

{

Body of the loop;

for (initialize ; condition ; increment)

{

Body of the loop;

}

Body of the loop;

}

The inner loop runs as many times as there is the limit of the condition of the external loop. This loop runs as long as the condition in the parenthesis is true. We can nest many loops inside as needed.

**The while Loop**

while ( condition is true )

{

Body of the Loop;

}

This loop runs as long as the condition in the parenthesis is true. Note that there is no semicolon after the “while” statement. If there is only one statement in the “while” loop then the braces may be removed.

**The nested while Loop**

while (condition is true)

{

while (condition is true)

{

Body of the loop;

}

Body of the loop;

}

The inner loop runs as many times as there is the limit of the condition of the external loop. This loop runs as long as the condition in the parenthesis is true. We can nest many loops inside as needed.

**The do-while Loop**

do

{

Body of the Loop;

} while ( condition is true);

This loop runs as long as the condition in the parenthesis is true. Note that there is a semicolon after the “while” statement. The difference between the “while” and the “do-while” statements is that in the “while” loop the test condition is evaluated before the loop is executed, while in the “do” loop the test condition is evaluated after the loop is executed. This implies that statements in a “do” loop are executed at least once. However, the statements in the “while” loop are not executed if the condition is not satisfied.

**The Nested do-while Loop**

do

{

do

{

body of the loop;

} while (condition is true);

body of the loop;

} while (condition is true);

This loop runs as long as the condition in the parenthesis is true. Note that there is a semicolon after the “while” statement. The difference between the “while” and the “do-while” statements is that in the “while” loop the test condition is evaluated before the loop is executed, while in the “do” loop the test condition is evaluated after the loop is executed. This implies that statements in a “do” loop are executed at least once. The inner loop runs as many times as there is the limit of the condition of the external loop. This loop runs as long as the condition in the parenthesis is true. We can nest many loops inside as needed.

**EXERCISE:**

1. Write down the output of the following program statement

for (i=1; i<=10;i++)

printf(“%d \n”,i);

1. Write a program that prints the first **10** positive numbers that are divisible by 5.
2. Write a program which will read pairs of integers from the user in a loop. Each time it reads a new pair, it checks if the first integer divides the second (second integer % first integer = 0). When the program reads such a pair it will exit the loop.
3. Write down the output of the following program statements

for (int a=1,j=1; j<=3;j++)

{

for (i=1; i<=3;i++)

{

printf(“%d\nj= ”,j);

printf(“%d\ni= ”,i);

}

printf(“%d\n++a = ”,++a);

printf(“%d\na++ = ”,a++);

}

1. Write a program which takes an integer as input and checks whether it’s prime or not.
2. Write a program to print a series of the first **10** positive prime numbers.
3. Write a program which prints the following pattern up to 10 lines

0

101

21012

3210123

n.....3210123.....n

1. Write a program to print the following pattern up to z only

a b c d e

f g h i j

k l m n o

p q r s t

u v w x y

z

**HW:**

Write a program that takes **n** of integer numbers as input and the count of even numbers .

# Lab No.07: Pointers

**Objective**

Modular programming and pointers.

**Theory**

In lab No.04 you learned how to write the separate functions of a program. The functions correspond to the individual steps in a problem solution. You also learned how to provide inputs to a function and how to return a single output. In this lab you will complete your study of functions, learning how to connect the functions to create a program system- an arrangement of parts that makes your program operate like a stereo system as it passes information from one function to another.

1. Parameters enable a programmer to pass data to functions and to return multiple results from functions. The parameter list provides a highly visible communication path between a function and its calling program. Using parameters enables a function to process different data each time it executes thereby making it easier to reuse the function in other programs.
2. Parameters may be used for input to a function, for output or sending back results, and for both input and output. An input parameter is used only for passing data into a function. The parameter's declared type is the same as the type of the data. Output and input/output parameters must be able to access variables in the calling function's data area so they are declared as pointers to the result data TYPES. The actual argument corresponding to an input parameter may be an expression or a constant; the actual argument corresponding to an output or input/output parameter must be the address of a variable.
3. The scope of an identifier dictates where it can be referenced. A parameter or local variable can be referenced anywhere in the function that declares it. A function name is visible from its declaration (the function prototype) to the end of the source file except within functions that have local variables of the same name.

**EXERCISE**

1. Determine the output of the following program:

**Note :** %p used to print the address in hexadecimal.

int main()

{

|  |  |
| --- | --- |
| Variable | Value |
| val |  |
| p |  |
| \*p |  |

int val=8;

int \*p;

p=&val;

\*p=295;

printf("%d\n",val);

printf("%p\n",p);

printf ("%d\n”, \*p);

return 0;

}

1. Determine the output of the following program:

int main()

|  |  |
| --- | --- |
| Variable | Value |
| x |  |
| y |  |
| z |  |
| \*P1 |  |
| \*P2 |  |
| \*P3 |  |

{

int x=5,y=7,z=8;

int \*p1,\*p2,\*p3;

p1=&x;

p2=&y;

p3=&z;

\*p1=(\*p2)\*(\*p3);

++(\*p1);

(\*p2)--;

\*p1=(\*p2)+(\*p3);

\*p2=(\*p2)\*(\*p1);

x=y+z;

printf("%d\n",x);

printf("%d\n",y);

printf("%d\n",z);

printf("%d\n",\*p1);

printf("%d\n",\*p2);

printf("%d\n",\*p3);

return 0;

}

|  |  |
| --- | --- |
| Bills | Quantity |
| 200 | 2 |
| 100 | 1 |
| 50 | 1 |
| 20 | 0 |

|  |  |
| --- | --- |
| Coins | Quantity |
| 10 | 0 |
| 5 | 1 |
| 2 | 0 |
| 1 | 1 |
| 0.5 | 1 |

1. Write a program to dispense change. The user enters the amount paid and the amount due. The program determines number of bills and coins you need to return from the following categories: 200, 100, 50 and 20 bills and 10, 5, 2, 1 and 0.5 coins. Write a function with nine output parameters that determines the quantity of each kind of coins and bills.

**e.g.** If user enters **556.5** NIS the output will be:

556.5 = 200\*2 + 100\*1 + 50\*1 + 20\*0 + 10\*0 + 5\*1 + 2\*0 + 1\*1 + 0.5\*1

556.5= 400 + 100 + 50 + 0 + 0 + 5 + 0 + 1 + 0.5

**HW:**

Write a program which takes two integers and print their sum, subtraction, multiplication, and division. Use a function with four output parameters.

# Lab No.08: One dimensional arrays

**Objective**

Arrays in C (one-dimensional)

**Theory**

An array is a collection of data storage locations, each of which holds the same type of data. Each storage location is called an element of the array. You declare an array by writing the type, followed by the array name and the subscript. The subscript is the number of elements in the array, surrounded by square brackets. For example:

**long** LongArray [25];

Declares an array of 25 long integers, named Long Array. When the compiler sees this declaration, it sets aside enough memory to hold all 25 elements. Because each long integer requires 4 bytes, this declaration sets aside 100 contiguous bytes of memory.

**EXERCISE:**

1. Write a program that declares two arrays of integers. Fill the first one from the user and the second is static, and exchanges their values.
2. Write a program which takes a string as input and then counts the total number of vowels in that string.
3. Write a program that takes 5 integers as input and prints the smallest integer and its location in the array.
4. Write a function which take two arrays and return an array contains the sum of them.
5. Write a program to pass an integer array of 10 elements to a function, which returns the same array after sorting it in descending order. Print the array.

**HW:**

The electric company charges according to the following rate schedule:

0.5 NIS per kilowatt-hour (kWh) for the homes.

0.8 NIS per kWh for commercial uses.

Write a function to compute the total charge for each customer. Write a main function to call the charge calculation function using the following data:

|  |
| --- |
| Customer Number |
| 123/home |
| 205/home |
| 464/ commercial uses |
| 596/ commercial uses |

|  |
| --- |
| Kilowatt-hours Used |
| 725 |
| 115 |
| 600 |
| 327 |

The program should print a three-column chart listing the customer number, the kilowatt hours used, and the charge for each customer. The program should also compute and print the number of customers, the total kilowatt hours used, and the total charges.

# Lab No.09: Multidimensional Array

**Objective**

Arrays in C (Multidimensional) and string functions.

**Theory**

A Multidimensional array is a collection of data storage locations, each of which holds the same type of data. Each storage location is called an element of the array. You declare an array by writing the type, followed by the array name and the subscript. The subscript is the number of elements in the array, surrounded by square brackets. For example: int a [5] [10].

Declares an array of 50 integers, named a. Its declaration shows that array a comprises of 5 one dimensional arrays and each one dimensional array contains 10 elements. When the compiler sees this declaration, it sets aside enough memory to hold all 50 elements. Because each integer requires 2 bytes, this declaration sets aside 100 contiguous bytes of memory.

**EXERCISE:**

1. Write a program that adds up two **2x2** arrays and stores the sum in third array.
2. Write a program which takes names of five countries as input and prints them in alphabetical order.
3. Write and test a function hydroxide that returns a 1 for true if its string argument ends in the substring CL.

Try the function hydroxide on the following data:

HOCl MgOH2 NaCL NaOH C9H8O4 HCl

1. Write a program that takes data one line at a time and reverses the words of the line. For example,

Input: worry less smile more

Output: more smile less worry

**HW:**

Write a program that takes array of 10 students, fined how many students more than the average, and print it.

# Lab No.10: Structures

**Objective**

Structures

**Theory**

If we want a group of same data type, we use an array. If we want a group of elements of different data types, we use structures. For Example: To store the names, prices and number of pages of a book you can declare three variables. To store this information for more than one book three separate arrays may be declared. Another option is to make a structure. No memory is allocated when a structure is declared. It simply defines the “form” of the structure. When a variable is made then memory is allocated. This is equivalent to saying that there is no memory for “int”, but when we declare an integer i.e. int var; only then memory is allocated.

The structure for the above mentioned case will look like

Struct books

{

char bookname[20];

float price;

int pages;

}

struct book [50];

the above structure can hold information of 50 books.

**EXERCISE**

1. Write a program to maintain the library record for **50** books with book name, author’s name, and edition, year of publishing and price of the book.
2. Write a program to make a tabulation sheet for a class of **20** students with their names, seat no's, marks, percentages and grades.
3. Consider the following structure definition:

struct Student

{

char name [5];

int section;

float grade;

};

Write a program that declare a list (struct Student) with size > 0. Your Program will do the following:

* + 1. Raise all the grades in the class 5% to a maximum of 100.
    2. Give everyone in the class whose name starts with “Al” a grade of 100.
    3. Sort the list by grades, highest to lowest.

**HW:**

Write a program to add two distances (in inch-feet) system using structures.

# Lab No.11: Files

**Objective**

Filing in C-Language

**Theory**

**Data files**

Many applications require that information be “written & read” from an auxiliary

storage device.

This information is written in the form of **Data Files**.

Data files allow us to store information permanently and to access and alter that

information whenever necessary.

**Types of Data files**

Standard data files. (stream I/O)

System data files. (low level I/O)

**Standard I/O**

Easy to work with, & have different ways to handle data.

**Four ways of reading & writing data:**

1. Character I/O.

2. String I/O.

3. Formatted I/O.

4. Record I/O.

**File Protocol**

1. fopen

2. fclose

**fopen:**

It is used to open a file.

**Syntax:**

fopen (file name, access-mode).

“r” open a file for reading only.

“w” open a file for writing.

“a” open a file for appending.

“r+” open an existing file for reading & writing.

“w+” open a new file for reading &writing.

“a+” open a file for reading & appending & create a new file if it does exist.

**Example:**

#include <stdio.h>

main

{

FILE \*fpt;

fpt = fopen (“first.txt”,”w”);

fclose(fpt);

}

Establish buffer area, where the information is temporarily stored before being

transferred b/w the computer memory & the data file.

**File** is a special structure type that establishes the buffer area.

**fpt** is a pointer variable that indicates the beginning of buffer area.

**fpt** is called stream pointer.

**fopen**  stands for File Open.

A data file must be opened before it can be created or processed.

**Standard I/O:**

Four ways of reading and writing data:

Character I/O.

String I/O.

Formatted I/O.

Record I/O.

**Character I/O:**

In normal C program we used to use getch, getchar and getche etc. In filling we use putc and getc.

**putc ();**

It is used to write each character to the data file.

Putc requires specification of the stream pointer \*fpt as an argument.

**Syntax:**

**putc (c, fp);**

**c** = character to be written in the file.

**fp** = file pointer.

putch or putchar writes the I/P character to the consol while putc writes to the file.

Example (1):

**Reading the Data File:**

#include < stdio.h >

main ()

{

FILE\*fpt;

char c;

fpt = fopen (“star.dat”,” r”);

if (fpt = = NULL)

printf (“Error-can’t open”);

else

do

{

putchar (c= getc(fpt));

} while (c! = ‘\n’);

fclose (fpt);

}

**Exercise:**

1. What will be the output of the given program?

#include < stdio.h >

main ()

{

FILE\*fpt;

char c;

fpt = fopen (“star.dat”,” w”); // a new file is made

do

{

putc ((c= getchar ()), fpt);

} while (c! = ‘\n’); // or ‘\r’

fclose (fpt);

}

1. Write a program which takes 5 integers as input from file and print the largest number on consol.

1. Write a program which takes 5 words as input and print them on file as a one statement.

**HW:**

Write a program which takes two points from file as inputs and prints the distance between them in another file. Use a function to find the distance.

Note: use the math library to find the square root-> sqrt(double).