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# Title: Obesity Level Predictive Modeling

#### Details Dataset: Dataset: Estimitaion of obesity Level

#### Source: <https://archive.ics.uci.edu/dataset/544/estimation+of+obesity+levels+based+on+eating+habits+and+physical+condition>

This dataset include data for the estimation of obesity levels in individuals from the countries of Mexico, Peru and Colombia, based on their eating habits and physical condition. It consists of 17 attributes and 2111 records, the records are labeled with the class variable NObesity (Obesity Level), that allows classification of the data using the values of Insufficient Weight, Normal Weight, Overweight Level I, Overweight Level II, Obesity Type I, Obesity Type II and Obesity Type III. 77% of the data was generated synthetically using the Weka tool and the SMOTE filter, 23% of the data was collected directly from users through a web platform.

## Introduction

Obesity is a global health challenge with significant implications for individuals and society. As the prevalence of obesity continues to rise, understanding the factors contributing to obesity and developing effective predictive models are crucial for preventive healthcare interventions. Predictive modeling in the context of obesity aims to anticipate and identify individuals at risk, enabling timely interventions and personalized healthcare strategies.

## Initialization

Import necessary libraries

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(plotly)

## Warning: package 'plotly' was built under R version 4.4.2

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 4.4.3

##   
## Attaching package: 'plotly'

## The following object is masked from 'package:ggplot2':  
##   
## last\_plot

## The following object is masked from 'package:stats':  
##   
## filter

## The following object is masked from 'package:graphics':  
##   
## layout

library(ggplot2)  
library(tidyr)  
library(ggcorrplot)

## Warning: package 'ggcorrplot' was built under R version 4.4.3

library(e1071)

## Warning: package 'e1071' was built under R version 4.4.3

library(caTools)

## Warning: package 'caTools' was built under R version 4.4.3

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ forcats 1.0.0 ✔ readr 2.1.5  
## ✔ lubridate 1.9.3 ✔ stringr 1.5.1  
## ✔ purrr 1.0.2 ✔ tibble 3.2.1

## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ plotly::filter() masks dplyr::filter(), stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(caret)

## Warning: package 'caret' was built under R version 4.4.3

## Loading required package: lattice  
##   
## Attaching package: 'caret'  
##   
## The following object is masked from 'package:purrr':  
##   
## lift

## Data Ingestion

Load dataset of Obesity Level as dataframe

url <- "https://docs.google.com/spreadsheets/d/e/2PACX-1vQv7ETe9H0ySeTirE9z67a1X2nGMozFPqYvNxVwXc6-tx3IXX-Ez0LGppCzoFvTLz6b7NQg\_vGA1PLA/pub?output=csv"  
   
# Read the CSV file  
obesityDF <- read.csv(url, stringsAsFactors = FALSE)

## Data Understanding

Check variables that attribute to the dataset

head(obesityDF)

## Gender Age Height Weight family\_history\_with\_overweight FAVC FCVC NCP  
## 1 Female 21 1.62 64.0 yes no 2 3  
## 2 Female 21 1.52 56.0 yes no 3 3  
## 3 Male 23 1.80 77.0 yes no 2 3  
## 4 Male 27 1.80 87.0 no no 3 3  
## 5 Male 22 1.78 89.8 no no 2 1  
## 6 Male 29 1.62 53.0 no yes 2 3  
## CAEC SMOKE CH2O SCC FAF TUE CALC MTRANS  
## 1 Sometimes no 2 no 0 1 no Public\_Transportation  
## 2 Sometimes yes 3 yes 3 0 Sometimes Public\_Transportation  
## 3 Sometimes no 2 no 2 1 Frequently Public\_Transportation  
## 4 Sometimes no 2 no 2 0 Frequently Walking  
## 5 Sometimes no 2 no 0 0 Sometimes Public\_Transportation  
## 6 Sometimes no 2 no 0 0 Sometimes Automobile  
## NObeyesdad  
## 1 Normal\_Weight  
## 2 Normal\_Weight  
## 3 Normal\_Weight  
## 4 Overweight\_Level\_I  
## 5 Overweight\_Level\_II  
## 6 Normal\_Weight

## Data Preprocessing

1. Check for any NA values

colSums(is.na(obesityDF))

## Gender Age   
## 0 0   
## Height Weight   
## 0 0   
## family\_history\_with\_overweight FAVC   
## 0 0   
## FCVC NCP   
## 0 0   
## CAEC SMOKE   
## 0 0   
## CH2O SCC   
## 0 0   
## FAF TUE   
## 0 0   
## CALC MTRANS   
## 0 0   
## NObeyesdad   
## 0

## 2. Do data cleaning process

* Round off the values of age variable from numeric to integer
* Load into new dataframe with age integer

obesityDF$Age <- round(obesityDF$Age)  
age\_obesity <- obesityDF

* Check what the dataframe is about

#not necessary but if want to see what the changes of column name, can use this  
str(age\_obesity)

## 'data.frame': 2111 obs. of 17 variables:  
## $ Gender : chr "Female" "Female" "Male" "Male" ...  
## $ Age : num 21 21 23 27 22 29 23 22 24 22 ...  
## $ Height : num 1.62 1.52 1.8 1.8 1.78 1.62 1.5 1.64 1.78 1.72 ...  
## $ Weight : num 64 56 77 87 89.8 53 55 53 64 68 ...  
## $ family\_history\_with\_overweight: chr "yes" "yes" "yes" "no" ...  
## $ FAVC : chr "no" "no" "no" "no" ...  
## $ FCVC : num 2 3 2 3 2 2 3 2 3 2 ...  
## $ NCP : num 3 3 3 3 1 3 3 3 3 3 ...  
## $ CAEC : chr "Sometimes" "Sometimes" "Sometimes" "Sometimes" ...  
## $ SMOKE : chr "no" "yes" "no" "no" ...  
## $ CH2O : num 2 3 2 2 2 2 2 2 2 2 ...  
## $ SCC : chr "no" "yes" "no" "no" ...  
## $ FAF : num 0 3 2 2 0 0 1 3 1 1 ...  
## $ TUE : num 1 0 1 0 0 0 0 0 1 1 ...  
## $ CALC : chr "no" "Sometimes" "Frequently" "Frequently" ...  
## $ MTRANS : chr "Public\_Transportation" "Public\_Transportation" "Public\_Transportation" "Walking" ...  
## $ NObeyesdad : chr "Normal\_Weight" "Normal\_Weight" "Normal\_Weight" "Overweight\_Level\_I" ...

* Add BMI column
* By calculate using “BMI = weight (kg) ÷ height2 (meters)”

age\_obesity$BMI = age\_obesity$Weight/(age\_obesity$Height^2)  
str(age\_obesity)

## 'data.frame': 2111 obs. of 18 variables:  
## $ Gender : chr "Female" "Female" "Male" "Male" ...  
## $ Age : num 21 21 23 27 22 29 23 22 24 22 ...  
## $ Height : num 1.62 1.52 1.8 1.8 1.78 1.62 1.5 1.64 1.78 1.72 ...  
## $ Weight : num 64 56 77 87 89.8 53 55 53 64 68 ...  
## $ family\_history\_with\_overweight: chr "yes" "yes" "yes" "no" ...  
## $ FAVC : chr "no" "no" "no" "no" ...  
## $ FCVC : num 2 3 2 3 2 2 3 2 3 2 ...  
## $ NCP : num 3 3 3 3 1 3 3 3 3 3 ...  
## $ CAEC : chr "Sometimes" "Sometimes" "Sometimes" "Sometimes" ...  
## $ SMOKE : chr "no" "yes" "no" "no" ...  
## $ CH2O : num 2 3 2 2 2 2 2 2 2 2 ...  
## $ SCC : chr "no" "yes" "no" "no" ...  
## $ FAF : num 0 3 2 2 0 0 1 3 1 1 ...  
## $ TUE : num 1 0 1 0 0 0 0 0 1 1 ...  
## $ CALC : chr "no" "Sometimes" "Frequently" "Frequently" ...  
## $ MTRANS : chr "Public\_Transportation" "Public\_Transportation" "Public\_Transportation" "Walking" ...  
## $ NObeyesdad : chr "Normal\_Weight" "Normal\_Weight" "Normal\_Weight" "Overweight\_Level\_I" ...  
## $ BMI : num 24.4 24.2 23.8 26.9 28.3 ...

* Reorder columns to put BMI immediately after Height and Weight

obesity\_new <- age\_obesity[, c("Gender", "Age", "Height", "Weight", "BMI", "family\_history\_with\_overweight", "FAVC", "FCVC", "NCP", "CAEC", "SMOKE", "CH2O", "SCC", "FAF", "TUE", "CALC", "MTRANS", "NObeyesdad")]  
str(obesity\_new)

## 'data.frame': 2111 obs. of 18 variables:  
## $ Gender : chr "Female" "Female" "Male" "Male" ...  
## $ Age : num 21 21 23 27 22 29 23 22 24 22 ...  
## $ Height : num 1.62 1.52 1.8 1.8 1.78 1.62 1.5 1.64 1.78 1.72 ...  
## $ Weight : num 64 56 77 87 89.8 53 55 53 64 68 ...  
## $ BMI : num 24.4 24.2 23.8 26.9 28.3 ...  
## $ family\_history\_with\_overweight: chr "yes" "yes" "yes" "no" ...  
## $ FAVC : chr "no" "no" "no" "no" ...  
## $ FCVC : num 2 3 2 3 2 2 3 2 3 2 ...  
## $ NCP : num 3 3 3 3 1 3 3 3 3 3 ...  
## $ CAEC : chr "Sometimes" "Sometimes" "Sometimes" "Sometimes" ...  
## $ SMOKE : chr "no" "yes" "no" "no" ...  
## $ CH2O : num 2 3 2 2 2 2 2 2 2 2 ...  
## $ SCC : chr "no" "yes" "no" "no" ...  
## $ FAF : num 0 3 2 2 0 0 1 3 1 1 ...  
## $ TUE : num 1 0 1 0 0 0 0 0 1 1 ...  
## $ CALC : chr "no" "Sometimes" "Frequently" "Frequently" ...  
## $ MTRANS : chr "Public\_Transportation" "Public\_Transportation" "Public\_Transportation" "Walking" ...  
## $ NObeyesdad : chr "Normal\_Weight" "Normal\_Weight" "Normal\_Weight" "Overweight\_Level\_I" ...

Rename the column name for better reading

names(obesity\_new) <- c("Gender",   
 "Age",   
 "Height",   
 "Weight",   
 "BMI",   
 "Family\_History\_with\_Overweight",  
 "High\_Caloric\_Food\_Consumption",  
 "Frequency\_Consumption\_of\_Vegetables",   
 "Number\_of\_Main\_Meals",  
 "Consumption\_of\_Food\_Between\_Meals",  
 "Smoke",  
 "Consumption\_of\_Water\_Daily",  
 "Calories\_Consumption\_Monitoring",  
 "Physical\_Activity\_Frequency",  
 "Time\_Using\_Technology",  
 "Consumption\_of\_Alcohol",   
 "Transportation\_Used",   
 "Obesity")

* Remove ’\_’ underscore in values of Obesity column

obesity\_new$Obesity <- gsub("\_", " ", obesity\_new$Obesity)  
head(obesity\_new)

## Gender Age Height Weight BMI Family\_History\_with\_Overweight  
## 1 Female 21 1.62 64.0 24.38653 yes  
## 2 Female 21 1.52 56.0 24.23823 yes  
## 3 Male 23 1.80 77.0 23.76543 yes  
## 4 Male 27 1.80 87.0 26.85185 no  
## 5 Male 22 1.78 89.8 28.34238 no  
## 6 Male 29 1.62 53.0 20.19509 no  
## High\_Caloric\_Food\_Consumption Frequency\_Consumption\_of\_Vegetables  
## 1 no 2  
## 2 no 3  
## 3 no 2  
## 4 no 3  
## 5 no 2  
## 6 yes 2  
## Number\_of\_Main\_Meals Consumption\_of\_Food\_Between\_Meals Smoke  
## 1 3 Sometimes no  
## 2 3 Sometimes yes  
## 3 3 Sometimes no  
## 4 3 Sometimes no  
## 5 1 Sometimes no  
## 6 3 Sometimes no  
## Consumption\_of\_Water\_Daily Calories\_Consumption\_Monitoring  
## 1 2 no  
## 2 3 yes  
## 3 2 no  
## 4 2 no  
## 5 2 no  
## 6 2 no  
## Physical\_Activity\_Frequency Time\_Using\_Technology Consumption\_of\_Alcohol  
## 1 0 1 no  
## 2 3 0 Sometimes  
## 3 2 1 Frequently  
## 4 2 0 Frequently  
## 5 0 0 Sometimes  
## 6 0 0 Sometimes  
## Transportation\_Used Obesity  
## 1 Public\_Transportation Normal Weight  
## 2 Public\_Transportation Normal Weight  
## 3 Public\_Transportation Normal Weight  
## 4 Walking Overweight Level I  
## 5 Public\_Transportation Overweight Level II  
## 6 Automobile Normal Weight

* save as new file

write.csv(obesity\_new, "obesity\_new1.csv", row.names = FALSE)

## Exploratory Data Analysis

1. Plot histogram BMI with gender differentiation

ggplot(obesity\_new, aes(x = BMI, fill = Gender)) +  
geom\_histogram(position = "identity", alpha = 0.7, bins = 20) +  
labs(title = "Histogram of BMI by Gender",  
 x = "BMI",  
 y = "Frequency") +  
scale\_fill\_manual(values = c("Male" = "blue", "Female" = "pink")) +  
theme\_minimal()

![](data:image/png;base64,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)

1. Plot correlation between age and BMI

ggplot(obesity\_new, aes(x = Age, y = BMI)) +  
 geom\_bar(stat = "identity", fill = "lightcoral", width = 0.7) +  
 labs(title = "Relationship between Age and BMI",  
 x = "Age",  
 y = "BMI")
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1. Alcohol Consumption, Family History with Overweight vs BMI

library(ggplot2)  
  
ggplot(obesity\_new, aes(x = as.factor(Consumption\_of\_Alcohol),   
 y = BMI,   
 fill = Family\_History\_with\_Overweight)) +  
 geom\_bar(stat = "summary", fun = "mean", position = "dodge", width = 0.5) +  
 scale\_fill\_manual(values = c("#eae2b7", "#fcbf49")) +  
 theme\_minimal() +  
 labs(  
 title = "Relationship between BMI, Alcohol Consumption and Family History with Overweight",  
 x = "Alcohol Consumption",  
 y = "BMI",  
 fill = "Family History with Overweight"  
 )
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1. Obesity vs Age

library(ggplot2)  
  
ggplot(obesity\_new, aes(x = as.factor(Obesity), y = Age)) +   
 geom\_boxplot(  
 color = "#003049",  
 fill = "#eae2b7",  
 alpha = 0.2,  
 notch = TRUE,  
 notchwidth = 0.8,  
 outlier.colour = "#d62828",  
 outlier.fill = "#d62828",  
 outlier.size = 3  
 ) +  
 theme\_minimal() +  
 labs(title = "Relationship between Obesity Level and Age",   
 x = "Obesity Level",   
 y = "Age")
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## 5. Find the correlation between the numerical fields

numericFields <- dplyr::select\_if(obesity\_new, is.numeric)  
r <- cor(numericFields, use="complete.obs")  
ggcorrplot(r)
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# Identify numeric columns  
numeric\_cols <- sapply(obesity\_new, is.numeric)  
numeric\_data <- obesity\_new[, numeric\_cols]  
  
# Function to detect outliers using IQR  
detect\_outliers <- function(x) {  
 Q1 <- quantile(x, 0.25, na.rm = TRUE)  
 Q3 <- quantile(x, 0.75, na.rm = TRUE)  
 IQR\_val <- Q3 - Q1  
 outliers <- which(x < (Q1 - 1.5 \* IQR\_val) | x > (Q3 + 1.5 \* IQR\_val))  
 return(outliers)  
}  
  
# Apply to each numeric column  
outlier\_summary <- sapply(numeric\_data, function(col) length(detect\_outliers(col)))  
  
# View summary table  
outlier\_summary\_df <- data.frame(  
 Variable = names(outlier\_summary),  
 Outlier\_Count = as.integer(outlier\_summary)  
)  
print(outlier\_summary\_df)

## Variable Outlier\_Count  
## 1 Age 160  
## 2 Height 1  
## 3 Weight 1  
## 4 BMI 0  
## 5 Frequency\_Consumption\_of\_Vegetables 0  
## 6 Number\_of\_Main\_Meals 579  
## 7 Consumption\_of\_Water\_Daily 0  
## 8 Physical\_Activity\_Frequency 0  
## 9 Time\_Using\_Technology 0

remove\_outliers\_iqr <- function(df) {  
 numeric\_cols <- sapply(df, is.numeric)  
 for (col in names(df)[numeric\_cols]) {  
 Q1 <- quantile(df[[col]], 0.25, na.rm = TRUE)  
 Q3 <- quantile(df[[col]], 0.75, na.rm = TRUE)  
 IQR\_val <- Q3 - Q1  
 lower <- Q1 - 1.5 \* IQR\_val  
 upper <- Q3 + 1.5 \* IQR\_val  
 df <- df[df[[col]] >= lower & df[[col]] <= upper, ]  
 }  
 return(df)  
}

obesity\_clean <- remove\_outliers\_iqr(obesity\_new)  
cat("Original rows:", nrow(obesity\_new), "\n")

## Original rows: 2111

cat("After outlier removal:", nrow(obesity\_clean), "\n")

## After outlier removal: 1407

# Copy the dataset to avoid modifying the original  
obesity\_label\_encoded <- obesity\_clean  
  
# Identify categorical columns  
categorical\_vars <- sapply(obesity\_label\_encoded, function(x) is.factor(x) || is.character(x))  
  
# Apply label encoding to categorical columns  
obesity\_label\_encoded[categorical\_vars] <- lapply(obesity\_label\_encoded[categorical\_vars], function(x) as.numeric(factor(x)))  
  
# View the encoded dataset  
head(obesity\_label\_encoded)

## Gender Age Height Weight BMI Family\_History\_with\_Overweight  
## 1 1 21 1.62 64 24.38653 2  
## 2 1 21 1.52 56 24.23823 2  
## 3 2 23 1.80 77 23.76543 2  
## 4 2 27 1.80 87 26.85185 1  
## 6 2 29 1.62 53 20.19509 1  
## 7 1 23 1.50 55 24.44444 2  
## High\_Caloric\_Food\_Consumption Frequency\_Consumption\_of\_Vegetables  
## 1 1 2  
## 2 1 3  
## 3 1 2  
## 4 1 3  
## 6 2 2  
## 7 2 3  
## Number\_of\_Main\_Meals Consumption\_of\_Food\_Between\_Meals Smoke  
## 1 3 4 1  
## 2 3 4 2  
## 3 3 4 1  
## 4 3 4 1  
## 6 3 4 1  
## 7 3 4 1  
## Consumption\_of\_Water\_Daily Calories\_Consumption\_Monitoring  
## 1 2 1  
## 2 3 2  
## 3 2 1  
## 4 2 1  
## 6 2 1  
## 7 2 1  
## Physical\_Activity\_Frequency Time\_Using\_Technology Consumption\_of\_Alcohol  
## 1 0 1 2  
## 2 3 0 3  
## 3 2 1 1  
## 4 2 0 1  
## 6 0 0 3  
## 7 1 0 3  
## Transportation\_Used Obesity  
## 1 4 2  
## 2 4 2  
## 3 4 2  
## 4 5 6  
## 6 1 2  
## 7 3 2

obesity\_standardized <- obesity\_label\_encoded   
obesity\_standardized[numeric\_cols] <- scale(obesity\_label\_encoded[numeric\_cols])

str(obesity\_standardized)

## 'data.frame': 1407 obs. of 18 variables:  
## $ Gender : num 1 1 2 2 2 1 2 2 2 2 ...  
## $ Age : num -0.5212 -0.5212 -0.0488 0.8958 1.3681 ...  
## $ Height : num -1.084 -2.23 0.978 0.978 -1.084 ...  
## $ Weight : num -1.015 -1.306 -0.541 -0.177 -1.415 ...  
## $ BMI : num -0.788 -0.806 -0.862 -0.497 -1.284 ...  
## $ Family\_History\_with\_Overweight : num 2 2 2 1 1 2 1 2 2 2 ...  
## $ High\_Caloric\_Food\_Consumption : num 1 1 1 1 2 2 1 2 2 2 ...  
## $ Frequency\_Consumption\_of\_Vegetables: num -0.826 0.994 -0.826 0.994 -0.826 ...  
## $ Number\_of\_Main\_Meals : num 0.209 0.209 0.209 0.209 0.209 ...  
## $ Consumption\_of\_Food\_Between\_Meals : num 4 4 4 4 4 4 4 4 4 2 ...  
## $ Smoke : num 1 2 1 1 1 1 1 1 1 1 ...  
## $ Consumption\_of\_Water\_Daily : num -0.0723 1.5791 -0.0723 -0.0723 -0.0723 ...  
## $ Calories\_Consumption\_Monitoring : num 1 2 1 1 1 1 1 1 1 1 ...  
## $ Physical\_Activity\_Frequency : num -1.22 2.33 1.15 1.15 -1.22 ...  
## $ Time\_Using\_Technology : num 0.51 -1.2 0.51 -1.2 -1.2 ...  
## $ Consumption\_of\_Alcohol : num 2 3 1 1 3 3 3 1 2 3 ...  
## $ Transportation\_Used : num 4 4 4 5 1 3 4 4 4 4 ...  
## $ Obesity : num 2 2 2 6 2 2 2 2 2 3 ...

# Modeling

## 1. BMI Prediction (Regression Model)

* Define a Rsquared function and remove rows with Null values

df\_reg <- obesity\_new   
df\_reg <- df\_reg %>%  
 mutate\_if(is.character, as.factor) %>%  
 na.omit()  
set.seed(123)

* Train, Test, Split

splitIndex <- createDataPartition(obesity\_standardized$BMI, p = 0.8, list = FALSE)  
training\_data <- obesity\_standardized[splitIndex, ]  
testing\_data <- obesity\_standardized[-splitIndex, ]

* Create Linear Regression model and train based on Training Data

model <- lm(BMI ~ ., data = training\_data)

* Make predictions with created model using Testing Data

pred\_reg <- round(as.numeric(predict(model, newdata = testing\_data)),digits = 2)  
pred\_reg

## [1] -0.95 -1.33 -0.95 -0.57 -1.47 -0.95 -0.72 -0.91 -1.18 0.20 -0.42 -0.96  
## [13] -0.97 -0.35 -0.83 -0.42 -1.22 -0.92 -1.74 -0.78 -1.10 -1.44 -0.58 0.11  
## [25] -0.74 -1.19 -1.10 -0.29 -0.68 -1.25 -0.41 0.22 0.13 -1.91 -0.98 -0.83  
## [37] -1.29 -0.95 -0.53 -1.36 -1.12 -1.24 0.46 -0.81 -1.08 -1.08 -1.14 -0.75  
## [49] -0.33 -1.62 -0.57 -0.51 0.24 -0.85 -0.97 -0.96 -0.89 -1.09 -1.34 -0.72  
## [61] -1.08 -1.19 -1.55 -1.53 -1.83 -1.24 -1.66 -1.63 -1.41 -2.22 -1.82 -1.69  
## [73] -1.44 -1.38 -1.44 -1.55 -1.49 -1.77 -1.62 -1.81 -1.89 -1.47 -1.61 -1.56  
## [85] -1.63 -1.68 -1.92 -0.54 -0.64 -0.70 -0.63 -0.57 -0.31 -0.55 -0.57 -0.58  
## [97] -0.66 -0.48 -0.51 -0.59 -0.55 -0.62 -0.62 -0.65 -0.55 -0.59 -0.39 -0.25  
## [109] -0.38 -0.41 -0.29 -0.27 -0.16 -0.12 -0.26 -0.50 -0.50 -0.27 -0.21 -0.47  
## [121] -0.21 -0.16 -0.41 -0.30 -0.26 -0.27 -0.27 -0.41 -0.25 -0.33 -0.21 -0.52  
## [133] -0.38 -0.18 -0.45 -0.53 -0.29 -0.36 -0.04 -0.11 0.50 -0.01 -0.06 0.20  
## [145] 0.13 0.17 0.18 0.06 -0.05 0.14 -0.01 -0.01 0.03 0.05 0.14 0.30  
## [157] -0.02 0.03 0.14 -0.07 -0.08 0.34 0.31 0.12 0.07 0.09 0.07 0.24  
## [169] 0.42 -0.05 0.31 0.35 0.77 0.64 0.57 0.51 0.69 0.63 0.87 0.64  
## [181] 0.61 0.69 0.53 0.73 0.64 0.55 0.66 0.67 0.63 0.70 0.67 0.62  
## [193] 0.91 0.91 0.76 0.58 0.57 0.59 0.77 0.74 0.87 0.93 0.80 0.64  
## [205] 0.61 0.65 0.66 0.70 0.55 0.72 0.95 0.87 0.78 0.54 0.65 0.54  
## [217] 0.63 1.49 1.92 1.07 1.43 1.13 1.51 1.53 0.79 0.92 1.50 1.59  
## [229] 1.16 1.48 1.51 2.08 0.90 1.01 1.13 1.19 1.13 1.50 2.11 1.53  
## [241] 1.17 1.13 0.99 1.13 1.52 0.91 0.88 0.94 0.78 0.74 1.36 1.39  
## [253] 1.66 1.15 1.52 1.99 1.05 1.52 0.89 1.53 1.96 1.90 1.45 1.26  
## [265] 1.50 1.53 0.88 0.89 2.07 1.54 1.55 1.50 1.14 1.19 1.06 1.13  
## [277] 1.12 1.03 1.58 1.55

-Check for prediction accuracy using Mean Square Error

mse\_reg <- mean((testing\_data$BMI - pred\_reg)^2)  
summary(model)

##   
## Call:  
## lm(formula = BMI ~ ., data = training\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.37936 -0.04572 -0.00695 0.05251 0.35345   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.0870413 0.0452446 -1.924 0.054636 .   
## Gender 0.0232701 0.0078587 2.961 0.003131 \*\*   
## Age 0.0026383 0.0034608 0.762 0.446016   
## Height -0.3512360 0.0042865 -81.939 < 2e-16 \*\*\*  
## Weight 1.0682883 0.0043099 247.866 < 2e-16 \*\*\*  
## Family\_History\_with\_Overweight 0.0497732 0.0091584 5.435 6.75e-08 \*\*\*  
## High\_Caloric\_Food\_Consumption 0.0307038 0.0092401 3.323 0.000920 \*\*\*  
## Frequency\_Consumption\_of\_Vegetables 0.0252844 0.0031453 8.039 2.31e-15 \*\*\*  
## Number\_of\_Main\_Meals 0.0103980 0.0027789 3.742 0.000192 \*\*\*  
## Consumption\_of\_Food\_Between\_Meals 0.0065591 0.0041870 1.567 0.117513   
## Smoke -0.0547496 0.0188798 -2.900 0.003806 \*\*   
## Consumption\_of\_Water\_Daily 0.0004806 0.0028952 0.166 0.868195   
## Calories\_Consumption\_Monitoring -0.0579424 0.0138969 -4.169 3.29e-05 \*\*\*  
## Physical\_Activity\_Frequency -0.0147006 0.0029734 -4.944 8.83e-07 \*\*\*  
## Time\_Using\_Technology -0.0030970 0.0027469 -1.127 0.259801   
## Consumption\_of\_Alcohol -0.0169783 0.0056455 -3.007 0.002694 \*\*   
## Transportation\_Used 0.0021635 0.0028578 0.757 0.449188   
## Obesity 0.0079122 0.0017310 4.571 5.40e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.08818 on 1109 degrees of freedom  
## Multiple R-squared: 0.9923, Adjusted R-squared: 0.9922   
## F-statistic: 8432 on 17 and 1109 DF, p-value: < 2.2e-16

## 2. Obesity Level Prediction (Classification Model)

* Generate random elements without replacement
* Convert the variables into factors

# Convert 'Obesity' to a factor  
obesity\_standardized$Obesity <- as.factor(obesity\_standardized$Obesity)

* Train, Test, Split

splitIndex <- createDataPartition(obesity\_standardized$Obesity, p = 0.8, list = FALSE)  
training\_data <- obesity\_standardized[splitIndex, ]  
testing\_data <- obesity\_standardized[-splitIndex, ]

* Create Support Vector Machine model and train based on Training Data

model <- svm(formula = Obesity ~ .,   
 data = training\_data,  
 kernel = 'linear')

* Make predictions with created model using Testing Data

pred\_svm <- predict(model, newdata = testing\_data)  
pred\_svm

## 8 11 12 29 43 45 54 66 68 69 76 77 97 108 120 135   
## 2 3 6 6 2 2 2 6 3 4 1 1 2 2 7 4   
## 143 149 155 161 172 186 190 207 246 247 260 261 272 274 275 276   
## 3 2 3 2 2 6 2 3 2 2 3 6 2 2 2 2   
## 282 283 288 294 313 314 316 324 335 341 354 357 371 379 382 393   
## 2 2 2 2 2 2 2 2 6 2 2 1 2 2 2 2   
## 407 408 423 425 428 442 443 451 458 459 472 474 479 508 513 548   
## 2 2 2 2 2 2 2 2 2 2 3 2 2 1 1 1   
## 562 570 581 582 585 598 600 607 608 623 630 633 651 670 689 693   
## 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1   
## 700 709 710 713 738 743 770 776 782 797 803 805 836 840 843 860   
## 1 1 1 1 1 1 6 6 6 6 6 6 6 6 6 6   
## 861 862 864 866 867 889 901 912 928 941 949 969 977 999 1000 1002   
## 6 6 6 6 6 6 6 6 6 6 6 7 6 7 7 7   
## 1009 1010 1036 1050 1054 1057 1058 1066 1070 1072 1103 1109 1111 1116 1129 1137   
## 7 7 7 7 7 7 7 7 7 7 7 7 7 7 7 7   
## 1143 1144 1146 1154 1157 1162 1164 1169 1177 1179 1198 1203 1205 1229 1237 1240   
## 7 7 7 7 7 7 7 7 7 7 7 7 7 4 3 3   
## 1259 1261 1273 1278 1280 1293 1295 1299 1305 1314 1346 1361 1366 1367 1375 1400   
## 3 3 3 3 3 3 3 3 4 3 3 4 3 3 3 3   
## 1407 1429 1443 1447 1449 1452 1458 1465 1466 1467 1499 1501 1529 1532 1540 1547   
## 3 3 3 3 3 3 3 3 3 3 3 3 4 4 4 4   
## 1554 1555 1558 1571 1575 1577 1587 1588 1595 1612 1636 1639 1647 1648 1649 1654   
## 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4   
## 1668 1675 1677 1684 1685 1689 1695 1696 1697 1702 1715 1717 1720 1734 1739 1747   
## 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4 4   
## 1751 1752 1759 1761 1770 1774 1803 1805 1819 1821 1829 1831 1836 1838 1840 1841   
## 4 4 4 4 4 4 5 5 5 5 5 5 5 5 5 5   
## 1843 1853 1872 1876 1878 1884 1887 1899 1907 1909 1914 1921 1924 1930 1934 1945   
## 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5   
## 1947 1948 1961 1966 1967 1970 1974 1976 1977 1978 1993 1994 2004 2011 2013 2017   
## 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5   
## 2021 2025 2032 2033 2036 2037 2043 2052 2054 2066 2067 2069 2074 2076 2078 2088   
## 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5 5   
## 2093 2098 2106 2109 2110 2111   
## 5 5 5 5 5 5   
## Levels: 1 2 3 4 5 6 7

* Check for prediction accuracy using Confusion Matrix

mse\_svm <- confusionMatrix(pred\_svm, testing\_data$Obesity)  
mse\_svm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 2 3 4 5 6 7  
## 1 28 0 0 0 0 0 0  
## 2 1 38 0 0 0 3 0  
## 3 0 0 35 0 0 0 0  
## 4 0 0 4 43 0 0 0  
## 5 0 0 0 0 64 0 0  
## 6 0 1 0 0 0 26 1  
## 7 0 0 0 0 0 1 33  
##   
## Overall Statistics  
##   
## Accuracy : 0.9604   
## 95% CI : (0.9303, 0.9801)  
## No Information Rate : 0.2302   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9532   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 1 Class: 2 Class: 3 Class: 4 Class: 5 Class: 6  
## Sensitivity 0.9655 0.9744 0.8974 1.0000 1.0000 0.86667  
## Specificity 1.0000 0.9833 1.0000 0.9830 1.0000 0.99194  
## Pos Pred Value 1.0000 0.9048 1.0000 0.9149 1.0000 0.92857  
## Neg Pred Value 0.9960 0.9958 0.9835 1.0000 1.0000 0.98400  
## Prevalence 0.1043 0.1403 0.1403 0.1547 0.2302 0.10791  
## Detection Rate 0.1007 0.1367 0.1259 0.1547 0.2302 0.09353  
## Detection Prevalence 0.1007 0.1511 0.1259 0.1691 0.2302 0.10072  
## Balanced Accuracy 0.9828 0.9788 0.9487 0.9915 1.0000 0.92930  
## Class: 7  
## Sensitivity 0.9706  
## Specificity 0.9959  
## Pos Pred Value 0.9706  
## Neg Pred Value 0.9959  
## Prevalence 0.1223  
## Detection Rate 0.1187  
## Detection Prevalence 0.1223  
## Balanced Accuracy 0.9832

## 3. Obesity Level Prediction (Logistic Regression Model)

library(nnet)  
library(caret)  
  
# Ensure target is a factor  
training\_data$Obesity <- as.factor(training\_data$Obesity)  
testing\_data$Obesity <- as.factor(testing\_data$Obesity)

model <- train(  
 Obesity ~ .,   
 data = training\_data,   
 method = "multinom",   
 trControl = trainControl(method = "cv", number = 5),  
 trace = FALSE  
)  
logit\_pred <- predict(model, testing\_data)  
logit\_conf <- confusionMatrix(logit\_pred, testing\_data$Obesity)  
print(logit\_conf)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 2 3 4 5 6 7  
## 1 28 0 0 0 0 0 0  
## 2 1 37 0 0 0 4 0  
## 3 0 0 34 0 0 0 0  
## 4 0 0 3 43 0 0 2  
## 5 0 1 1 0 64 0 0  
## 6 0 1 0 0 0 24 1  
## 7 0 0 1 0 0 2 31  
##   
## Overall Statistics  
##   
## Accuracy : 0.9388   
## 95% CI : (0.9039, 0.964)  
## No Information Rate : 0.2302   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9276   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 1 Class: 2 Class: 3 Class: 4 Class: 5 Class: 6  
## Sensitivity 0.9655 0.9487 0.8718 1.0000 1.0000 0.80000  
## Specificity 1.0000 0.9791 1.0000 0.9787 0.9907 0.99194  
## Pos Pred Value 1.0000 0.8810 1.0000 0.8958 0.9697 0.92308  
## Neg Pred Value 0.9960 0.9915 0.9795 1.0000 1.0000 0.97619  
## Prevalence 0.1043 0.1403 0.1403 0.1547 0.2302 0.10791  
## Detection Rate 0.1007 0.1331 0.1223 0.1547 0.2302 0.08633  
## Detection Prevalence 0.1007 0.1511 0.1223 0.1727 0.2374 0.09353  
## Balanced Accuracy 0.9828 0.9639 0.9359 0.9894 0.9953 0.89597  
## Class: 7  
## Sensitivity 0.9118  
## Specificity 0.9877  
## Pos Pred Value 0.9118  
## Neg Pred Value 0.9877  
## Prevalence 0.1223  
## Detection Rate 0.1115  
## Detection Prevalence 0.1223  
## Balanced Accuracy 0.9497

## 4. Obesity Level Prediction (Random Forest Model)

* Prepare dataset (reuse cleaned data)

set.seed(789)  
df\_rf <- obesity\_standardized  
df\_rf$Gender <- as.factor(df\_rf$Gender)  
df\_rf$Obesity <- as.factor(df\_rf$Obesity)

* Train/test split

splitIndex <- createDataPartition(df\_rf$Obesity, p = 0.7, list = FALSE)  
train\_data\_rf <- df\_rf[splitIndex, ]  
test\_data\_rf <- df\_rf[-splitIndex, ]

* Train Random Forest model

library(randomForest)

## Warning: package 'randomForest' was built under R version 4.4.2

## randomForest 4.7-1.2

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

## The following object is masked from 'package:dplyr':  
##   
## combine

rf\_model <- randomForest(Obesity ~ ., data = train\_data\_rf, ntree = 100, importance = TRUE)

* Predict

pred\_rf <- predict(rf\_model, newdata = test\_data\_rf)

* Confusion Matrix

rf\_conf <- confusionMatrix(pred\_rf, test\_data\_rf$Obesity)  
print(rf\_conf)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 2 3 4 5 6 7  
## 1 42 0 0 0 0 0 0  
## 2 1 59 0 0 0 1 1  
## 3 0 0 58 0 0 0 0  
## 4 0 0 0 65 0 0 0  
## 5 0 0 0 0 97 0 0  
## 6 0 0 0 0 0 44 0  
## 7 0 0 0 0 0 0 50  
##   
## Overall Statistics  
##   
## Accuracy : 0.9928   
## 95% CI : (0.9792, 0.9985)  
## No Information Rate : 0.2321   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9915   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 1 Class: 2 Class: 3 Class: 4 Class: 5 Class: 6  
## Sensitivity 0.9767 1.0000 1.0000 1.0000 1.0000 0.9778  
## Specificity 1.0000 0.9916 1.0000 1.0000 1.0000 1.0000  
## Pos Pred Value 1.0000 0.9516 1.0000 1.0000 1.0000 1.0000  
## Neg Pred Value 0.9973 1.0000 1.0000 1.0000 1.0000 0.9973  
## Prevalence 0.1029 0.1411 0.1388 0.1555 0.2321 0.1077  
## Detection Rate 0.1005 0.1411 0.1388 0.1555 0.2321 0.1053  
## Detection Prevalence 0.1005 0.1483 0.1388 0.1555 0.2321 0.1053  
## Balanced Accuracy 0.9884 0.9958 1.0000 1.0000 1.0000 0.9889  
## Class: 7  
## Sensitivity 0.9804  
## Specificity 1.0000  
## Pos Pred Value 1.0000  
## Neg Pred Value 0.9973  
## Prevalence 0.1220  
## Detection Rate 0.1196  
## Detection Prevalence 0.1196  
## Balanced Accuracy 0.9902

* Plot variable importance

varImpPlot(rf\_model, main = "Variable Importance (Random Forest)")
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svm\_acc <- confusionMatrix(pred\_svm, testing\_data$Obesity)$overall['Accuracy']  
rf\_acc <- confusionMatrix(pred\_rf, test\_data\_rf$Obesity)$overall['Accuracy']  
logit\_acc<- confusionMatrix(logit\_pred, testing\_data$Obesity)$overall['Accuracy']  
accuracy\_results <- data.frame(  
 Model = c("Multinomial Logistic Regression", "Random Forest", "SVM"),  
 Accuracy = c(logit\_acc, rf\_acc, svm\_acc)  
)  
print(accuracy\_results)

## Model Accuracy  
## 1 Multinomial Logistic Regression 0.9388489  
## 2 Random Forest 0.9928230  
## 3 SVM 0.9604317

# Conclusion

* **BMI Prediction** (Regression Model) The linear regression model for predicting BMI showed excellent performance, achieving a high R-squared value of 0.99. This indicates that the model explains nearly all the variance in BMI using the input features. Key predictors included height, weight, family history of overweight, and dietary habits, all of which had statistically significant effects.
* **Obesity Level Prediction**
* Support Vector Machine (SVM) Model  
  The improved SVM model, after kernel adjustment and hyperparameter tuning, achieved a strong accuracy of approximately **96.04%**. This is a significant improvement from the earlier 15% accuracy when using a basic linear kernel. The enhanced model is now capable of effectively handling multi-class classification, though further optimization and advanced feature engineering could push its performance even higher.
* Logistic Regression Model  
  The Multinomial Logistic Regression model also performed well, achieving an accuracy of **93.8%**. It correctly classified most obesity levels and showed reliable consistency across categories. While slightly less accurate than the Random Forest and SVM models, it remains a robust and interpretable choice for multi-class classification problems.
* Random Forest Model  
  In contrast, the Random Forest model demonstrated the highest performance, with an accuracy of **99.2%** and a Kappa statistic of **0.9915**, indicating near-perfect agreement between predictions and actual labels. It successfully classified all obesity categories with high sensitivity and specificity and offered valuable insights into feature importance, making it both powerful and interpretable for classification tasks.