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1. Задание

Создать приложение, выводящее объемный объект средствами Open GL. Среда программирования – QT Creator c MinGW и Open GL .

1. Листинг программы

Файл main.cpp

#include <QGuiApplication>

#include <QSurfaceFormat>

#include "mainwindow.h"

int main(int argc, char \*argv[])

{

QGuiApplication::setAttribute(Qt::*AA\_EnableHighDpiScaling*);

QGuiApplication app(*argc*, argv);

MainWindow win;

win.open();

*return* app.exec();

}

Файл mainwindow.h – содержит класс главного окна программы

#ifndef MAINWINDOW\_H

#define MAINWINDOW\_H

#include <QObject>

*class* QuickItem;

*class* QQuickView;

*class* QQmlEngine;

*class* MainWindow : *public* QObject

{

Q\_OBJECT

*public*:

*explicit* MainWindow(QObject \*parent = *nullptr*);

*public* *slots*:

void open();

*private*:

QQuickView \*m\_view;

QuickItem \*m\_item;

QQmlEngine \*m\_engine;

};

#endif *//* *MAINWINDOW\_H*

Файл mainwindow.cpp – содержит реализацию методов класса MainWindow

#include "mainwindow.h"

#include "quickitem.h"

#include "gllight.h"

#include <QQuickView>

#include <QQmlEngine>

#include <QGuiApplication>

MainWindow::**MainWindow**(QObject \*parent) :

QObject(parent)

, m\_engine(*new* QQmlEngine)

{

qmlRegisterType<QuickItem>("opengl\_lib", 1, 0, "QuickItem");

m\_view = *new* QQuickView(m\_engine, *nullptr*);

m\_view->setResizeMode(QQuickView::*SizeRootObjectToView*);

m\_view->setSource(QUrl("qrc:/main.qml"));

m\_item = m\_view->rootObject()->findChild<QuickItem \*>();

}

void MainWindow::**open**()

{

m\_view->show();

m\_item->update();

}

Файл quickitem.h – содержит класс 3D объекта

#ifndef QUICKITEM\_H

#define QUICKITEM\_H

#include <QQuickItem>

#include <QtGui/QOpenGLFunctions\_3\_3\_Core>

#include <QQuickWindow>

*class* **GLCamera**;

*class* **GLLight**;

*class* **QSGSimpleTextureNode**;

*class* **QOpenGLTexture**;

*class* **QOpenGLShaderProgram**;

*class* **QuickItem** : *public* QQuickItem

{

Q\_OBJECT

*struct* **MainUniforms** {

GLint modelLoc;

GLint viewLoc;

GLint projLoc;

};

*public*:

**QuickItem**(QQuickItem \*parent = *nullptr*);

~***QuickItem***();

*protected*:

*virtual* QSGNode \****updatePaintNode***(QSGNode \*pNode, UpdatePaintNodeData \*pData) Q\_DECL\_OVERRIDE;

*private*:

void **initFBO**(int width, int height, QSGSimpleTextureNode \*node);

void **doRender**(QSGSimpleTextureNode \*pTextureNode);

void **pushOpenGLMatrix**();

void **initShader**();

void **initOpenGLState**();

QOpenGLFramebufferObject \*m\_pSourceFbo;

QOpenGLFramebufferObject \*m\_pTargetFbo;

QOpenGLShaderProgram \*m\_program;

GLCamera \*m\_camera;

QOpenGLFunctions\_3\_3\_Core m\_glFuncts;

bool m\_isOpenGLInitialized;

GLuint m\_VBO, m\_VAO;

MainUniforms m\_mainUn;

GLfloat m\_verts[118]{

-0.5f, -0.5f, -0.5f,

0.5f, -0.5f, -0.5f,

0.5f, 0.5f, -0.5f,

0.5f, 0.5f, -0.5f,

-0.5f, 0.5f, -0.5f,

-0.5f, -0.5f, -0.5f,

-0.5f, -0.5f, 0.5f,

0.5f, -0.5f, 0.5f,

0.5f, 0.5f, 0.5f,

0.5f, 0.5f, 0.5f,

-0.5f, 0.5f, 0.5f,

-0.5f, -0.5f, 0.5f,

-0.5f, 0.5f, 0.5f,

-0.5f, 0.5f, -0.5f,

-0.5f, -0.5f, -0.5f,

-0.5f, -0.5f, -0.5f,

-0.5f, -0.5f, 0.5f,

-0.5f, 0.5f, 0.5f,

0.5f, 0.5f, 0.5f,

0.5f, 0.5f, -0.5f,

0.5f, -0.5f, -0.5f,

0.5f, -0.5f, -0.5f,

0.5f, -0.5f, 0.5f,

0.5f, 0.5f, 0.5f,

-0.5f, -0.5f, -0.5f,

0.5f, -0.5f, -0.5f,

0.5f, -0.5f, 0.5f,

0.5f, -0.5f, 0.5f,

-0.5f, -0.5f, 0.5f,

-0.5f, -0.5f, -0.5f,

-0.5f, 0.5f, -0.5f,

0.5f, 0.5f, -0.5f,

0.5f, 0.5f, 0.5f,

0.5f, 0.5f, 0.5f,

-0.5f, 0.5f, 0.5f,

-0.5f, 0.5f, -0.5f,

};

};

#endif *//* *QUICKITEM\_H*

Файл quickitem.cpp – содержит реализацию методов класса объекта (в т.ч. логику отрисовки)

#include "quickitem.h"

#include <QKeyEvent>

#include <QOpenGLFramebufferObject>

#include <QSGSimpleTextureNode>

#include <QOpenGLTexture>

#include "glcamera.h"

#include "gllight.h"

#include <cmath>

QuickItem::**QuickItem**(QQuickItem \*parent) :

QQuickItem(parent)

, m\_pSourceFbo(*nullptr*)

, m\_pTargetFbo(*nullptr*)

, m\_program(*nullptr*)

, m\_camera(*new* GLCamera)

, m\_isOpenGLInitialized(*false*)

{

setFlag(QQuickItem::*ItemHasContents*);

setFocus(*true*);

}

QuickItem::~***QuickItem***()

{

}

QSGNode \*QuickItem::***updatePaintNode***(QSGNode \*pNode, QQuickItem::UpdatePaintNodeData \*pData)

{

Q\_UNUSED(pData)

QSGSimpleTextureNode\* pTextureNode = *static\_cast*<QSGSimpleTextureNode\*>(pNode);

*if* (pTextureNode == NULL)

{

pTextureNode = *new* QSGSimpleTextureNode();

pTextureNode->setTexture(*this*->window()->createTextureFromId(0, QSize(0,0)));

}

doRender(pTextureNode);

*return* pTextureNode;

}

void QuickItem::**initFBO**(int width, int height, QSGSimpleTextureNode \*pTextureNode)

{

*delete* m\_pSourceFbo;

m\_pSourceFbo = *nullptr*;

*delete* m\_pTargetFbo;

m\_pTargetFbo = *nullptr*;

*if* ((width > 0) && (height > 0)) {

QOpenGLFramebufferObjectFormat sourceFormat;

sourceFormat.setAttachment(QOpenGLFramebufferObject::*Depth*);

sourceFormat.setSamples(16);

m\_pSourceFbo= *new* QOpenGLFramebufferObject(width, height, sourceFormat);

m\_pTargetFbo= *new* QOpenGLFramebufferObject(width, height);

}

*else* {

pTextureNode->setTexture(*this*->window()->createTextureFromId(0, QSize(0,0)));

pTextureNode->setRect(*this*->*boundingRect*());

}

}

void QuickItem::**doRender**(QSGSimpleTextureNode \*pTextureNode)

{

int width= *this*->width();

int height= *this*->height();

pTextureNode->setTextureCoordinatesTransform(QSGSimpleTextureNode::*MirrorVertically*);

initFBO(width, height, pTextureNode);

initShader();

*if* (m\_pTargetFbo && m\_pTargetFbo->isValid() && m\_pSourceFbo && m\_pSourceFbo->isValid())

{

initOpenGLState();

m\_pSourceFbo->bind();

m\_glFuncts.glClearColor(0.1f, 0.1f, 0.1f, 1.0f);

m\_glFuncts.glClear(GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT | GL\_STENCIL\_BUFFER\_BIT);

m\_program->bind();

m\_camera->setCam(m\_camera->eye(),

m\_camera->eye() + m\_camera->front(),

m\_camera->up());

m\_program->setUniformValue(m\_mainUn.modelLoc, m\_camera->model());

m\_program->setUniformValue(m\_mainUn.viewLoc, m\_camera->view());

m\_program->setUniformValue(m\_mainUn.projLoc, m\_camera->projection());

m\_program->release();

m\_program->bind();

m\_glFuncts.glBindVertexArray(m\_VAO);

m\_glFuncts.glDrawArrays(GL\_TRIANGLES, 0, 36);

m\_glFuncts.glBindVertexArray(0);

m\_program->release();

m\_pSourceFbo->release();

QRect rect(0, 0, width, height);

QOpenGLFramebufferObject::blitFramebuffer(m\_pTargetFbo, rect, m\_pSourceFbo, rect);

pTextureNode->setTexture(*this*->window()->createTextureFromId(m\_pSourceFbo->texture(), m\_pSourceFbo->size()));

pTextureNode->setRect(*this*->*boundingRect*());

*delete* m\_pSourceFbo;

m\_pSourceFbo= NULL;

}

*else*

{

*delete* m\_pSourceFbo;

m\_pSourceFbo= NULL;

*delete* m\_pTargetFbo;

m\_pTargetFbo= NULL;

}

}

void QuickItem::**initShader**()

{

*if*(m\_program)

*return*;

m\_program = *new* QOpenGLShaderProgram();

QOpenGLShader m\_vert(QOpenGLShader::*Vertex*);

*if*(!m\_vert.compileSourceFile(":/mainVert.vert"))

qFatal("QuickItem::initShader: m\_program: vertex shader did not compiled");

m\_program->addShader(&m\_vert);

QOpenGLShader m\_frag(QOpenGLShader::*Fragment*);

*if*(!m\_frag.compileSourceFile(":/mainFrag.frag"))

qFatal("QuickItem::initShader: m\_program: fragment shader did not compiled");

m\_program->addShader(&m\_frag);

m\_program->*link*();

m\_program->bind();

m\_mainUn.modelLoc = m\_program->uniformLocation("model");

m\_mainUn.viewLoc = m\_program->uniformLocation("view");

m\_mainUn.projLoc = m\_program->uniformLocation("projection");

m\_program->release();

}

void QuickItem::**initOpenGLState**()

{

*if*(m\_isOpenGLInitialized)

*return*;

m\_camera->projection(45.0f, *this*->width()/*this*->height(), 0.1f, 100.0f);

m\_camera->rotate(30, m\_camera->up());

m\_camera->rotate(10, m\_camera->right());

m\_glFuncts.*initializeOpenGLFunctions*();

m\_glFuncts.glViewport(0,0, *this*->width(), *this*->height());

m\_glFuncts.glGenBuffers(1, &m\_VBO);

m\_glFuncts.glGenVertexArrays(1, &m\_VAO);

m\_glFuncts.glBindVertexArray(m\_VAO);

m\_glFuncts.glBindBuffer(GL\_ARRAY\_BUFFER, m\_VBO);

m\_glFuncts.glBufferData(GL\_ARRAY\_BUFFER, *sizeof*(m\_verts), m\_verts, GL\_STATIC\_DRAW);

m\_glFuncts.glVertexAttribPointer(0, 3, GL\_FLOAT, GL\_FALSE, 3 \* *sizeof*(GLfloat), (GLvoid\*)0);

m\_glFuncts.glEnableVertexAttribArray(0);

m\_glFuncts.glBindVertexArray(0);

m\_glFuncts.glEnable(GL\_DEPTH\_TEST);

m\_isOpenGLInitialized = *true*;

}

Файл glcamera.h – содержит вспомогательный класс, инкапсулирующий управление методы камерой.

#ifndef GLCAMERA\_H

#define GLCAMERA\_H

#include <QVector3D>

#include <QMatrix4x4>

*class* GLCamera

{

*public*:

GLCamera();

QMatrix4x4 setCam(*const* QVector3D &eye,

*const* QVector3D &target,

*const* QVector3D &right);

QVector3D eye() *const*;

QVector3D front() *const*;

QVector3D target() *const*;

QMatrix4x4 view() *const*;

QMatrix4x4 model() *const*;

QMatrix4x4 projection() *const*;

QVector3D right() *const*;

QVector3D dir() *const*;

QVector3D up() *const*;

void setEye(*const* QVector3D &eye);

void setTarget(*const* QVector3D &target);

void setUp(*const* QVector3D &up);

void setFront(*const* QVector3D &front);

void projection(float verticalAngle, float aspectRatio, float nearPlane, float farPlane);

void translate(*const* QVector3D &vec);

void rotate(float angle, *const* QVector3D &vec);

void scale(float zoom);

*private*:

QVector3D m\_eye;

QVector3D m\_up;

QVector3D m\_front;

QMatrix4x4 m\_view;

QMatrix4x4 m\_model;

QMatrix4x4 m\_projection;

};

#endif *//* *GLCAMERA\_H*

Файл glcamera.cpp – содержит реализацию методов класс GLCamera

#include "glcamera.h"

GLCamera::**GLCamera**() :

m\_eye(0.0f,0.0f,5.0f)

, m\_up(0.0f, 1.0f, 0.0f)

, m\_front(0.0f, 0.0f, -1.0f)

, m\_view()

, m\_model()

, m\_projection()

{}

QMatrix4x4 GLCamera::**setCam**(*const* QVector3D &eyeVec,

*const* QVector3D &targetVec,

*const* QVector3D &upVec)

{

setEye(eyeVec);

setFront(targetVec - m\_eye);

setUp(upVec);

QMatrix4x4 camMat;

camMat.lookAt(eye(), target(), up());

camMat.translate(-eye());

m\_view = camMat;

*return* m\_view;

}

QVector3D GLCamera::**eye**() *const*

{

*return* m\_eye;

}

void GLCamera::**setEye**(*const* QVector3D &eye)

{

*if*(eye == m\_eye)

*return*;

m\_eye = eye;

}

QVector3D GLCamera::**target**() *const*

{

*return* m\_eye + m\_front;

}

QMatrix4x4 GLCamera::**view**() *const*

{

*return* m\_view;

}

QMatrix4x4 GLCamera::**model**() *const*

{

*return* m\_model;

}

QMatrix4x4 GLCamera::**projection**() *const*

{

*return* m\_projection;

}

QVector3D GLCamera::**up**() *const*

{

*return* QVector3D::crossProduct(dir(), right());

}

void GLCamera::**setUp**(*const* QVector3D &up)

{

*if*(up == m\_up)

*return*;

m\_up = up;

}

QVector3D GLCamera::**right**() *const*

{

*return* QVector3D::crossProduct(m\_up.normalized(), dir()).normalized();

}

QVector3D GLCamera::**dir**() *const*

{

*return* QVector3D(m\_eye - target()).normalized();

}

QVector3D GLCamera::**front**() *const*

{

*return* m\_front;

}

void GLCamera::**setFront**(*const* QVector3D &front)

{

*if*(front == m\_front)

*return*;

m\_front = front;

}

void GLCamera::**translate**(*const* QVector3D &vec)

{

m\_model.translate(vec);

}

void GLCamera::**rotate**(float angle, *const* QVector3D &vec)

{

m\_model.rotate(angle, vec);

}

void GLCamera::**scale**(float zoom)

{

m\_model.scale(zoom);

}

void GLCamera::**projection**(float verticalAngle, float aspectRatio, float nearPlane, float farPlane)

{

m\_projection.perspective(verticalAngle, aspectRatio, nearPlane, farPlane);

}

Файл mainVert.vert – вершинный шейдер, накладываемый на объект

#version 330

layout (location = 0) *in* *vec3* position;

*uniform* *mat4* model;

*uniform* *mat4* view;

*uniform* *mat4* projection;

*void* main()

{

gl\_Position = projection \* view \* model \* *vec4*(position, 1.0f);

}

Файл mainFrag.frag – фрагментный шейдер, накладываемый на объект (содержит расчет освещения)

#version 330

*out* *vec4* color;

*void* main(*void*)

{

color = *vec4*(0.5,0.7,0.0, 1.0f);

}

Файл main.qml – содержит описание отображаемых объектов на языке QML (для упрощения создания главного окна и 3D объектов

*import* QtQuick 2.11

*import* QtQuick.Window 2.11

*import* QtQuick.Controls 2.11

*import* opengl\_lib 1.0

Item {

width: 640

height: 480

visible: true

QuickItem {

id: *item*

anchors.fill: *parent*

}

}

1. Выводы

В ходе лабораторной работы была разработана программа, отрисовывающая 3D объект. Как можно видеть, так как в программе не реализован расчет света отрисованный 3D объект выглядит как 2D (рис 1.).

![](data:image/png;base64,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)

Рис. 1. Результат работы программы