**Лабораторна робота №3**

**Тема**: Базові принципи ООП.

**Мета**: Використовуючи теоретичне підґрунтя про базові принципи ООП та підходи використання в Java виконати дії що будуть вказано в завданні до лабораторної роботи.

**Хід роботи**

**Завдання 1**

**Умова:**

|  |  |
| --- | --- |
| 1 | У цьому завданні ви формулюватимете бізнес-логіку планування спринту. [Спринт](https://en.wikipedia.org/wiki/Scrum_(software_development)#Sprint) - це основна одиниця розробки програмного забезпечення [SCRUM](https://en.wikipedia.org/wiki/Scrum_(software_development)). Спринти обмежені за часом, час спринту узгоджується при плануванні. Вам належить організувати планування спринту, що включає завдання, які вам потрібно реалізувати на основі базового класу *Ticket*. Врахуйте, у цьому випадку спринт приймає лише два підтипи класу *Ticket:Bug* та *UserStory*.  Ознайомтеся з діаграмою, яка показує публічний програмний інтерфейс цих класів та їхні відношення:    **Ticket**  Кожен *ticket* має свій ідентифікатор, ім'я та приблизний час для його виконання. Ці значення надаються через конструктор класу *Ticket*.  *Ticket* може вважатися завершеним або незавершеним. Щойно створений *ticket* вважається незавершеним.   * *getId*() - повертає ідентифікатор ticket'у. * *getName*() - повертає ім'я ticket'у. * *getEstimate*() - повертає оцінку ticket'у. * *isCompleted*() - повертає *true*, якщо ticket завершено, інакше — *false*. * *complete*() - переводить ticket у завершений стан.   **UserStory**  *UserStory* (історія користувача) представляє ticket, який може містити залежності. Залежності — це інші екземпляри *UserStory*, які мають бути завершені в першу чергу, щоб потім вдалося завершити і залежне від них *UserStory*. Залежності передаються через конструктор класу *UserStory*.   * *complete*() - як і метод Ticket#complete() - переводить ticket у завершений стан. Різниця лише в тому, що історія користувача може не бути завершена, якщо його залежність ще не завершена. * *getDependencies*() - повертає копію масиву ticket'ів на спринт, що захищена від змін. * *toString*() - повертає рядок, що представляє *UserStory*, використовуючи його ідентифікатор та ім'я. Приклад: з ідентифікатором =1, ім’я *UserStory* = "Об'єкт реєстрації користувача", отримаємо "[US 1] Об'єкт реєстрації користувача".   **Bug**  Багом вважається ticket, що відноситься до завершеної UserStory. Баги не існують самі по собі, без відповідного екземпляра UserStory.   * *createBug*(int id, String name, int estimate, UserStory userStory) - статичний метод створення екземпляра Bug. Повертає null, якщо UserStory має значення null або не завершено. Інакше повертає створений екземпляр Bug. * toString() - повертає рядкове представлення цього бага, використовуючи ідентифікатор, ім'я та ім'я відповідної UserStory. Приклад: з ідентифікатором = 2, ім'ям бага = "Додати пароль, що повторюється" і ім'ям відповідної UserStory = "Форма реєстрації" в результаті отримаємо "[Bug 2] Форма реєстрації: Додати повторюваний пароль".   **Sprint**  Спринти мають тимчасову ємність та обмеження кількості ticket'ів, які задаються через конструктор. Спринт не може містити тікет з сумарною оцінкою часу виконання, що перевищує тимчасову ємність спринту. Не допускається, щоб спринт містив більше тикетів, ніж визначено обмеженням кількості тикетів для цього спринту. Спринт повинен приймати ticket'и за допомогою методів *add*\*. Ці методи повертають *true*, коли вхідний ticket був прийнятий у спринт, і *false* в іншому випадку.  Спринт не повинен приймати   1. Значення null. 2. ticket'и, які вже завершені. 3. ticket'и, що мають значення оцінки часу виконання, яке, у разі додавання ticket'а, призведе до переповнення тимчасової ємності спринту. 4. Будь-який ticket, якщо досягнуто межі кількості ticket'ів у спринті.   Опис методів спринта   * *addUserStory*(UserStory userStory) - приймає userStory, якщо вона не дорівнює null, і не завершена. Повертає true, якщо історія користувача прийнята, у противному випадку false. * addBug(Bug bugReport) - приймає bug, якщо він не дорівнює null і не завершений. Повертає true, якщо баг прийнято, інакше false. * getTickets() - повертає захищену копію масиву ticket'ів на спринт. Переконайтеся, що ticket'и розташовані в тому ж порядку, як вони були прийняті в спринт. * getTotalEstimate() - повертає суму оцінок часу виконання всіх ticket'ів, прийнятих на спринт. |
|  |  |

**Виконання:** Клас Ticket є базовим для всіх типів задач у системі. Він зберігає унікальний ідентифікатор, назву задачі, оцінку часу виконання та статус завершення. Метод complete() позначає задачу як завершену. Цей клас слугує основою для більш спеціалізованих типів задач.

Клас UserStory успадковує від Ticket і додає функціонал для роботи з залежностями. Кожна історія користувача містить список інших UserStory, які мають бути завершені перед її виконанням. Метод complete() перевіряє, чи всі залежності вже завершені, і лише тоді позначає задачу як виконану. Список залежностей повертається через getDependencies() у захищеному від змін вигляді. При виведенні об’єкта використовується формат [US {id}] {назва}.

Клас Bug також наслідує Ticket, але представляє баги, пов’язані з завершеними історіями користувачів. Створюється через статичний метод createBug(), який перевіряє, чи відповідна UserStory існує та завершена. Якщо ні — метод повертає null. При виведенні баг відображається у форматі [Bug {id}] {назва UserStory}: {назва бага}.

Клас Sprint керує додаванням задач до спринту з урахуванням обмежень: максимальної часової ємності (timeCapacity) та ліміту кількості задач (ticketLimit). Методи addUserStory() та addBug() перевіряють, чи задача не є null, чи не завершена, чи не перевищує ліміти спринту. Якщо всі умови виконані — задача додається до списку. Список усіх задач повертається через getTickets() у незмінному вигляді, а сумарна оцінка часу — через getTotalEstimate().

Клас Main демонструє роботу системи: створює історії користувачів із залежностями, додає їх до спринту разом із багами, а потім виводить загальний час та список задач.

**Взаємодія між класами:**

* UserStory та Bug базуються на Ticket, використовуючи його поля та методи.
* Sprint контролює додавання задач, перевіряючи їхню коректність та обмеження спринту.
* Завершення UserStory можливе лише після виконання всіх її залежностей, що забезпечує логічну послідовність робіт.

**Текст програми**:

|  |
| --- |
| public class Ticket {      private static int counter = 1;      private final int id;      private String name;      private int estimate;      private boolean isCompleted;      public Ticket(String name, int estimate) {          this.id = counter++;          this.name = name;          this.estimate = estimate;          this.isCompleted = false;      }        public int getId() { return id; }      public String getName() { return name; }      public int getEstimate() { return estimate; }      public boolean isCompleted() { return isCompleted; }      public void complete() {          this.isCompleted = true;      }      @Override      public String toString() {          return "Ticket{" +                  "id=" + id +                  ", name='" + name + '\'' +                  ", estimate=" + estimate +                  ", isCompleted=" + isCompleted +                  '}';      }  }  import java.util.ArrayList;  import java.util.Collections;  import java.util.List;  public class UserStory extends Ticket {      private List<UserStory> dependencies;      public UserStory(String name, int estimate, List<UserStory> dependencies) {          super(name, estimate);          this.dependencies = new ArrayList<>(dependencies != null ? dependencies : Collections.emptyList());      }      @Override      public void complete() {          for (UserStory dependency : dependencies) {              if (!dependency.isCompleted()) return;          }          super.complete();      }      public List<UserStory> getDependencies() {          return Collections.unmodifiableList(new ArrayList<>(dependencies));      }      @Override      public String toString() {          return "[US " + getId() + "] " + getName();      }  }  public class Bug extends Ticket {      private UserStory userStory;      private Bug(String name, int estimate, UserStory userStory) {          super(name, estimate);          this.userStory = userStory;      }      public static Bug createBug(int id, String name, int estimate, UserStory userStory) {          if (userStory == null || !userStory.isCompleted()) return null;          return new Bug(name, estimate, userStory);      }      @Override      public String toString() {          return "[Bug " + getId() + "] " + userStory.getName() + ": " + getName();      }  }  import java.util.ArrayList;  import java.util.Collections;  import java.util.List;  public class Sprint {      private final int timeCapacity;      private final int ticketLimit;      private final List<Ticket> tickets = new ArrayList<>();      private int totalEstimate = 0;      public Sprint(int timeCapacity, int ticketLimit) {          this.timeCapacity = timeCapacity;          this.ticketLimit = ticketLimit;      }      public boolean addUserStory(UserStory userStory) {          if (userStory == null || userStory.isCompleted()) return false;          if (tickets.size() >= ticketLimit) return false;          if (totalEstimate + userStory.getEstimate() > timeCapacity) return false;          tickets.add(userStory);          totalEstimate += userStory.getEstimate();          return true;      }      public boolean addBug(Bug bug) {          if (bug == null || bug.isCompleted()) return false;          if (tickets.size() >= ticketLimit) return false;          if (totalEstimate + bug.getEstimate() > timeCapacity) return false;          tickets.add(bug);          totalEstimate += bug.getEstimate();          return true;      }      public List<Ticket> getTickets() {          return Collections.unmodifiableList(new ArrayList<>(tickets));      }      public int getTotalEstimate() {          return totalEstimate;      }  }  import java.util.Arrays;  public class Main {      public static void main(String[] args) {          Sprint sprint = new Sprint(100, 10);            UserStory story1 = new UserStory("Login Feature", 5, null);          UserStory story2 = new UserStory(                  "Registration",                  8,                  Arrays.asList(story1)          );          story1.complete();          Bug bug = Bug.createBug(2, "Crash on Start", 2, story1);          sprint.addUserStory(story2);          sprint.addBug(bug);          System.out.println("Total estimate: " + sprint.getTotalEstimate());          sprint.getTickets().forEach(System.out::println);      }  } |

**Результат виконання:**

**![](data:image/png;base64,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)**

**Висновок:** під час виконання роботи я використовуючи теоретичне підґрунтя про базові принципи ООП та підходи використання в Java виконав дії що будуть вказано в завданні до лабораторної роботи.