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**【摘要】：研究如何通过栈来实现计算一个合理的中缀表达式的运算，方法：首先利用栈将中缀表达式转换为后缀表达式，再通过栈将后缀表达式计算出来。**

1. **实现运算功能综述**

本算法目前实现的运算功能为：加法运算、减法运算、乘法运算、除法运算、求余运算、以及括号等，数据要求为整数或者小数，对算术表达式的要求为必须是合法的算术表达式

1. **将中缀表达式转化为后缀表达式**
   1. 核心算法思想

输入一个合理的中缀表达式，从左向右依次扫描，伪代码如下：

while：扫描未结束

chr = 当前扫描元素

if chr为数：

加入后缀表达式

else chr为操作符：

if 栈为空，或栈顶元素为“(”,或栈顶元素优先级低于chr：

chr入栈

else if 栈顶元素优先级高于或等同于chr：

while栈顶元素优先级高于或等同于chr，且栈顶元素不为“(”,且栈不为空：

栈顶元素出栈并加入到后缀表达式中

新的栈顶元素与chr的优先级作比较

chr入栈

else if chr为“)”:

栈顶元素不断出栈并依次加入到后缀表达式中，直到遇到“(”，但“(”直接出栈而不加入到后缀表达式中

else 优先级高于栈顶元素

chr直接入栈

chr = 下一个扫描字符

while 栈不为空

栈内元素出栈并添加到后缀表达式中

* 1. 操作符优先级的判断

优先级为第一级的操作符为：（、），优先级为第二级的操作符有：\*、/、%，第三级的操作符有：+、—，一级操作符优先级最高，其余各级依次递减。同级运算符中优先级相同。本算法使用一个cmp\_op的函数，原型为：int cmp\_op(char a, char b)，这个过程比较简单，大致算法思想是：将同级的操作符储存到同一个字符数组中，再将致谢字符数组按运算优先级存储到一个叫op的二维字符数组中，像这样：char op[][4] = { "()", "\*/%", "+-", };这样只需要在op中检索操作符a和b，并储存他们在op中的位置。再通过位置的比较就可以得到二者的优先级。其中a>b,a<b,a=b分别返回 ：1,0，-1.

* 1. 对输入表达式的处理并获得后缀表达式

2.3.1数据存储

操作数和操作符全部都是利用C++中的string类来储存的，使用string类的优点有二，其一为string类可以作为函数的返回值直接进行返回，在出栈和读取栈顶元素会比较方便；其二为string类含有很多内置的字符串处理方法，更利于对操作数进行处理，比如字符串操作数转化为浮点型操作数，以及将负号用其他符号替换以防止与减号混淆而发生未知的错误。后缀表达式是有一个string类型的数组储存的。栈中的数据也是string类型。

2.3.2算术表达式的预处理

预处理主要处理两种情况，其一为将输入表达是中的负号用‘！’代替，以区分负号和减号。另外，对于形如-（2+3）\*5这样一开始就是一个负号加左括号的式子，直接使用上述核心算法会出错，因此将其处理成为-1\*（2+3）\*5，这样就适应上述核心算法了。预处理伪代码如下：

chr=表达式第一个字符

if chr== ‘-’并且chr下一个为‘（’

在chr后面插入‘1\*’

while 表达式扫描未结束：

chr=当前扫描字符

if chr=‘-’

if chr不是第一个字符，或者chr前后字符都是数

chr为减号

else

chr是负号

将后缀表达式中chr换成‘！’

chr=下一个字符

2.3.3提取操作数和操作符

由于操作数会有不止一个字符，甚至还包含小数点和符号，故从算术表达式中分离出操作数需要特殊处理，而操作符的难点在于减号和负号的区分，而在预处理阶段已经解决了这样问题，故提取操作符还是相对简单的，伪代码如下：

while 扫描未结束

chr=当前扫描字符

num初始化为空string

if chr是一个数，或者是‘！’

while chr是一个数，或者chr==‘！’，或者chr==‘.’

将chr添加到num的尾部

chr指向下一个字符

num为一个完整的擦作数

else

chr为一个操作符

（执行核心算法）

chr指向下一个字符

上述伪代码中，每次循环可以保证提取出操作数或操作符，甚至可以同时得到操作数和操作符，然后利用2.1中核心算法对他们进行处理。在扫描完一次后，就可以直接得到后缀表达式。

**3.对后缀表达式进行计算**

3.1 主要计算过程

在得到后缀表达式后，整个计算过程就相当于完成了3/4，因为后缀表达式计算过程相对简单，后缀表达式是一个string类的数组，从头到尾进行遍历并按如下伪代码执行即可得出结果：

for (遍历后缀表达式)：

str为当前扫描到的后缀表达式中的元素

if (str是一个数)

str入栈;

else str是一个操作符

栈内元素出栈并赋值给a1;

栈内元素出栈并赋值给a2；

将a1、a2转化为浮点型（利用函数float c\_to\_n（string a），具体实现见3.2.1）

switch (str[0])//(貌似源代码更简单易懂，大部分应用了源代码)

{

case '+':

reslt = a2 + a1;

break;

case '-':

reslt = a2 - a1;

break;

case '\*':

reslt = a2\*a1;

break;

case '/':

if (fabs(a1) <= 1e-6)//判断除数是否为0

输出“ERROR！除另错误”

返回

else

reslt = a2 / a1;

break;

case '%':

if (!is\_int(a1) || !is\_int(a2))//a1、a2是不是整数（is\_int详情见3.2.3）

输出错误"ERROR!求余运算操作数中出现小数！"

返回

else

reslt = (int)a2 % (int)a1;

将计算结果转换为string类型（利用string n\_to\_c(float a)，详见3.2.2）

计算结果入栈

计算结果出栈

输出计算结果

}

3.2 计算过程中用用到的函数的解析

在计算过程中，涉及string转float和float转string的过程，主要通过函数：

string n\_to\_c(float a)、float c\_to\_n(string s)来实现的，另外在求余运算中需要判断两个操作数是不是都是整数，通过int is\_int(float n)实现的，下面为三个函数具体实现过程

3.2.1 float c\_to\_n（string a）的实现

该函数主要讲一个string类型的数据转换为float类型的数据并返回。主要利用检索小数点的位置，然后通过10进制数的特征进行转换，例如“123.45”中，小数点位置为3，则123.45=1\*10^2+2\*10^1+3\*10^0+4\*10^-1+5\*10^-2,伪代码如下：

if s是一个负数

sym = -1;

将负号从string中删去

查找”.”的位置并赋值给pos;

if 没找到

pos = s的长度;

else

将”.”从string中删去 for (int i = 0; i < s.length(); i++)

for (遍历s)

ans += (s[i] - '0')\*pow(10, pos - 1 - i);

返回 ans \* sym;

3.2.2 string n\_to\_c(float a)的实现

该函数将一个浮点型数转换为string型字符串并返回，可以直接利用c++中现有的库函数\_gcvt\_s函数来实现，\_gcvt\_s(str, 20, a, 4)可以将浮点数a转化为字符数组并赋值给str，然后利用string类中的assign方法将str转化为一个string类型。

3.2.3int is\_int(float n)的实现

该函数用于判断float类型的n是不是一个整数，是则返回1，否则返回0；仅仅简单的利用if ((int)a - a == 0)就可以实现，如果n为整数，(int)a - a 等于0，否则(int)a - a 不等于0。
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