**Task1:**

Consider the Java implementation of the Singly Linked List (SLL) shared with you on Moodle:

1. Rewrite the methods for inserting in the middle of the list, deleting the tail, and deleting from the middle using a for loop instead of a while loop.
2. Run and test your code. Attach screenshots of modified code and output.

class LinkedList {

  Node head;

  // Create a node

  class Node {

    int data;

    Node next;

    Node(int d) {

      data = d;

      next = null;

    }

  }

  // Insert at the beginning

  public void insertAtBeginning(int new\_data) {

    // insert the data

    Node new\_node = new Node(new\_data);

    new\_node.next = head;

    head = new\_node;

  }

  // Insert after a node

  public void insertionAtMiddle(Node prev\_node, int new\_data) {

    if (prev\_node == null) {

      System.out.println("The given previous node cannot be null");

      return;

    }

    Node new\_node = new Node(new\_data);

    new\_node.next = prev\_node.next;

    prev\_node.next = new\_node;

  }

  // Insert at the end

  public void insertAtEnd(int new\_data) {

    Node new\_node = new Node(new\_data);

    if (head == null) {

      head = new Node(new\_data);

      return;

    }

    new\_node.next = null;

    Node last = head;

    while (last.next != null)

      last = last.next;

    last.next = new\_node;

    return;

  }

  // Delete a node

  void deleteNode(int position) {

    if (head == null)

      return;

    Node temp = head;

    if (position == 0) {

      head = temp.next;

      return;

    }

    // Find the key to be deleted

    for (int i = 0; temp != null && i < position - 1; i++)

      temp = temp.next;

    // If the key is not present

    if (temp == null || temp.next == null)

    {

       // System.out.println("the element at given position is "+temp.data);

      return;

    }

    // Remove the node

    Node next = temp.next.next;

    temp.next = next;

  }

  // Print the linked list

  public void printList() {

    Node tnode = head;

    while (tnode != null) {

      System.out.print(tnode.data + " ");

      tnode = tnode.next;

    }

  }

  public static void main(String[] args) {

    LinkedList obj = new LinkedList();

    obj.insertAtEnd(1);

    obj.insertAtBeginning(2);

    obj.insertAtBeginning(3);

    obj.insertAtEnd(4);

    System.out.println("Inserting an element at middle");

    obj.insertionAtMiddle(obj.head.next, 5);

    System.out.println("Linked list: ");

    obj.printList();

    System.out.println();

    System.out.println("Deleting Tail element");

    obj.deleteNode(4);

    obj.printList();

    System.out.println();

    System.out.println("\nAfter deleting a middle element: ");

    obj.deleteNode(2);

    obj.printList();

  }

}

**Output**

**![1](data:image/png;base64,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)**

**TASK2:**

Based on your understanding of the doubly linked list (DLL) concepts and algorithms, use the SLL Java implementation as a basis to create a Java program to implement a doubly linked list of Strings. Your program should contain the following methods:

1. Insert at the beginning of the DLL
2. Insert at the end of the DLL
3. Insert in the middle of the DLL
4. Delete the first node
5. Delete the last node
6. Delete the middle node
7. Display the list
8. Return the size of the DLL

Run and test your code. Attach screenshots of code alongside the output.

For both parts of this assignment, each pair group member is asked to specify which parts they have completed. Failure to do so will result in loss of marks. Your final deliverable should include:

* This file updated with screenshots of operational code with output for both parts. Your file should also contain an account of each member’s contribution. Please save the file as a PDF. Word documents will not be considered a submission.
* Java files for both parts.

import java.util.\*;

import java.io.\*;

class node{

  int num;

  node next;

  node prev;

  public node(int num)

  {

    this.num=num;

    next=null;

    prev=null;

    //size=0;

  }

}

class list{

  //int size=0;

 node head=null;

 node tail=null;

  boolean isEmpty()

  {

    if(head==null)

    {

      return true;

    }

    else

    return false;

  }

  void insertAtBeginning(node n)

  {

     if(isEmpty())

     {

         head=n;

     }

else{

    n.next=head;

    head.prev=n;

    head=n;

}

  }

  /\*void insertAtBeginning(String name)

  {

node n=new node(name);

    {

     if(isEmpty())

     {

         head=n;

     }

else{

    n.next=head;

    head.prev=n;

    head=n;

}

  }

  }\*/

void insertAtEnd(node n)

{

 if(isEmpty()){

 head=n;

 //size++;

 }

 else{

  node curr=head;

while(curr.next!=null)

{

  curr=curr.next;

}

curr.next=n;

n.prev=curr;

 }

}

void display()

{

  node curr=head;

  while(curr!=null)

  {

    System.out.print(curr.num+" ");

    curr=curr.next;

  }

  System.out.println();

 // System.out.print(curr.data);

}

void size()

{

  int count=0;A

  node curr=head;

  while(curr!=null)

  {

    ++count;

    curr=curr.next;

  }

  System.out.println("The Size of this Linked List is "+ count);

 // System.out.print(curr.data);

}

void insertAtMid(node n,int num)

{

  if(isEmpty())

  System.out.println("list is empty");

  else{

        node curr=head;

        node back=null;

        while(curr.num!=num)

        {

            back=curr;

            curr=curr.next;

        }

    node  temp=back.next;

      back.next=n;

      curr.prev=back;

      n.next=temp;

      curr.prev=n;

//      size++;

  }

}

 public void deleteFromStart() {

        //Checks whether list is empty

        if(head == null) {

            return;

        }

        else {

            //Checks whether the list contains only one element

            if(head != tail) {

                //head will point to next node in the list

                head = head.next;

                //Previous node to current head will be made null

                head.prev = null;

            }

            else {

                head = tail = null;

            }

        }

    }

 public void deleteFromLast() {

     node curr=head;

        //Checks whether list is empty

        if(head == null) {

            return;

        }

        else {

            //Checks whether the list contains only one element

            while(curr.next.next != null)

                //head will point to next node in the list

                curr = curr.next;

                //Previous node to current head will be made null

               node t=curr.next.next;

              // t.prev=null;

               curr.next=null;

        }

    }

    public void deleteFromMid(int value){

    node curr=head;

node temp=null;

    while(curr.num!=value)

    {

      temp=curr;

      curr=curr.next;

    }

    temp.next=curr.next;

    curr.next.prev=temp;

    //curr.next=null;

    //curr.prev=null;

    }

public static void main(String[] args)

{

  node node1 =new node(1);

  node node2 =new node(2);

  node node3 =new node(3);

  node node4 =new node(4);

  node node5 =new node(5);

  node node6 =new node(6);

  list obj=new list();

 // obj.insert(node1);

  obj.insertAtEnd(node2);

   obj.insertAtEnd(node3);

    obj.insertAtEnd(node4);

    System.out.println("the linked list is: ");

    obj.display();

  System.out.println();

  System.out.println("Insertion at the Tail:");

obj.insertAtEnd(node5);

     obj.display();

     System.out.println();

      System.out.println("Insertion at the Mid:");

     obj.insertAtMid(node6,3);

     obj.display();

     System.out.println();

      System.out.println("Insertion at the Beginning:");

     obj.insertAtBeginning(node1);

     obj.display();

     //Deletion

obj.deleteFromStart();

System.out.println("After deleting node from start");

obj.display();

  System.out.println();

obj.deleteFromLast();

System.out.println("After deleting node from tail");

obj.display();

  System.out.println();

obj.deleteFromMid(3);

System.out.println("After deleting node from middle");

obj.display();

  System.out.println();

  obj.size();

}

}

**OUTPUT:**
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