**COMPILER CONSTRUCTION**

**![A picture containing graphical user interface

Description automatically generated](data:image/jpeg;base64,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)**

**ASSIGNMENT: 02**

|  |  |
| --- | --- |
| **Name** | M. ZAIN PARACHA |
| **Registration Number** | 200901076 |
| **Batch & Section** | CS (01)-A |
| **Assignment** | COMPILER CONSTRUCTION |
| **Submitted to** | MA’AM TAYYABA ARSHAD |
| **Date** | 25th Dec, 2022 |

**MODULE: 01**

Implementation of lexical analyzer

• Tokenization of expression (expression can be i.e., a + (b\*c) or 3+ (5\*2) digits, alphabets, characters )

• Building regex for the expression

• Output tags/ tokens of the expression (i.e. ['a', '+', '(', 'b', '\*', 'c', ')'] )

**Tokenization:**

The process of tokenizing data involves splitting the text's body. After converting the strings to objects, the data is then stored in a stream of tokens. Each token has its own unique word, number, punctuation sign, and URL.

**Code:**

|  |
| --- |
| import re  string = input("Enter string:")  print("Original string : " + str(string)) #original string  res = [sub.split() for sub in string] #tokenize string  print("After spliting string: " + str(res)) |

**Explanation:**

In the above code its importing through re (regular expression ) taking string from user and then dividing it in tokens splitting the expression in inverted commas ‘’ which shows the expression in tokens.

**Regex:**

Regex means regular expression. It is an efficient tool for matching text based on a pre-defined structure. It can also detect the presence of a particular pattern or its absence, and it can split a pattern into multiple sub-patterns. The standard library of Python provides a re-module that can be used to search for regular expressions. Its main function is to provide a search, which takes a string and a regular expression.

**MODULE: 02**  
Implementation of syntax tree using AST library of python.

**AST:**

It is an abstract syntax tree. It is a tree representation of the abstract syntactic structure of source code written in a programming language.

**CODE:**

|  |
| --- |
| import ast  print ("Abstract syntax tree:")  code=input("Enter expression for AST:")  print("Expression:" +str(code))  code = ast.parse("print ( a + ( b \* c ) )") #create ast  print(ast.dump(code)) #print ast |

**Explanation:**

In this its creates an abstract tree and matches with the expression and shows in which nodes it saves the expression. It takes expression from user then parse and makes its abstract tree.

**FULL CODE:**

|  |
| --- |
| import ast  import re  string = input("Enter string:")  print("Original string : " + str(string)) #original string  res = [sub.split() for sub in string] #tokenize string  print("After spliting string: " + str(res))  print ("Abstract syntax tree:")  code=input("Enter expression for AST:")  print("Expression:" +str(code))  code = ast.parse("print ( a + ( b \* c ) )") #create ast  print(ast.dump(code)) #print ast |