# Comparative Analysis of Predictive Models for Early GDM detection

## DATA EXPLORATION AND PREPARATION

``` r  
# Install required packages  
  
library(ggplot2)  
library(dplyr)

## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(corrplot)

## corrplot 0.95 loaded

data <- read.csv("C:/Users/ERC/Downloads/assignment/patients.csv")

str(data)

## 'data.frame': 768 obs. of 9 variables:  
## $ Pregnancies : int 6 1 8 1 0 5 3 10 2 8 ...  
## $ Glucose : int 148 85 183 89 137 116 78 115 197 125 ...  
## $ BloodPressure: int 72 66 64 66 40 74 50 0 70 96 ...  
## $ SkinThickness: int 35 29 0 23 35 0 32 0 45 0 ...  
## $ Insulin : int 0 0 0 94 168 0 88 0 543 0 ...  
## $ BMI : num 33.6 26.6 23.3 28.1 43.1 25.6 31 35.3 30.5 0 ...  
## $ Pedigree : num 0.627 0.351 0.672 0.167 2.288 ...  
## $ Age : int 50 31 32 21 33 30 26 29 53 54 ...  
## $ Diagnosis : int 1 0 1 0 1 0 1 0 1 1 ...

summary(data)

## Pregnancies Glucose BloodPressure SkinThickness   
## Min. : 0.000 Min. : 0.0 Min. : 0.00 Min. : 0.00   
## 1st Qu.: 1.000 1st Qu.: 99.0 1st Qu.: 62.00 1st Qu.: 0.00   
## Median : 3.000 Median :117.0 Median : 72.00 Median :23.00   
## Mean : 3.845 Mean :120.9 Mean : 69.11 Mean :20.54   
## 3rd Qu.: 6.000 3rd Qu.:140.2 3rd Qu.: 80.00 3rd Qu.:32.00   
## Max. :17.000 Max. :199.0 Max. :122.00 Max. :99.00   
## Insulin BMI Pedigree Age   
## Min. : 0.0 Min. : 0.00 Min. :0.0780 Min. :21.00   
## 1st Qu.: 0.0 1st Qu.:27.30 1st Qu.:0.2437 1st Qu.:24.00   
## Median : 30.5 Median :32.00 Median :0.3725 Median :29.00   
## Mean : 79.8 Mean :31.99 Mean :0.4719 Mean :33.24   
## 3rd Qu.:127.2 3rd Qu.:36.60 3rd Qu.:0.6262 3rd Qu.:41.00   
## Max. :846.0 Max. :67.10 Max. :2.4200 Max. :81.00   
## Diagnosis   
## Min. :0.000   
## 1st Qu.:0.000   
## Median :0.000   
## Mean :0.349   
## 3rd Qu.:1.000   
## Max. :1.000

cols\_to\_check <- c("Glucose", "BloodPressure", "SkinThickness", "Insulin", "BMI")  
data[cols\_to\_check] <- lapply(data[cols\_to\_check], function(x) ifelse(x == 0, NA, x))  
  
colSums(is.na(data))

## Pregnancies Glucose BloodPressure SkinThickness Insulin   
## 0 5 35 227 374   
## BMI Pedigree Age Diagnosis   
## 11 0 0 0

Calculate and interpret basic statistics (mean, median, SD, quartiles) for each variable.  
basic\_stats <- data.frame(  
 Mean = sapply(data, mean, na.rm = TRUE),  
 Median = sapply(data, median, na.rm = TRUE),  
 SD = sapply(data, sd, na.rm = TRUE),  
 Q1 = sapply(data, function(x) quantile(x, 0.25, na.rm = TRUE)),  
 Q3 = sapply(data, function(x) quantile(x, 0.75, na.rm = TRUE))  
)   
  
print(basic\_stats)

## Mean Median SD Q1 Q3  
## Pregnancies 3.8450521 3.0000 3.3695781 1.00000 6.00000  
## Glucose 121.6867628 117.0000 30.5356411 99.00000 141.00000  
## BloodPressure 72.4051842 72.0000 12.3821582 64.00000 80.00000  
## SkinThickness 29.1534196 29.0000 10.4769824 22.00000 36.00000  
## Insulin 155.5482234 125.0000 118.7758552 76.25000 190.00000  
## BMI 32.4574637 32.3000 6.9249883 27.50000 36.60000  
## Pedigree 0.4718763 0.3725 0.3313286 0.24375 0.62625  
## Age 33.2408854 29.0000 11.7602315 24.00000 41.00000  
## Diagnosis 0.3489583 0.0000 0.4769514 0.00000 1.00000

#Based on the summary, the dataset presents several notable data issues that literature consistently highlights as important to address before analysis. First, biologically implausible zero values appear frequently in key clinical variables specifically, SkinThickness and Insulin as well as smaller but nontrivial percentages of Glucose, BloodPressure, and BMI. These are not physiologically plausible to be zero. Overall, the dataset’s core statistical measures—means, medians, quartiles—are all biased by the zero-coded missing values and pronounced skewness/outliers. Literature strongly recommends preprocessing steps including median or mean-based imputation or normalization to manage skewed distributions, and outlier-handling via capping or robust scaling.

## VISUALIZATION: five visualizations using ggplot2

### **BOXPLOT: BMI BY DIAGNOSIS**

ggplot(data, aes(x = factor(Diagnosis), y = BMI)) +  
 geom\_boxplot(fill = "orange", color = "black") +  
 labs(title = "Boxplot: BMI by Diagnosis",  
 x = "Diagnosis (0 = No GDM, 1 = GDM)",  
 y = "BMI") +  
 theme\_minimal()

## Warning: Removed 11 rows containing non-finite outside the scale range  
## (`stat\_boxplot()`).
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# Analysis of the plot shows that women diagnosed with GDM tend to have higher BMI values—both in median and upper range—compared to those without GDM (coded 0), indicating that the GDM group not only has a higher typical BMI, but also greater variability and more extreme BMI outliers. This visual finding aligns with clinical evidence showing that elevated early-pregnancy or pre-pregnancy BMI is a strong independent predictor of GDM.

**#Violin Plot: Glucose by Diagnosis**  
  
ggplot(data, aes(x = factor(Diagnosis), y = Glucose)) +  
 geom\_violin(fill = "skyblue") +  
 geom\_boxplot(width = 0.1, fill = "white") +  
 labs(title = "Violin Plot: Glucose by Diagnosis",  
 x = "Diagnosis (0 = No GDM, 1 = GDM)",  
 y = "Glucose") +  
 theme\_minimal()

## Warning: Removed 5 rows containing non-finite outside the scale range  
## (`stat\_ydensity()`).

## Warning: Removed 5 rows containing non-finite outside the scale range  
## (`stat\_boxplot()`).
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#Analysis of the violin plot explains the comparison of glucose levels without GDM (0) and with GDM (1), combining density distribution and boxplot elements into a single visual. The GDM group shows a notably wider and taller “violin,” especially above ~130 mg/dL, indicating a higher density of elevated glucose readings and several extreme values, while also having a higher median and wider interquartile range. In contrast, the non-GDM group’s violin is narrower and more concentrated around lower glucose values (~80–110 mg/dL), with fewer high outliers. Essentially, this plot reveals that not only do women with GDM tend to have higher typical glucose levels, but their glucose readings are more variable and skewed toward elevated values.  
  
SCATTER PLOT: AGE VS BMI BY DIAGNOSIS

ggplot(data, aes(x = Age, y = BMI, color = factor (Diagnosis))) +  
 geom\_point(alpha = 0.6) +  
 labs(title = "Scatter Plot: Age vs BMI by Diagnosis",  
 x = "Age",  
 y = "BMI",  
 color = "Diagnosis") +  
 theme\_minimal()

## Warning: Removed 11 rows containing missing values or values outside the scale range  
## (`geom\_point()`).
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#The scatterplot illustrates how age and BMI jointly relate to GDM diagnosis, with red points (no GDM) and blue points (GDM). It reveals that GDM is more common in older individuals, especially those aged 40 and above, and among women with higher BMI,  
  
# Scatter plot: Glucose vs Insulin (log scale to reduce skew)

ggplot(data, aes(x = Glucose, y = Insulin)) +  
 geom\_point(alpha = 0.6) +  
 scale\_y\_log10() +  
 labs(title = "Glucose vs. Insulin (log scale)", x = "Glucose", y = "Insulin (log)")

## Warning: Removed 375 rows containing missing values or values outside the scale range  
## (`geom\_point()`).
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#Analysis of the scatter plot glucose vs. insulin (on a logarithmic scale) shows a clear positive relationship—with higher blood glucose levels generally associated with higher insulin levels—supporting the notion of insulin resistance: as glucose rises, the pancreas ramps up insulin production as described in the literature reviews. However, the relationship is not perfectly linear, and there's considerable vertical spread at higher glucose values indicating variability in individual insulin responses.   
  
**#Bar Plot: Average Pregnancies by Diagnosis**  
  
library(dplyr)  
  
# Calculate average pregnancies by diagnosis  
avg\_preg <- data %>%  
 group\_by(Diagnosis) %>%  
 summarise(avg\_pregnancies = mean(Pregnancies, na.rm = TRUE))  
  
# Bar plot  
ggplot(avg\_preg, aes(x = factor(Diagnosis), y = avg\_pregnancies)) +  
 geom\_bar(stat = "identity", fill = "purple") +  
 labs(title = "Average Pregnancies by Diagnosis",  
 x = "Diagnosis (0 = No GDM, 1 = GDM)",  
 y = "Average Number of Pregnancies") +  
 theme\_minimal()
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# Analysis of this plot shows that the average pregnancies by Diagnosis. It shows that individuals diagnosed with GDM had more pregnancies than those with no diagnosis of the disease. Therefore, this plot shows a positive association between the number of pregnancies and the likelihood of developing GDM during pregnancy.

*# Bar chart of the classes*  
**ggplot**(patients, **aes**(x = **factor**(Diagnosis))) **+**  
 **geom\_bar**(fill = "purple") **+**  
 **labs**(title = "Class Distribution of Diagnosis",  
 x = "Diagnosis (0 = No, 1 = Yes)",  
 y = "Count") **+**  
 **theme\_minimal**()
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# Slight class imbalance exists. Positive class is approximately 35% of the overall dataset. This could potentially mean that we have to use oversampling or undersampling techniques for models that are susceptible to class imbalance.

### MISSING VALUE ANALYSIS

**# Impute missing values**   
  
data[cols\_to\_check] <- lapply(data[cols\_to\_check], function(x) {  
 x[is.na(x)] <- median(x, na.rm = TRUE)  
 return(x)  
})  
colSums(is.na(data[cols\_to\_check]))

## Glucose BloodPressure SkinThickness Insulin BMI   
## 0 0 0 0 0

summary(data)

## Pregnancies Glucose BloodPressure SkinThickness   
## Min. : 0.000 Min. : 44.00 Min. : 24.00 Min. : 7.00   
## 1st Qu.: 1.000 1st Qu.: 99.75 1st Qu.: 64.00 1st Qu.:25.00   
## Median : 3.000 Median :117.00 Median : 72.00 Median :29.00   
## Mean : 3.845 Mean :121.66 Mean : 72.39 Mean :29.11   
## 3rd Qu.: 6.000 3rd Qu.:140.25 3rd Qu.: 80.00 3rd Qu.:32.00   
## Max. :17.000 Max. :199.00 Max. :122.00 Max. :99.00   
## Insulin BMI Pedigree Age   
## Min. : 14.0 Min. :18.20 Min. :0.0780 Min. :21.00   
## 1st Qu.:121.5 1st Qu.:27.50 1st Qu.:0.2437 1st Qu.:24.00   
## Median :125.0 Median :32.30 Median :0.3725 Median :29.00   
## Mean :140.7 Mean :32.46 Mean :0.4719 Mean :33.24   
## 3rd Qu.:127.2 3rd Qu.:36.60 3rd Qu.:0.6262 3rd Qu.:41.00   
## Max. :846.0 Max. :67.10 Max. :2.4200 Max. :81.00   
## Diagnosis   
## Min. :0.000   
## 1st Qu.:0.000   
## Median :0.000   
## Mean :0.349   
## 3rd Qu.:1.000   
## Max. :1.000

#Median imputation is implemented to solve the missing values. Those key numerical variables such as Glucose,BloodPressure, SkinThickness, Insulin, and BMI were rectified during the median imputation. We chose Median over the mean, because it is robust to outliers and is a better representation of the central tendency of skewed distributions, particularly common in clinical data. The median is also less sensitive to extreme values and ensures a more realistic estimation for those outliers or missing entries.

**# Function to detect outliers using IQR**  
detect\_outliers <- function(x) {  
 Q1 <- quantile(x, 0.25, na.rm = TRUE)  
 Q3 <- quantile(x, 0.75, na.rm = TRUE)  
 IQR <- Q3 - Q1  
 lower <- Q1 - 1.5 \* IQR  
 upper <- Q3 + 1.5 \* IQR  
 return(which(x < lower | x > upper))  
}  
  
**# Variables to check**  
cols\_to\_check <- c("Glucose", "BloodPressure", "SkinThickness", "Insulin", "BMI")

### **OUTLIER DETECTION AND HANDLING**

# Count of outliers per variable  
sapply(data[cols\_to\_check], function(x) length(detect\_outliers(x)))

## Glucose BloodPressure SkinThickness Insulin BMI   
## 0 14 87 346 8

#Capping outliers  
cap\_outliers <- function(x) {  
 Q1 <- quantile(x, 0.25, na.rm = TRUE)  
 Q3 <- quantile(x, 0.75, na.rm = TRUE)  
 IQR <- Q3 - Q1  
 lower <- Q1 - 1.5 \* IQR  
 upper <- Q3 + 1.5 \* IQR  
 x[x < lower] <- lower  
 x[x > upper] <- upper  
 return(x)  
}  
  
data[cols\_to\_check] <- lapply(data[cols\_to\_check], cap\_outliers)  
  
#The technique of capping is performed to outliers without discarding datapoints. Instead of removing extreme values, you set upper and lower bounds and replace all values outside those bounds with the boundary values themselves. This method was selected because we wanted to manage outliers while preserving every data point and maintaining sample integrity. This method reduces the undue influence of outliers on summary statistics like the mean and variance, resulting in more robust model estimates.

# **FEATURE SELECTION AND DATA HANDLING**

**#Correlation matrix**

library(corrplot)  
  
**# Select numeric predictors only (excluding Diagnosis)**  
numeric\_vars <- data[, sapply(data, is.numeric)]  
cor\_matrix <- cor(numeric\_vars, use = "complete.obs")  
  
**# Visualization**  
corrplot(cor\_matrix, method = "color", type = "lower", tl.col = "black")
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This is a correlation matrix heatmap showing the relationships between predictors and the dependent variable. The Darker blue color here shows a strong positive correlation (+1); the White color signifies no correlation (0); and the Dark Red shows a stronger negative correlation (-1). The strongest correlations are Glucose (someone with higher glucose levels is more likely to be diagnosed with GDM or diabetes), BMI (Body Mass Index) is moderately positive; Insulin and pregnancies are also moderately positive correlation with GDM as shown by the color of the correlation. The weak or no correlation are Blood pressure, Pedigree, and Skin thickness.

### Logistic Regression Training using the cleaned `data` from previous code  
  
# Ensure required packages are installed and loaded  
if (!require(caret)) install.packages("caret")

## Loading required package: caret

## Loading required package: lattice

if (!require(e1071)) install.packages("e1071")

## Loading required package: e1071

library(caret)  
library(e1071)  
  
# Prepare the data  
data$Diagnosis <- as.factor(data$Diagnosis)  
  
# Data partitioning ( training and testing set)  
set.seed(123) # For reproducibility  
trainIndex <- createDataPartition(data$Diagnosis, p = 0.8, list = FALSE)  
trainData <- data[trainIndex, ]  
testData <- data[-trainIndex, ]  
  
# Training the logistic regression model  
model <- glm(Diagnosis ~ ., data = trainData, family = "binomial")  
summary(model)

##   
## Call:  
## glm(formula = Diagnosis ~ ., family = "binomial", data = trainData)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -9.619262 1.807126 -5.323 1.02e-07 \*\*\*  
## Pregnancies 0.101988 0.036075 2.827 0.0047 \*\*   
## Glucose 0.035504 0.004182 8.489 < 2e-16 \*\*\*  
## BloodPressure -0.008883 0.009755 -0.911 0.3625   
## SkinThickness 0.004312 0.016952 0.254 0.7992   
## Insulin 0.008848 0.014067 0.629 0.5293   
## BMI 0.082961 0.020619 4.024 5.73e-05 \*\*\*  
## Pedigree 0.828420 0.334587 2.476 0.0133 \*   
## Age 0.011990 0.010441 1.148 0.2508   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 796.05 on 614 degrees of freedom  
## Residual deviance: 589.62 on 606 degrees of freedom  
## AIC: 607.62  
##   
## Number of Fisher Scoring iterations: 5

# Predictions  
pred\_probs <- predict (model, newdata = testData, type = "response")  
pred\_classes <- ifelse(pred\_probs > 0.5, 1, 0)

*RESULTS*  
  
# Confusion Matrix for 0.5 threshold  
conf\_matrix <- confusionMatrix(  
 factor(pred\_classes, levels = c(0, 1)),  
 factor(testData$Diagnosis, levels = c(0, 1))  
)  
print(conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 91 21  
## 1 9 32  
##   
## Accuracy : 0.8039   
## 95% CI : (0.7321, 0.8636)  
## No Information Rate : 0.6536   
## P-Value [Acc > NIR] : 3.3e-05   
##   
## Kappa : 0.5426   
##   
## Mcnemar's Test P-Value : 0.04461   
##   
## Sensitivity : 0.9100   
## Specificity : 0.6038   
## Pos Pred Value : 0.8125   
## Neg Pred Value : 0.7805   
## Prevalence : 0.6536   
## Detection Rate : 0.5948   
## Detection Prevalence : 0.7320   
## Balanced Accuracy : 0.7569   
##   
## 'Positive' Class : 0   
##

# Threshold 0.4  
pred\_classes\_40 <- ifelse(pred\_probs > 0.4, 1, 0)  
conf\_matrix\_40 <- confusionMatrix(  
 factor(pred\_classes\_40, levels = c(0, 1)),  
 factor(testData$Diagnosis, levels = c(0, 1))  
)  
print(conf\_matrix\_40)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 83 14  
## 1 17 39  
##   
## Accuracy : 0.7974   
## 95% CI : (0.7249, 0.858)  
## No Information Rate : 0.6536   
## P-Value [Acc > NIR] : 7.169e-05   
##   
## Kappa : 0.5584   
##   
## Mcnemar's Test P-Value : 0.7194   
##   
## Sensitivity : 0.8300   
## Specificity : 0.7358   
## Pos Pred Value : 0.8557   
## Neg Pred Value : 0.6964   
## Prevalence : 0.6536   
## Detection Rate : 0.5425   
## Detection Prevalence : 0.6340   
## Balanced Accuracy : 0.7829   
##   
## 'Positive' Class : 0   
##

# Threshold 0.45  
pred\_classes\_45 <- ifelse(pred\_probs > 0.45, 1, 0)  
conf\_matrix\_45 <- confusionMatrix(  
 factor(pred\_classes\_45, levels = c(0, 1)),  
 factor(testData$Diagnosis, levels = c(0, 1))  
)  
print(conf\_matrix\_45)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 89 18  
## 1 11 35  
##   
## Accuracy : 0.8105   
## 95% CI : (0.7393, 0.8692)  
## No Information Rate : 0.6536   
## P-Value [Acc > NIR] : 1.46e-05   
##   
## Kappa : 0.568   
##   
## Mcnemar's Test P-Value : 0.2652   
##   
## Sensitivity : 0.8900   
## Specificity : 0.6604   
## Pos Pred Value : 0.8318   
## Neg Pred Value : 0.7609   
## Prevalence : 0.6536   
## Detection Rate : 0.5817   
## Detection Prevalence : 0.6993   
## Balanced Accuracy : 0.7752   
##   
## 'Positive' Class : 0   
##

*ANALYSIS*

*In binary classification, the common threshold is 0.5 and determines the probability cutoff for predicting class 1 vs class 0. Modifying this threshold will affect the model’s overall performance of trade-offs, particularly sensitivity and specificity. From those confusions' matrices, a conclusion can be made that lowering the threshold (from 0.5 to 0.4) leads to an increased specificity (model becoming more aware in predicting positive class), which leads to fewer false positives.*

*There is also a decreased sensitivity; the model becomes more likely to miss actual positives (people with no GDM diagnosis), resulting in an increase in false negatives. The model sensitivity shows a drop from 0.91 to 0.83, while specificity rises sharply (0.60 to 0.74). We notice a balance at the 0.45 threshold; the specificity is reduced from the 0.4 threshold but reflects a sharp increase from the 0.5 threshold. The sensitivity is also slightly reduced (0.91 to 0.89).*

# AUC & ROC Curve  
if (!require(pROC)) install.packages("pROC")

## Loading required package: pROC

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

library(pROC)  
roc\_obj <- roc(testData$Diagnosis, pred\_probs)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

plot(roc\_obj, col = "blue", main = "ROC Curve - Logistic Regression")
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*Area Under Curve (roc\_obj)*

**## Area under the curve: 0.8975**

# Cross-Validation  
ctrl <- trainControl(method = "cv", number = 10)  
cv\_model <- train(Diagnosis ~ .,   
 data = data,   
 method = "glm",   
 family = "binomial",   
 trControl = ctrl)  
print(cv\_model)

***The ROC (Receiver Operating Characteristic) curve is designed to show sensitivity (True Positive) vs 1 – Specificity (False Positive). It also helps to assess the model’s discriminative ability.***

## Generalized Linear Model   
##   
## 768 samples  
## 8 predictor  
## 2 classes: '0', '1'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10-fold)   
## Summary of sample sizes: 691, 691, 691, 692, 691, 691, ...   
## Resampling results:  
##   
## Accuracy Kappa   
## 0.7616883 0.4489684

***We trained a GLM on sample data of 768 observations using 10-fold cross-validation. An accuracy of approximately 76.2% was obtained, with a Kappa score of 0.45, suggesting a moderate predictive power and fair agreement between the predicted and true outcomes. The model shows a somewhat acceptable performance with no sign of overfitting.***

##############################################################

**MODEL BUILDING AND VALIDATION: SUPPORT VECTOR MACHINE (SVM)**

##############################################################

**# LASSO Feature Selection**

if (!require(glmnet)) install.packages("glmnet")

## Loading required package: glmnet

## Loading required package: Matrix

## Loaded glmnet 4.1-9

library(glmnet)  
  
x <- model.matrix(Diagnosis ~ ., data = data)[, -1]  
y <- data$Diagnosis  
  
lasso\_cv <- cv.glmnet(x, y, alpha = 1, family = "binomial")  
plot(lasso\_cv)

*LASSO (Least Absolute Shrinkage and Selection Operator) is a regularization technique commonly used in regression models. It is very useful for feature selection.*

*LASSO helps you choose the most important variables for a prediction model, by adding a penalty to the model, forcing it to use less variables. If a variable is not crucial for prediction, LASSO will shrink its coefficient to 0, prompting the model to ignore it.*

*The amount of penalty applied is controlled by Lambda; therefore, a bigger Lamba means more shrinking and fewer variables left in the model.*
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lasso\_coef <- coef(lasso\_cv, s = "lambda.min")  
print(lasso\_coef)

## 9 x 1 sparse Matrix of class "dgCMatrix"  
## s0  
## (Intercept) -10.028806864  
## Pregnancies 0.106810799  
## Glucose 0.032636544  
## BloodPressure 0   
## SkinThickness 0.001647376  
## Insulin 0.012573503  
## BMI 0.079973451  
## Pedigree 0.673206607  
## Age 0.008678611

***ANALYSIS OF RESULTS***

***Here we can see that LASSO has selected 7 out of 8 features. All the non-zero coefficients' values were the ones selected by LASSO. Blood pressure dropped; therefore Pregnancies, Glucose, SkinThickness, Insulin, BMI, Pedigree, and Age were selected as important predictors for our target variable (GDM).***

**# --- SVM with SMOTE and Hyperparameter Tuning ---**

***SMOTE (Synthetic Minority Over-sampling Technique) is a common technique used in cases of imbalanced classification problems. It is mostly used in scenarios where the positive or minority class has fewer examples than the other class.***

if (!require(smotefamily)) install.packages("smotefamily")

## Loading required package: smotefamily

if (!require(DMwR2)) install.packages("DMwR2")

## Loading required package: DMwR2

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

if (!require(e1071)) install.packages("e1071")  
if (!require(caret)) install.packages("caret")  
library(smotefamily)  
library(DMwR2)  
library(e1071)  
library(caret)  
  
**# Prepare for SMOTE**  
data$Diagnosis <- as.factor(data$Diagnosis)  
x\_smote <- data[, -which(names(data) == "Diagnosis")]  
y\_smote <- data$Diagnosis  
smote\_result <- SMOTE(x\_smote, y\_smote, K = 5, dup\_size = 1)  
balanced\_data <- smote\_result$data  
names(balanced\_data)[ncol(balanced\_data)] <- "Diagnosis"  
balanced\_data$Diagnosis <- as.factor(balanced\_data$Diagnosis)  
  
**# Split balanced data**  
set.seed(123)  
index <- sample(1:nrow(balanced\_data), 0.7 \* nrow(balanced\_data))  
train\_data <- balanced\_data[index, ]  
test\_data <- balanced\_data[-index, ]  
  
**# Tuning SVM**  
tune\_result <- tune(svm,  
 Diagnosis ~ .,  
 data = train\_data,  
 kernel = "radial",  
 ranges = list(cost = c(0.1, 1, 10, 100),  
 gamma = c(0.001, 0.01, 0.1, 1)))  
summary(tune\_result)

***The tuning function was used with 10-fold cross-validation to find the best pairs of cost and gamma.***

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost gamma  
## 10 0.1  
##   
## - best performance: 0.1945396   
##   
## - Detailed performance results:  
## cost gamma error dispersion  
## 1 0.1 0.001 0.5296613 0.06509911  
## 2 1.0 0.001 0.2401256 0.03549553  
## 3 10.0 0.001 0.2318683 0.03771371  
## 4 100.0 0.001 0.2208714 0.04074741  
## 5 0.1 0.010 0.2332382 0.03633488  
## 6 1.0 0.010 0.2277207 0.04116878  
## 7 10.0 0.010 0.2249810 0.04409885  
## 8 100.0 0.010 0.2001142 0.04799709  
## 9 0.1 0.100 0.2277588 0.04388740  
## 10 1.0 0.100 0.2002473 0.05321718  
## 11 10.0 0.100 0.1945396 0.03864228  
## 12 100.0 0.100 0.2233067 0.05267301  
## 13 0.1 1.000 0.4824962 0.07807407  
## 14 1.0 1.000 0.2152017 0.04804639  
## 15 10.0 1.000 0.2165906 0.04927626  
## 16 100.0 1.000 0.2165906 0.04927626

***The best parameters found were cost = 10 and gamma = 0.1 as they correspond to the lowest error across all tested combinations.***

***The best performance = 0.1945 means that the model had a cross-validated error rate of ~19.45% or an accuracy of about 80.55%***

**# Train best model**  
best\_model <- svm(Diagnosis ~ .,   
 data = train\_data,   
 kernel = "radial",   
 cost = tune\_result$best.parameters$cost,  
 gamma = tune\_result$best.parameters$gamma,  
 probability = TRUE)

**# Predict**  
svm\_probs <- predict(best\_model, test\_data, probability = TRUE)  
probs <- attr(svm\_probs, "probabilities")[, "1"]  
custom\_pred <- ifelse(probs > 0.4, "1", "0")  
custom\_pred <- factor(custom\_pred, levels = c("0", "1"))

**# Evaluate**  
conf\_mat <- confusionMatrix(custom\_pred, test\_data$Diagnosis)  
print(conf\_mat)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 98 23  
## 1 46 144  
##   
## Accuracy : 0.7781   
## 95% CI : (0.7278, 0.8231)  
## No Information Rate : 0.537   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.5489   
##   
## Mcnemar's Test P-Value : 0.008085   
##   
## Sensitivity : 0.6806   
## Specificity : 0.8623   
## Pos Pred Value : 0.8099   
## Neg Pred Value : 0.7579   
## Prevalence : 0.4630   
## Detection Rate : 0.3151   
## Detection Prevalence : 0.3891   
## Balanced Accuracy : 0.7714   
##   
## 'Positive' Class : 0   
##

***The results of the SVM are pretty good with an accuracy of 78% approximately and a sensitivity and specificity of 68% and 86%.***

# F1, F2 Scores  
precision <- conf\_mat$byClass["Pos Pred Value"]  
recall <- conf\_mat$byClass["Sensitivity"]  
f1 <- 2 \* (precision \* recall) / (precision + recall)  
f2 <- (5 \* precision \* recall) / ((4 \* precision) + recall)  
  
cat("\n--- Additional Metrics ---\n")

##   
## --- Additional Metrics ---

cat("Precision:", round(precision, 4), "\n")

## Precision: 0.8099

cat("Recall :", round(recall, 4), "\n")

## Recall : 0.6806

cat("F1 Score :", round(f1, 4), "\n")

## F1 Score : 0.7396

cat("F2 Score :", round(f2, 4), "\n")

## F2 Score : 0.703

***RESULTS***

***Precision (~81%) shows that about 81% of all model predictions made for the positive class were correct. This is pretty accurate, particularly in the medical field.***

***Recall (68.06%): percentage of actual positive cases in the model identified correctly. This measures the sensitivity of the model.***

***F1 Score (~74%) is the harmonic mean of precision and recall. This score suggests moderate performance.***

***F2 Score (70%) means that the model performance is reasonable, but still misses some true cases***

**# ROC Curve & AUC**  
if (!require(pROC)) install.packages("pROC")  
library(pROC)  
roc\_obj <- roc(test\_data$Diagnosis, probs)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

plot(roc\_obj, main = "ROC Curve - Tuned SVM", col = "blue", lwd = 2)

![](data:image/png;base64,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)

cat("AUC:", round(auc(roc\_obj), 4), "\n")

**## AUC: 0.8419**

library(caret)  
library(randomForest)

## randomForest 4.7-1.2

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

###############################################

# **MODEL BUILDING AND EVALUATION: RANDOM FOREST**

###############################################

# Load required libraries  
library(randomForest)  
library(caret)  
library(e1071) # For confusion matrix  
library(pROC) # For ROC curves  
  
# Ensure reproducibility  
set.seed(123)  
  
# Prepare data (assuming you've already done the preprocessing)  
# Make sure Diagnosis is a factor for classification  
data$Diagnosis <- as.factor(data$Diagnosis)  
  
# Create train-test split (80-20 split)  
train\_index <- createDataPartition(data$Diagnosis, p = 0.8, list = FALSE)  
train\_data <- data[train\_index, ]  
test\_data <- data[-train\_index, ]  
  
# Check class distribution in both sets  
print("Training set class distribution:")

## [1] "Training set class distribution:"

print(table(train\_data$Diagnosis))

##   
## 0 1   
## 400 215

print("Test set class distribution:")

## [1] "Test set class distribution:"

print(table(test\_data$Diagnosis))

##   
## 0 1   
## 100 53

# Train Random Forest model  
# Basic model  
rf\_model <- randomForest(  
 Diagnosis ~ .,  
 data = train\_data,  
 ntree = 500, # Number of trees  
 mtry = sqrt(ncol(train\_data) - 1), # Number of variables at each split  
 importance = TRUE, # Calculate variable importance  
 proximity = TRUE # Calculate proximity matrix  
)  
  
# Print model summary  
print(rf\_model)

##   
## Call:  
## randomForest(formula = Diagnosis ~ ., data = train\_data, ntree = 500, mtry = sqrt(ncol(train\_data) - 1), importance = TRUE, proximity = TRUE)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 3  
##   
## OOB estimate of error rate: 24.07%  
## Confusion matrix:  
## 0 1 class.error  
## 0 341 59 0.1475000  
## 1 89 126 0.4139535

# Make predictions on test set  
test\_predictions <- predict(rf\_model, test\_data)  
test\_probabilities <- predict(rf\_model, test\_data, type = "prob")  
  
# Evaluate model performance  
confusion\_matrix <- confusionMatrix(test\_predictions, test\_data$Diagnosis)  
print(confusion\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 90 16  
## 1 10 37  
##   
## Accuracy : 0.8301   
## 95% CI : (0.761, 0.8859)  
## No Information Rate : 0.6536   
## P-Value [Acc > NIR] : 9.866e-07   
##   
## Kappa : 0.6145   
##   
## Mcnemar's Test P-Value : 0.3268   
##   
## Sensitivity : 0.9000   
## Specificity : 0.6981   
## Pos Pred Value : 0.8491   
## Neg Pred Value : 0.7872   
## Prevalence : 0.6536   
## Detection Rate : 0.5882   
## Detection Prevalence : 0.6928   
## Balanced Accuracy : 0.7991   
##   
## 'Positive' Class : 0   
##

# Calculate additional metrics  
accuracy <- confusion\_matrix$overall['Accuracy']  
sensitivity <- confusion\_matrix$byClass['Sensitivity']  
specificity <- confusion\_matrix$byClass['Specificity']  
  
print(paste("Accuracy:", round(accuracy, 3)))

## [1] "Accuracy: 0.83"

print(paste("Sensitivity (Recall):", round(sensitivity, 3)))

## [1] "Sensitivity (Recall): 0.9"

print(paste("Specificity:", round(specificity, 3)))

## [1] "Specificity: 0.698"

# ROC Curve and AUC  
roc\_curve <- roc(test\_data$Diagnosis, test\_probabilities[, 2])

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

auc\_value <- auc(roc\_curve)  
print(paste("AUC:", round(auc\_value, 3)))

## [1] "AUC: 0.87"

# Plot ROC curve  
plot(roc\_curve, main = paste("ROC Curve (AUC =", round(auc\_value, 3), ")"))
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# Variable Importance  
importance\_scores <- importance(rf\_model)  
print("Variable Importance:")

## [1] "Variable Importance:"

print(importance\_scores)

## 0 1 MeanDecreaseAccuracy MeanDecreaseGini  
## Pregnancies 13.486334 2.5382848 14.011730 21.29720  
## Glucose 36.445772 37.6716727 51.227687 81.53417  
## BloodPressure 3.614785 -0.5975323 2.374866 24.77932  
## SkinThickness 2.390173 1.4721779 2.806923 19.44625  
## Insulin 2.226522 3.7170994 4.281303 12.06789  
## BMI 7.173496 17.7605216 17.765903 47.28254  
## Pedigree 4.986104 0.2477997 3.854836 36.19771  
## Age 12.635518 5.8402756 15.112214 36.62751

# Plot variable importance  
varImpPlot(rf\_model, main = "Variable Importance Plot")
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# Alternative importance plot using ggplot2  
importance\_df <- data.frame(  
 Variable = rownames(importance\_scores),  
 MeanDecreaseAccuracy = importance\_scores[, "MeanDecreaseAccuracy"],  
 MeanDecreaseGini = importance\_scores[, "MeanDecreaseGini"]  
)  
  
library(ggplot2)  
ggplot(importance\_df, aes(x = reorder(Variable, MeanDecreaseAccuracy), y = MeanDecreaseAccuracy)) +  
 geom\_col(fill = "steelblue") +  
 coord\_flip() +  
 labs(title = "Variable Importance (Mean Decrease Accuracy)",  
 x = "Variables", y = "Mean Decrease Accuracy") +  
 theme\_minimal()
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# Model tuning with cross-validation  
# Define parameter grid for tuning  
tune\_grid <- expand.grid(  
 mtry = c(2, 3, 4, 5, 6) # Different values for mtry  
)  
  
# Set up cross-validation  
ctrl <- trainControl(  
 method = "cv",  
 number = 5, # 5-fold cross-validation  
 classProbs = TRUE,  
 summaryFunction = twoClassSummary,  
 savePredictions = TRUE  
)  
  
# Convert factor levels to valid names for caret  
levels(train\_data$Diagnosis) <- c("No", "Yes")  
levels(test\_data$Diagnosis) <- c("No", "Yes")  
  
# Train model with cross-validation  
rf\_tuned <- train(  
 Diagnosis ~ .,  
 data = train\_data,  
 method = "rf",  
 trControl = ctrl,  
 tuneGrid = tune\_grid,  
 metric = "ROC",  
 ntree = 500  
)  
  
# Print tuning results  
print(rf\_tuned)

## Random Forest   
##   
## 615 samples  
## 8 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (5 fold)   
## Summary of sample sizes: 492, 492, 492, 492, 492   
## Resampling results across tuning parameters:  
##   
## mtry ROC Sens Spec   
## 2 0.8199128 0.8475 0.5488372  
## 3 0.8197093 0.8425 0.5581395  
## 4 0.8183140 0.8425 0.5534884  
## 5 0.8166570 0.8400 0.5767442  
## 6 0.8156977 0.8325 0.5767442  
##   
## ROC was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 2.

plot(rf\_tuned)

![](data:image/png;base64,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)

# Make predictions with tuned model  
tuned\_predictions <- predict(rf\_tuned, test\_data)  
tuned\_probabilities <- predict(rf\_tuned, test\_data, type = "prob")  
  
# Evaluate tuned model  
tuned\_confusion <- confusionMatrix(tuned\_predictions, test\_data$Diagnosis)  
print("Tuned Model Performance:")

## [1] "Tuned Model Performance:"

print(tuned\_confusion)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 88 17  
## Yes 12 36  
##   
## Accuracy : 0.8105   
## 95% CI : (0.7393, 0.8692)  
## No Information Rate : 0.6536   
## P-Value [Acc > NIR] : 1.46e-05   
##   
## Kappa : 0.5719   
##   
## Mcnemar's Test P-Value : 0.4576   
##   
## Sensitivity : 0.8800   
## Specificity : 0.6792   
## Pos Pred Value : 0.8381   
## Neg Pred Value : 0.7500   
## Prevalence : 0.6536   
## Detection Rate : 0.5752   
## Detection Prevalence : 0.6863   
## Balanced Accuracy : 0.7796   
##   
## 'Positive' Class : No   
##

# Compare models  
cat("\n=== Model Comparison ===\n")

##   
## === Model Comparison ===

cat("Basic RF Accuracy:", round(accuracy, 3), "\n")

## Basic RF Accuracy: 0.83

cat("Tuned RF Accuracy:", round(tuned\_confusion$overall['Accuracy'], 3), "\n")

## Tuned RF Accuracy: 0.81

# Feature selection based on importance (optional)  
# Select top features  
top\_features <- head(importance\_df[order(-importance\_df$MeanDecreaseAccuracy), ], 5)  
print("Top 5 most important features:")

## [1] "Top 5 most important features:"

print(top\_features$Variable)

## [1] "Glucose" "BMI" "Age" "Pregnancies" "Insulin"

# Train a model with only top features  
formula\_top <- as.formula(paste("Diagnosis ~", paste(top\_features$Variable, collapse = " + ")))  
rf\_top\_features <- randomForest(  
 formula\_top,  
 data = train\_data,  
 ntree = 500,  
 importance = TRUE  
)  
  
# Evaluate reduced model  
top\_predictions <- predict(rf\_top\_features, test\_data)  
top\_confusion <- confusionMatrix(top\_predictions, test\_data$Diagnosis)  
cat("Top Features Model Accuracy:", round(top\_confusion$overall['Accuracy'], 3), "\n")

## Top Features Model Accuracy: 0.797

############################################################################

# **MODEL BUILDING AND EVALUATION: XGBOOST**

#############################################################################

library(pROC)  
library(caret)  
library(xgboost)

##   
## Attaching package: 'xgboost'

## The following object is masked from 'package:dplyr':  
##   
## slice

**# Feature selection based on pearson correlation of threshold 0.1**  
cor\_vals <- cor\_matrix[, "Diagnosis"]  
**# View all correlations with Diagnosis**  
print(cor\_vals)

## Pregnancies Glucose BloodPressure SkinThickness Insulin   
## 0.2218982 0.4927824 0.1689712 0.2201109 0.2663816   
## BMI Pedigree Age Diagnosis   
## 0.3128112 0.1738441 0.2383560 1.0000000

selected\_features <- names(cor\_vals[abs(cor\_vals) > 0.1 & names(cor\_vals) != "Diagnosis"])  
print(selected\_features)

## [1] "Pregnancies" "Glucose" "BloodPressure" "SkinThickness"  
## [5] "Insulin" "BMI" "Pedigree" "Age"

***Pearson correlation was calculated between each feature and the target variable (Diagnosis). Then features with a correlation coefficient greater than 0.1 were selected. In this way, we filter out features that are weakly related and keep those that show a stronger linear association with the target.***

***We see clearly that 8 features were selected, excluding only the ones with correlation <= 0.1. This step was needed for preliminary filtering before the actual modeling, as it reduces noise while keeping contributing variables.***

**# Subset data with selected features + target**  
data\_selected <- data[, c(selected\_features, "Diagnosis")]  
  
# **Standardization - only on selected features (excluding target)**

**Z-score normalization**

features <- data\_selected[, -which(names(data\_selected) == "Diagnosis")]  
features\_scaled <- scale(features)

***z-score normalization was applied for feature selection. Helpful for models, as it ensures an equal contribution of all features to the model.***

**# Combine scaled features with Diagnosis**  
data\_scaled <- as.data.frame(cbind(features\_scaled, Diagnosis = data\_selected$Diagnosis))

***Target variable was added back to scaled data so it can be used for modeling***

**# Separate predictors and target**  
X <- as.matrix(data\_scaled[, -which(names(data\_scaled) == "Diagnosis")])  
y <- as.integer(data\_scaled$Diagnosis) - 1  
  
  
set.seed(123)  
train\_idx <- createDataPartition(y, p = 0.7, list = FALSE)  
train\_X <- X[train\_idx, ]  
train\_y <- y[train\_idx]  
test\_X <- X[-train\_idx, ]  
test\_y <- y[-train\_idx]

**# Define Parameters**

params <- list(  
 booster = "gbtree",  
 objective = "binary:logistic",  
 eval\_metric = "auc",  
 eta = 0.1,  
 max\_depth = 4,  
 subsample = 0.8,  
 colsample\_bytree = 0.8  
)

***Booster used is the gradient-boosted decision trees, with the goal of solving a binary classification problem. 80% of the data used in each boosting round (good for randomness). Also, overfitting is reduced by using colsample\_bytree of 80% (percentage of features used in each tree)***

**# Cross-Validation to Find Best nrounds**  
  
set.seed(123)  
cv\_results <- xgb.cv(  
 params = params,  
 data = train\_X,  
 label = train\_y,  
 nrounds = 100,  
 nfold = 10,  
 showsd = TRUE,  
 stratified = TRUE,  
 print\_every\_n = 10,  
 early\_stopping\_rounds = 10,  
 maximize = TRUE  
)

## [1] train-auc:0.838329+0.027840 test-auc:0.726991+0.068488   
## Multiple eval metrics are present. Will use test\_auc for early stopping.  
## Will train until test\_auc hasn't improved in 10 rounds.  
##   
## [11] train-auc:0.927224+0.005962 test-auc:0.825434+0.053667   
## [21] train-auc:0.940032+0.003996 test-auc:0.831974+0.052686   
## [31] train-auc:0.950921+0.004603 test-auc:0.830904+0.044413   
## Stopping. Best iteration:  
## [21] train-auc:0.940032+0.003996 test-auc:0.831974+0.052686

best\_nrounds <- cv\_results$best\_iteration  
cat("Best nrounds:", best\_nrounds, "\n")

## Best nrounds: 21

**# Final Model Training**  
  
final\_model <- xgboost(  
 data = train\_X,  
 label = train\_y,  
 objective = params$objective,  
 eval\_metric = params$eval\_metric,  
 nrounds = best\_nrounds,  
 eta = params$eta,  
 max\_depth = params$max\_depth,  
 subsample = params$subsample,  
 colsample\_bytree = params$colsample\_bytree,  
 verbose = 0  
)  
  
  
**# Predict on Test Set**  
  
**# Lowered threshold to 0.4 to improve sensitivity**  
pred\_probs <- predict(final\_model, test\_X)  
preds <- ifelse(pred\_probs >= 0.4, 1, 0)  
  
  
**# Evaluation**  
  
preds\_factor <- factor(preds, levels = c(0, 1))  
test\_y\_factor <- factor(test\_y, levels = c(0, 1))  
  
conf\_matrix <- confusionMatrix(preds\_factor, test\_y\_factor, positive = "1")  
print(conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 113 22  
## 1 36 59  
##   
## Accuracy : 0.7478   
## 95% CI : (0.6865, 0.8026)  
## No Information Rate : 0.6478   
## P-Value [Acc > NIR] : 0.0007366   
##   
## Kappa : 0.4683   
##   
## Mcnemar's Test P-Value : 0.0878251   
##   
## Sensitivity : 0.7284   
## Specificity : 0.7584   
## Pos Pred Value : 0.6211   
## Neg Pred Value : 0.8370   
## Prevalence : 0.3522   
## Detection Rate : 0.2565   
## Detection Prevalence : 0.4130   
## Balanced Accuracy : 0.7434   
##   
## 'Positive' Class : 1   
##

**# Generate ROC curve**  
roc\_obj <- roc(test\_y, pred\_probs)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

**# Plot ROC curve**  
plot(roc\_obj, main = "ROC Curve for XGBoost Model", col = "blue", lwd = 2)
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**# Print AUC value**  
auc\_value <- auc(roc\_obj)  
cat("AUC:", auc\_value, "\n")

## AUC: 0.8230591

############################################################################

MODEL ANALYSIS AND LIMITATIONS

############################################################################

#### **Strengths**

Model diversity: We evaluated several models, covering a broad range from interpretable to complex models

Use of SMOTE: this balancing technique helped us address class imbalance, which is a common issue GDM prediction

Performance wise: all models achieved a decent AUC score (~84 – 90%). This clearly shows a strong discriminative power.

Feature relevance: the features we selected ( Glucose,BMI,Age,etc) exactly align with most of the ones mentioned in top studies. This clearly shows its biological potential.

#### **LIMITATIONS**

*Dataset scope: our dataset, while being clean, is limited in clinical depth as it lacks variables such as HbA1c, ethnicity, dietary behavior, or family medical history. Those were commonly used in robust models that we mentioned in our literature review.*

*Cross-sectional: our dataset is restricted to a single time point which makes the model’s ability to detect temporal changes harder.*

*Interpretability vs Accuracy Trade-off: it is true that advanced models like XGBoost perform better but are unfortunately harder to interpret than Logistic Regression. Interpretation is critical in clinical settings.*

*Generalizability: data sources like the PIMA dataset lack population diversity. This factor restricts the model’s applicability across diverse populations with different lifestyle styles globally.*

############################################################################

RECOMMENDATIONS

############################################################################

*Features improvement: we can include richer clinical and behavioral data such as: HbA1c, Dietary Intake, Physical activity, ethnicity, etc. Those features have shown relevance in recent studies.*

*Collecting Temporal data: collection of time-series data across pregnancy phases in order to capture early risks patterns and dynamic independent variables. This will allow timely intervention and prediction before the OGTT window.*

*Model Interpretation: tools such as SHAP ( SHapley Additive exPlanations) and LIME (Local Interpretable Model-Agnostic Explanations) can be used to make complex models such as XGBoost more transparent for clinical users.*

*Advanced Preprocessing: we can improve data imputation with multiple imputation or predictive mean matching. We can also explore robust scaling or quantile transformation to improve our model’s learning on skewed variables.*

*External Validation: the use of independent datasets from a completely different population can help us test real-world generalizability. This testing practice has shown that model's performance can drop significantly due to the skipping of this step.*