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**1 Вариант задания**

Вариант задания представляет собой пару: входной язык и выходной язык (таблица 1).

Таблица 1 – Вариант задания

|  |  |  |
| --- | --- | --- |
| № варианта | Входной язык | Выходной язык |
| 47 | PHP | R |

Разработать программу для перевода закодированного текста исходной программы в обратную польскую запись.

Программа получает на входе файл – результат лексического анализа и строит обратную польскую запись исходной программы.

Отчет по работе должен содержать полное описание алгоритма Дейкстры: таблицу приоритетов операторов и операций, а также алгоритм работы со стеком. Листинг программы и комментарии к нему, пример.

**2 Понятие обратной польской записи**

Обратная польская запись (ОПЗ) – представляет собой одну из форм записи выражений и операторов, отличительной особенностью которой является расположение аргументов (операндов) перед операцией (оператором).

Например, выражение, записанное в обычной скобочной записи,

(a+d)/c+b\*(e+d),

в ОПЗ имеет следующее представление:

ad+c/bed+\*+.

Обратная польская запись получила широкое распространение благодаря своему основному преимуществу ОПЗ может быть вычислена за один просмотр цепочки слева направо, который часто называют проходом.

**3 Алгоритм Дейкстры**

Исследованию формальных способов преобразования арифметических и логических выражений в ОПЗ посвящены многочисленные исследования, однако в практике системного программирования наибольшее распространение получили способы преобразования на основе алгоритма Дейкстры.

Суть алгоритма Дейкстры можно представить следующим рисунком:
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Рисунок 1 – Суть алгоритма Дейкстры

Из этого рисунка следует, что на вход алгоритма посимвольно поступает исходное выражение. Операнды исходного выражения пропускаются на выход и формируют так же посимвольно выходную строку. Операции обрабатываются по определенным правилам на основе стека.

Для реализации такой обработки известное в системном программировании понятие стека используется также в алгоритме Дейкстры для размещения в нем операций. При этом предварительно каждой операции приписывается свой приоритет на основе таблицы приоритетов, которая приведена ниже (таблица 2).

Таблица 2 – Таблица приоритетов

|  |  |
| --- | --- |
| Входной элемент | Приоритет |
| (  if  while  [  АЭМ  Ф  { | 0 |
| )  ,  ;  do  else  ] | 1 |
| = | 2 |
| Or  Xor | 3 |
| and | 4 |
| ! | 5 |

Продолжение таблицы 2

|  |  |
| --- | --- |
| Входной элемент | Приоритет |
| <  <=  !=  =  <>  >  >= | 6 |
| ^  &  |  ~  <<  >> | 7 |
| +  -  . | 8 |
| \*  /  % | 9 |
| \*\* | 10 |
| $ | 11 |
| }  function  return  echo | 12 |

**4 Перевод операторов цикла в ОПЗ**

Обработка оператора цикла с предусловием WHILE выражение DO оператор;:

1. Символ WHILE из входной строки заносится в стек. В стеке к символу WHILE добавляется рабочая метка Mi и после этого в выходную строку записывается часть Mi:.
2. Символ DO выталкивает в выходную строку все операции из стека до ближайшего WHILE Mi. В стеке к WHILE Mi добавляется рабочая метка Mi+1 и после этого в выходную строку записывается часть Mi+1 УПЛ.
3. Символ ‘;’ указывает на конец оператора цикла с предусловием и выталкивает из стека все символы до ближайшего WHILE Mi Mi+1, при этом сам WHILE уничтожается, а в выходную строку помещается Mi БП Mi+1:.

Обработка оператора цикла с постусловием while оператор do выражение; можно заменить последовательностью операторов

1. Символ ‘;’ указывает на конец оператора цикла с постусловием и выталкивают из стека все символы до ближайшего do Mi, при этом сам do уничтожается, а в выходную строку помещаются Mi+1 УПЛ Mi БП Mi+1:.

**5 Результаты экспериментов**

Примеры работы программы для программы для тестирования.
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Рисунок 2 – Скриншот файла №1, содержащего текст на входном языке программирования
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Рисунок 3 – Результат работы программы №1 в загруженном с первого этапа словаре.
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Рисунок 4 – Результат работы программы №1 в оригинальном языке.
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Рисунок 4 – Скриншот файла №2, содержащего текст на входном языке программирования
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Рисунок 5 – Результат работы программы №2 в словаре с первого этапа.

![](data:image/png;base64,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)

Рисунок 6 – Результат работы программы №2 в оригинальном языке

**ПРИЛОЖЕНИЕ А   
Листинг программы и комментарии к нему**

import re  
  
from PyQt6.QtCore import QRunnable, QThread  
from PyQt6.QtGui import QTextCursor  
import json  
  
class LecAnalysis():  
 def createTokensCod(self,token\_class,token\_value):  
 if not(token\_value in self.tokens[token\_class]):  
 token\_code = str(len(self.tokens[token\_class])+1)  
 self.tokens[token\_class][token\_value] = token\_class + token\_code  
 def \_\_init\_\_(self):  
 self.OPERATIONS = ['$','.','+','-','\*','/','%','\*\*','=','==','!=','>','>=','<','<=','<>','^','&','|','~','<<','>>','!','and','or','xor']  
 self.CREATED\_FUNC = ['pow','sqrt','sin','cos','tan','abs','log','log10','max','min','array']  
 self.SERVICE\_WORDS = ['if','else','while','break','continue','function','return','echo','true','false','null','do']  
 self.SEPARATORS = [',',';','(',')',' ','\n','\t',"'",'"','<?','?>','{','}','[',']','#']  
 self.tokens = {'W':{},'I':{},'O':{},'R':{},'N':{},'C':{}}  
 def process(self):  
 self.tokens = {'W': {}, 'I': {}, 'O': {}, 'R': {}, 'N': {}, 'C': {}}  
 for service\_word in self.SERVICE\_WORDS:  
 self.createTokensCod('W',service\_word)  
 for operation in self.OPERATIONS:  
 self.createTokensCod('O',operation)  
 for separator in self.SEPARATORS:  
 self.createTokensCod('R', separator)  
 for operation in self.CREATED\_FUNC:  
 self.createTokensCod('I',operation)  
 f = open('./files/Input.txt','r')  
 input\_sequence = f.read()  
 f.close()  
  
  
 i=0  
 state = 'S'  
 output\_sequance = buffer = ''  
 while i!=len(input\_sequence):  
 symbol = input\_sequence[i]  
 if state == 'S':  
 buffer=''  
 if symbol=='$':  
 state = 'q9'  
 output\_sequance+=self.tokens['O']['$']+' '  
 elif symbol=='\_':  
 state='q26'  
 buffer=symbol  
 elif symbol=='?':  
 buffer = symbol  
 state='q28'  
 elif symbol.isalpha():  
 state = 'q1'  
 buffer=symbol  
 elif symbol.isdigit():  
 buffer=symbol  
 state = 'q3'  
 elif symbol=='.':  
 buffer=symbol  
 state = 'q7'  
 elif symbol == "'":  
 state = 'q8'  
 elif symbol =='"':  
 state='q10'  
 elif symbol == '/':  
 state = 'q15'  
 buffer=symbol  
 elif symbol == '#':  
 state = 'q19'  
 elif i == len(input\_sequence) - 1:  
 state = 'Z'  
 elif symbol in self.tokens['O'].keys():  
 state = 'q14'  
 buffer=symbol  
 elif symbol in self.tokens['R'].keys():  
 state='q20'  
 buffer=symbol  
 elif state == 'q9':  
 if symbol=='\_':  
 state='q26'  
 buffer=symbol  
 if symbol.isalpha():  
 state='q1'  
 buffer=buffer+symbol  
 elif state == 'q1':  
 if symbol.isalpha() or symbol=='\_':  
 buffer = buffer + symbol  
 state='q1'  
 elif symbol.isdigit():  
 buffer = buffer + symbol  
 state='q2'  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' '  
 state='S'  
 i=i-1  
 elif state == 'q2':  
 if symbol.isalpha() or symbol.isdigit() or symbol=='\_':  
 state='q2'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' '  
 state='S'  
 i=i-1  
 elif state == 'q3':  
 if symbol.isdigit():  
 state='q3'  
 buffer = buffer + symbol  
 elif symbol=='.':  
 state='q4'  
 buffer = buffer + symbol  
 elif symbol=='E' or symbol=='e':  
 state='q5'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N', buffer)  
 output\_sequance += self.tokens['N'][buffer] + ' '  
 state='S'  
 i=i-1  
 elif state == 'q7':  
 if symbol.isdigit():  
 state='q4'  
 buffer = buffer + symbol  
 else:  
 i=i-1  
 output\_sequance +=self.tokens['O']['.']+' '  
 state='S'  
 elif state == 'q5':  
 if symbol.isdigit() or symbol=='-':  
 state='q6'  
 buffer = buffer + symbol  
 elif state == 'q6':  
 if symbol.isdigit():  
 state='q6'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N',buffer)  
 output\_sequance+=self.tokens['N'][buffer]+' '  
 state = 'S'  
 i=i-1  
 elif state == 'q4':  
 if symbol.isdigit():  
 state='q4'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N', buffer)  
 output\_sequance += self.tokens['N'][buffer] + ' '  
 state='S'  
 i=i-1  
 elif state == 'q8':  
 if symbol!="'":  
 state='q8'  
 buffer=buffer+symbol  
 else:  
 self.createTokensCod('C',buffer)  
 output\_sequance+=self.tokens['C'][buffer] + ' '  
 state = 'S'  
 *#НИКАКИХ ОБРАЩЕНИЙ К ЭЛЕМЕНТАМ МАССИВОВ В ЭТИХ СТРОКАХ и никаких множественных $* elif state == 'q10':  
 if symbol !='"' and symbol!="$":  
 state='q10'  
 buffer = buffer + symbol  
 elif symbol=='"':  
 self.createTokensCod('C', buffer)  
 output\_sequance += self.tokens['C'][buffer] + ' '  
 state = 'S'  
 else:  
 self.createTokensCod('C', buffer)  
 output\_sequance += self.tokens['C'][buffer] + ' ' + self.tokens['O']['.'] + ' ' + self.tokens['O']['$'] + ' '  
 state = 'q11'  
 buffer = ''  
 elif state == 'q11':  
 buffer=''  
 if symbol.isalpha():  
 state='q12'  
 buffer = buffer + symbol  
 elif symbol=='\_':  
 state='q27'  
 buffer = buffer + symbol  
 elif state == 'q12':  
 if symbol.isalpha() or symbol=='\_':  
 state='q12'  
 buffer = buffer + symbol  
 elif symbol.isdigit():  
 state='q13'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+ ' ' + self.tokens['O']['.'] + ' '  
 state='q10'  
 buffer=''  
 i=i-1  
 elif state == 'q13':  
 if symbol.isalpha() or symbol.isdigit() or symbol=='\_':  
 state='q13'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' ' + self.tokens['O']['.'] + ' '  
 state='q10'  
 buffer = ''  
 i = i - 1  
 elif state == 'q14':  
 if symbol=='?':  
 buffer=buffer+symbol  
 self.createTokensCod('R',buffer)  
 state='S'  
 output\_sequance+=self.tokens['R'][buffer]+ ' '  
 elif symbol=='-':  
 state = 'S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer] + ' '  
 i=i-1  
 elif symbol in [i[1] for i in self.tokens['O'] if len(i)==2]:  
 state='q14'  
 buffer=buffer+symbol  
 else:  
 state='S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer]+ ' '  
 i=i-1  
 elif state == 'q15':  
 if symbol=='\*':  
 state='q16'  
 buffer=buffer+symbol  
 elif symbol=='/':  
 state='q17'  
 buffer=buffer+symbol  
 else:  
 state = 'S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer] + ' '  
 i=i-1  
 elif state == 'q16':  
 if symbol=='\*':  
 state='q18'  
 buffer=''  
 else:  
 state='q16'  
 buffer=''  
 elif state == 'q17':  
 if i==len(input\_sequence)-1:  
 state='Z'  
 buffer=''  
 elif symbol=='\n':  
 buffer=''  
 state='S'  
 else:  
 buffer=''  
 state='q17'  
 elif state == 'q18':  
 if symbol!='/':  
 state='q16'  
 buffer=''  
 else:  
 state = 'S'  
 buffer=''  
 i=i+1  
 elif state == 'q19':  
 state='q17'  
 buffer=''  
 elif state == 'q20':  
 self.createTokensCod('R',buffer)  
 state='S'  
 if buffer =="\t":  
 output\_sequance+='\t'  
 elif buffer!=' ':  
 output\_sequance+=self.tokens['R'][buffer]+' '  
 if buffer=='\n':  
 output\_sequance += '\n'  
 i=i-1  
 elif state == 'q26':  
 if symbol=='\_':  
 state='q26'  
 buffer=buffer+symbol  
 else:  
 state='q1'  
 buffer=buffer+symbol  
 elif state == 'q27':  
 if symbol == '\_':  
 state = 'q27'  
 buffer = buffer + symbol  
 else:  
 state = 'q12'  
 buffer = buffer + symbol  
 elif state=='q28':  
 if symbol=='>':  
 buffer=buffer+symbol  
 self.createTokensCod('R', buffer)  
 state = 'Z'  
 output\_sequance += self.tokens['R'][buffer]  
 elif state=='Z':  
 break  
 i=i+1  
 for token\_class in self.tokens.keys():  
 with open('./files/%s.json' % token\_class, 'w') as write\_file:  
 data = {val: key for key, val in self.tokens[token\_class].items()}  
 json.dump(data, write\_file, indent=4, ensure\_ascii=False)  
 return output\_sequance,input\_sequence  
  
 *# self.SERVICE\_WORDS = [ 'break', 'continue',* def get\_priority(self,token):  
 if token in ['(', 'if', 'while', '[', 'АЭМ', 'Ф', '{']:  
 return 0  
 if token in [')', ',', ';', 'do', 'else', ']',  
 ]:  
 return 1  
 if token == '=':  
 return 2  
 if token == 'or' or token=='xor':  
 return 3  
 if token == 'and':  
 return 4  
 if token == '!':  
 return 5  
 if token in ['<', '<=', '!=','<>', '==', '>', '>=']:  
 return 6  
 if token in ['^', '&', '|', '~', '<<', '>>']:  
 return 7  
 if token in ['+', '-', '.']:  
 return 8  
 if token in ['\*', '/', '%']:  
 return 9  
 if token in ['\*\*']:  
 return 10  
 if token in ['$']:  
 return 11  
 if token in ['}','function',  
 'return', 'echo',  
 ]:  
 return 12  
 return -1  
  
  
 def reverse\_polsk(self):  
 CLASSES\_OF\_TOKENS = ['W', 'I', 'O', 'R', 'N', 'C']  
  
 def is\_identifier(token):  
 return re.match(r'^I\d+$', inverse\_tokens[token])  
 self.tokens={}  
 *# файлы, содержащие все таблицы лексем* for token\_class in CLASSES\_OF\_TOKENS:  
 with open('./files/%s.json' % token\_class, 'r') as read\_file:  
 data = json.load(read\_file)  
 self.tokens.update(data)  
 *# лексемы (значение-код)* inverse\_tokens = {val: key for key, val in self.tokens.items()}  
 *# файл, содержащий последовательность кодов лексем входной программы* f = open('./files/Output.txt', 'r')  
 inp\_seq = f.read()  
 f.close()  
  
 regexp = '[' + '|'.join(CLASSES\_OF\_TOKENS) + ']' + '\d+'  
 match = re.findall(regexp, inp\_seq)  
  
 t = [self.tokens[i] for i in match]  
  
 i = 0  
 stack = []  
 out\_seq = ''  
 aem\_count = 2  
 proc\_level = operand\_count = 1  
 tag\_count = proc\_num = if\_count = while\_count = do\_count= \  
 begin\_count = end\_count = bracket\_count = 0  
 func\_count = 1  
 is\_if = is\_while = is\_do = is\_description\_var = False  
 while i < len(t):  
 print(stack)  
 print(out\_seq)  
 print(t[i])  
 print(do\_count)  
 p = self.get\_priority(t[i])  
 if p == -1:  
 if t[i]=='<?' and t[i+1]=='php':  
 out\_seq +=''  
 i=i+1  
 elif t[i]=='?>':  
 out\_seq+=''  
 elif t[i] != '\n' and t[i] != '\t':  
 out\_seq += t[i] + ' '  
 else:  
 if t[i] == '[':  
 if not re.match(r'^\d+АЭМ$', stack[-1]):  
 aem\_count = 2  
 stack.append(str(aem\_count) + 'АЭМ')  
 elif t[i] == ']':  
 while not (re.match(r'^\d+АЭМ$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if i < len(t) - 1 and t[i+1] == '[':  
 aem\_count = int(stack.pop().split('А')[0]) + 1  
 stack.append(str(aem\_count) + 'АЭМ')  
 i=i+1  
 else:  
 out\_seq += stack.pop() + ' '  
 aem\_count = 2  
 elif t[i] == '(':  
 if is\_identifier(t[i - 1]):  
 if t[i + 1] != ')':  
 func\_count = 1  
 stack.append(str(func\_count) + 'Ф')  
 else:  
 stack.append(t[i])  
 bracket\_count += 1  
 elif t[i] == ')':  
 while stack[-1] != '(' and not (re.match(r'^\d+Ф$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if re.match(r'^\d+Ф$', stack[-1]):  
 f\_c=int(stack[-1].split('Ф')[0])  
 stack.append(str(f\_c+1) + 'Ф')  
 out\_seq += stack.pop() + ' '  
 while len(stack) > 0 and stack[-1] != "1Ф":  
 stack.pop()  
 stack.pop()  
 stack.append('2')  
 func\_count = 1  
 stack.pop()  
 bracket\_count -= 1  
 if bracket\_count == 0:  
 if is\_if:  
 while stack[-1] != 'if':  
 out\_seq += stack.pop() + ' '  
 tag\_count += 1  
 stack[-1] += ' M' + str(tag\_count)  
 out\_seq += 'M' + str(tag\_count) + ' УПЛ '  
 is\_if = False  
 if is\_while:  
 while not (re.match(r'^while M\d+$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 tag\_count += 1  
 out\_seq += 'M' + str(tag\_count) + ' УПЛ '  
 stack[-1] += ' M' + str(tag\_count)  
 is\_while = False  
 elif t[i] == ',':  
 while not (re.match(r'^\d+АЭМ$', stack[-1])) and \  
 not (re.match(r'^\d+Ф$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if re.match(r'^\d+АЭМ$', stack[-1]):  
 aem\_count += 1  
 stack.append(str(aem\_count) + 'АЭМ')  
 if re.match(r'^\d+Ф$', stack[-1]):  
 func\_count += 1  
 stack.append(str(func\_count) + 'Ф')  
 elif t[i] == 'if':  
 stack.append(t[i])  
 if\_count += 1  
 bracket\_count = 0  
 is\_if = True  
 elif t[i] == 'else':  
 while not (re.match(r'^if M\d+$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 stack.pop()  
 tag\_count += 1  
 stack.append('if M' + str(tag\_count))  
 out\_seq += 'M' + str(tag\_count) + ' БП M' + str(tag\_count - 1) + ' : '  
 elif t[i] == 'while':  
 if not is\_do:  
 tag\_count += 1  
 stack.append(t[i] + ' M' + str(tag\_count))  
 out\_seq += 'M' + str(tag\_count) + ' : '  
 while\_count += 1  
 is\_while = True  
 bracket\_count = 0  
 elif t[i] == 'do':  
 tag\_count += 1  
 stack.append(t[i] + ' M' + str(tag\_count))  
 out\_seq += 'M' + str(tag\_count) + ' : '  
 do\_count += 1  
 bracket\_count = 0  
  
 elif t[i] == 'function':  
 proc\_num += 1  
 stack.append('function ' + str(proc\_num) + ' ' + str(proc\_level))  
 elif t[i] == '{':  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 num = re.findall(r'\d+', stack[-1])  
 stack.pop()  
 out\_seq += '0Ф ' + str(num[0]) + ' ' + str(num[1]) + ' НП '  
 stack.append('function ' + str(proc\_num) + ' ' + str(proc\_level))  
 begin\_count += 1  
 proc\_level = begin\_count - end\_count + 1  
 stack.append(t[i])  
 elif t[i] == '}':  
 end\_count += 1  
 proc\_level = begin\_count - end\_count + 1  
 while stack[-1] != '{':  
 out\_seq += stack.pop() + ' '  
 stack.pop()  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 stack.pop()  
 out\_seq += 'КП '  
 if if\_count > 0 and re.match(r'^if M\d+$', stack[-1]):  
 tag = re.search('M\d+', stack[-1]).group(0)  
 j = i + 1  
 while j < len(t) and t[j] == '\n':  
 j += 1  
 if j >= len(t) or t[j] != 'else':  
 stack.pop()  
 out\_seq += tag + ' : '  
 if\_count -= 1  
 if do\_count > 0 and re.match(r'^do M\d+$', stack[-1]):  
 is\_do = True  
 if while\_count > 0 and re.match(r'^while M\d+ M\d+$', stack[-1]):  
 tag = re.findall('M\d+', stack[-1])  
 stack.pop()  
 out\_seq += tag[0] + ' БП ' + tag[1] + ' : '  
 while\_count -= 1  
 elif t[i] == ';':  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 num = re.findall(r'\d+', stack[-1])  
 stack.pop()  
 out\_seq += str(num[0]) + ' ' + str(num[1]) + ' НП '  
 elif len(stack) > 0 and stack[-1] == 'end':  
 stack.pop()  
 out\_seq += 'КП '  
 elif is\_description\_var:  
 proc\_num, proc\_level = re.findall('\d+', stack[-1])  
 stack.pop()  
 out\_seq += str(operand\_count) + ' ' + proc\_num + ' ' + proc\_level + \  
 ' КО '  
 is\_description\_var = False  
 elif if\_count > 0 or while\_count > 0 or do\_count>0:  
 while not (len(stack) > 0 and stack[-1] == '{') and \  
 not (if\_count > 0 and re.match(r'^if M\d+$', stack[-1])) and \  
 not (while\_count > 0 and re.match(r'^while M\d+ M\d+$', stack[-1]))\  
 and not (do\_count > 0 and re.match(r'^do M\d+', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if if\_count > 0 and re.match(r'^if M\d+$', stack[-1]):  
 tag = re.search('M\d+', stack[-1]).group(0)  
 j = i + 1  
 while t[j] == '\n':  
 j += 1  
 if t[j] != 'else':  
 stack.pop()  
 out\_seq += tag + ' : '  
 if\_count -= 1  
 if while\_count > 0 and re.match(r'^while M\d+ M\d+$', stack[-1]):  
 tag = re.findall('M\d+', stack[-1])  
 out\_seq += tag[0] + ' БП ' + tag[1] + ' : '  
 while\_count -= 1  
 if do\_count > 0 and re.match(r'^do M\d+', stack[-1]):  
 tag = re.findall('M\d+', stack[-1])  
 stack.pop()  
 tag\_count+=1  
 out\_seq += 'M'+str(tag\_count) + ' УПЛ ' + tag[0] + ' БП ' + 'M'+str(tag\_count) +' : '  
 do\_count -= 1  
 is\_do = False  
 else:  
 while len(stack) > 0 and stack[-1] != '{':  
 out\_seq += stack.pop() + ' '  
 else:  
 while len(stack) > 0 and self.get\_priority(stack[-1]) >= p:  
 out\_seq += stack.pop() + ' '  
 stack.append(t[i])  
 i += 1  
  
 while len(stack) > 0:  
 out\_seq += stack.pop() + ' '  
 out\_seq = re.sub(r'(\d)Ф', r'\1Ф', out\_seq)  
 out\_seq = out\_seq.replace(' 0Ф','')  
 print(out\_seq)  
 return ' '.join([inverse\_tokens[symbol] if symbol in inverse\_tokens.keys() else symbol for symbol in out\_seq.split(' ')])