Министерство науки и высшего образования Российской Федерации

Федеральное государственное бюджетное образовательное учреждение

высшего образования

**«КУБАНСКИЙ ГОСУДАРСТВЕННЫЙ УНИВЕРСИТЕТ»**

**(ФГБОУ ВО «КубГУ»)**

**Факультет компьютерных технологий и прикладной математики**

**Кафедра вычислительных технологий**

**Отчёт**

**по лабораторной работе №3**

**Дисциплина: Методы разработки трансляторов**

**Тема: «Перевод ОПЗ исходного выражения в текст на выходном языке. Генерация машинного кода»**

Работу выполнил \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ К. А. Корнилов

Направление подготовки 02.03.02 Фундаментальная информатика и

информационные технологии

Направленность (профиль) Математическое и программное обеспечение

компьютерных технологий

Преподаватель

д-р техн. наук, проф. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ Ю. М. Вишняков

**СОДЕРЖАНИЕ**

[1 Вариант задания 3](#_Toc163559050)

[2 Базовые понятия 3](#_Toc163559051)

[3 Правила генерации машинного кода 4](#_Toc163559052)

[3 Результаты экспериментов 7](#_Toc163559053)

[ПРИЛОЖЕНИЕ А Листинг программы и комментарии к нему 10](#_Toc163559054)

**1 Вариант задания**

Вариант задания представляет собой пару: входной язык и выходной язык (таблица 1).

Таблица 1 – Вариант задания

|  |  |  |
| --- | --- | --- |
| № варианта | Входной язык | Выходной язык |
| 47 | PHP | R |

Разработать программу для формирования по обратной польской записи текста на выходном языке.

Программа получает на входе файл, содержащий ОПЗ исходной программы, и строит текст программы на машинном язык в соответствии с заданием.

Отчет по работе должен содержать описание правил записи перечисленных выше элементов заданного выходного языка, алгоритм работы МП-автомата и описание семантических процедур, листинг программы и комментарии к нему, пример.

**2 Базовые понятия**

Перевод ОПЗ в текст на выходном (машинном) языке представляет собой следующий этап трансляции исходной программы в машинные коды. Для реализации этой процедуры также используется автомат с магазинной памятью (МП-автомат).

Эту процедуру можно схематично представить следующим образом:
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Рисунок 1 – Схематичное представление процедуры

Чтение символов операций из ОПЗ инициирует семантические процедуры, которые генерируют соответствующие заготовки машинного кода. Так же обрабатываются собранные в стеке операнды данной. Например, в случае обработки переменных и констант извлекается соответствующая им информация из таблиц идентификаторов и констант, которая используется для образования правильных адресных частей соответствующих машинных команд.

**3 Правила генерации машинного кода**

Пусть в качестве машинного языка выступает язык программирования Бейсик. Его особенностью является обязательная нумерация строк и отсутствие символьных меток. Поэтому в операторах перехода в качестве меток используют номера строк, на которые нужно передать управление.

Для построения МП-автомата по переводу ОПЗ в машинные коды и его семантических процедур введем ряд внутренних переменных:

1. P – счетчик вспомогательных переменных;
2. STR – счетчик строк.

Кроме того, организуем таблицу меток, которая реализует отображение символьных меток исходного языка в номера строк машинного языка:

Таблица 2 – Таблица меток

|  |  |
| --- | --- |
| Метка | Номер строки |

Эта таблица потребуется в дальнейшем для замены символьных меток на номера строк, что также является особенностью Бейсика как выходного языка.

Рассмотрим работу МП-автомата.

1. Если элемент входной строки – идентификатор или константа, то он заносится в стек (в исходном виде, т.е. не условное обозначение, а имя из таблицы идентификаторов или константа из таблицы констант); вспомогательные переменные и константы переносятся без изменения.

2. Для каждой операции и оператора определяется арность, т.е. количество операндов, и соответствующая семантическая процедура.

3. После выполнения каждой семантической процедуры в выходную строку заносится символ <ВК>, счетчик строк STR наращивается на единицу и заносится в начало новой строки.

Семантические процедуры для операторов и операций приведены в таблице 3.

Таблица 3 – Семантические процедуры для операторов и операций

|  |  |
| --- | --- |
| Лексема | Действия |
| НП | Извлечь из стека два элемента, занести в выходную строку текст *"REM Начало процедуры арг2, арг1"* |
| КП | Занести в выходную строку текст  *"REM Конец процедуры"* |
| DFD  BFD  DFT  CHAR | Извлечь из стека *арг1* – число переменных k; извлечь из стека k аргументов; занести в выходную строку текст  *"REM Вещественные переменные арг1, арг2, …, аргk"* |
| КО | Извлечь из стека два аргумента |
| УПЛ | Извлечь из стека два аргумента, занести в выходную строку текст  *" IF NOT(арг2) THEN GOTO арг1"* |

Продолжение таблицы 3

|  |  |
| --- | --- |
| БП | Извлечь из стека один аргумент, занести в выходную строку текст  *"GOTO арг1"* |
| : | Извлечь из стека один аргумент, занести в таблицу меток *арг1* и значение счетчика STR |
| +  \*  >  < | Извлечь из стека два аргумента, нарастить счетчик вспомогательных переменных Р, занести в выходную строку текст  *"Rp = арг2 <операция> арг1",*  занести в стек Rp. |
| = | Извлечь из стека 2 аргумента и занести в выходную строку текст *"арг2 = арг1"* |
| while:if, do:if | Извлечь из стека 1 аргумент и занести в выходную строку while(арг1) |

В стеке *арг1* – это элемент, находящийся в вершине стека. Увеличение номера аргумента показывает его удаление от вершины стека и обратно порядку занесения элементов в стек.

Для арифметических выражений в целях уменьшения количества операторов присваивания и временных переменных возможен вариант формирования строки "(арг2 <операция> арг1)" и занесение ее в стек как единого аргумента для последующих операций и операторов. Недостатком такого подхода является избыточность круглых скобок в выражениях.

**3 Результаты экспериментов**

Пример работы программы для программы для тестирования.

![](data:image/png;base64,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)

Рисунок 2 – Скриншот файла, содержащего текст 1 на входном языке программирования
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Рисунок 3 – Результат работы программы 1
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Рисунок 4 – Скриншот файла, содержащего текст 2 на входном языке программирования
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Рисунок 5 – Результат работы программы 2
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Рисунок 6 – Скриншот файла, содержащего текст 3 на входном языке программирования

![](data:image/png;base64,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)

Рисунок 7 – Результат работы программы 3

**ПРИЛОЖЕНИЕ А   
Листинг программы и комментарии к нему**

import re  
  
from PyQt6.QtCore import QRunnable, QThread  
from PyQt6.QtGui import QTextCursor  
import json  
  
class LecAnalysis():  
 def createTokensCod(self,token\_class,token\_value):  
 if not(token\_value in self.tokens[token\_class]):  
 token\_code = str(len(self.tokens[token\_class])+1)  
 self.tokens[token\_class][token\_value] = token\_class + token\_code  
 def \_\_init\_\_(self):  
 self.OPERATIONS = ['$','.','+','-','\*','/','%','\*\*','=','==','!=','>','>=','<','<=','<>','^','&','|','~','<<','>>','!','and','or','xor']  
 self.CREATED\_FUNC = ['pow','sqrt','sin','cos','tan','abs','log','log10','max','min','array']  
 self.SERVICE\_WORDS = ['if','else','while','break','continue','function','return','echo','true','false','null','do','while:if','while:body',"do:st","do:body","do:if"]  
 self.SEPARATORS = [',',';','(',')',' ','\n','\t',"'",'"','<?','?>','{','}','[',']','#']  
 self.tokens = {'W':{},'I':{},'O':{},'R':{},'N':{},'C':{}}  
  
 *#Лаба 1* def process(self):  
 self.tokens = {'W': {}, 'I': {}, 'O': {}, 'R': {}, 'N': {}, 'C': {}}  
 for service\_word in self.SERVICE\_WORDS:  
 self.createTokensCod('W',service\_word)  
 for operation in self.OPERATIONS:  
 self.createTokensCod('O',operation)  
 for separator in self.SEPARATORS:  
 self.createTokensCod('R', separator)  
 for operation in self.CREATED\_FUNC:  
 self.createTokensCod('I',operation)  
 f = open('files/Input.txt','r')  
 input\_sequence = f.read()  
 f.close()  
  
  
 i=0  
 state = 'S'  
 output\_sequance = buffer = ''  
  
 add\_return\_counter=0  
 bracers\_func\_stack=[]  
 func\_buff=''  
 while i!=len(input\_sequence):  
 symbol = input\_sequence[i]  
 if (buffer == 'function' and func\_buff!='function'):  
 add\_return\_counter += 1  
 func\_buff='function'  
 elif (add\_return\_counter > 0 and buffer == 'return'):  
 add\_return\_counter -= 1  
 elif (symbol == '{'):  
 bracers\_func\_stack.append('{')  
 elif (symbol == '}'):  
 bracers\_func\_stack.pop()  
 if (add\_return\_counter > 0 and not bracers\_func\_stack):  
 add\_return\_counter -= 1  
 self.createTokensCod('C','')  
 output\_sequance += self.tokens['W']['return'] + ' '+ self.tokens['C']['']+ self.tokens['R'][';']  
 if(buffer!='function'):  
 func\_buff=''  
 if state == 'S':  
 buffer=''  
 if symbol=='$':  
 state = 'q9'  
 output\_sequance+=self.tokens['O']['$']+' '  
 elif symbol=='\_':  
 state='q26'  
 buffer=symbol  
 elif symbol=='?':  
 buffer = symbol  
 state='q28'  
 elif symbol.isalpha():  
 state = 'q1'  
 buffer=symbol  
 elif symbol.isdigit():  
 buffer=symbol  
 state = 'q3'  
 elif symbol=='.':  
 buffer=symbol  
 state = 'q7'  
 elif symbol == "'":  
 state = 'q8'  
 elif symbol =='"':  
 state='q10'  
 elif symbol == '/':  
 state = 'q15'  
 buffer=symbol  
 elif symbol == '#':  
 state = 'q19'  
 elif i == len(input\_sequence) - 1:  
 state = 'Z'  
 elif symbol in self.tokens['O'].keys():  
 state = 'q14'  
 buffer=symbol  
 elif symbol in self.tokens['R'].keys():  
 state='q20'  
 buffer=symbol  
 elif state == 'q9':  
 if symbol=='\_':  
 state='q26'  
 buffer=symbol  
 if symbol.isalpha():  
 state='q1'  
 buffer=buffer+symbol  
 elif symbol in self.tokens['R']:  
 state='S'  
 output\_sequance+=' '+self.tokens['R'][symbol]  
 buffer=''  
 elif state == 'q1':  
 if symbol.isalpha() or symbol=='\_':  
 buffer = buffer + symbol  
 state='q1'  
 elif symbol.isdigit():  
 buffer = buffer + symbol  
 state='q2'  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' '  
 state='S'  
 i=i-1  
 elif state == 'q2':  
 if symbol.isalpha() or symbol.isdigit() or symbol=='\_':  
 state='q2'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' '  
 state='S'  
 i=i-1  
 elif state == 'q3':  
 if symbol.isdigit():  
 state='q3'  
 buffer = buffer + symbol  
 elif symbol=='.':  
 state='q4'  
 buffer = buffer + symbol  
 elif symbol=='E' or symbol=='e':  
 state='q5'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N', buffer)  
 output\_sequance += self.tokens['N'][buffer] + ' '  
 state='S'  
 i=i-1  
 elif state == 'q7':  
 if symbol.isdigit():  
 state='q4'  
 buffer = buffer + symbol  
 else:  
 i=i-1  
 output\_sequance +=self.tokens['O']['.']+' '  
 state='S'  
 elif state == 'q5':  
 if symbol.isdigit() or symbol=='-':  
 state='q6'  
 buffer = buffer + symbol  
 elif state == 'q6':  
 if symbol.isdigit():  
 state='q6'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N',buffer)  
 output\_sequance+=self.tokens['N'][buffer]+' '  
 state = 'S'  
 i=i-1  
 elif state == 'q4':  
 if symbol.isdigit():  
 state='q4'  
 buffer = buffer + symbol  
 else:  
 self.createTokensCod('N', buffer)  
 output\_sequance += self.tokens['N'][buffer] + ' '  
 state='S'  
 i=i-1  
 elif state == 'q8':  
 if symbol!="'":  
 state='q8'  
 buffer=buffer+symbol  
 else:  
 self.createTokensCod('C',buffer)  
 output\_sequance+=self.tokens['C'][buffer] + ' '  
 state = 'S'  
 *#НИКАКИХ ОБРАЩЕНИЙ К ЭЛЕМЕНТАМ МАССИВОВ В ЭТИХ СТРОКАХ и никаких множественных $* elif state == 'q10':  
 if symbol !='"' and symbol!="$":  
 state='q10'  
 buffer = buffer + symbol  
 elif symbol=='"':  
 self.createTokensCod('C', buffer)  
 output\_sequance += self.tokens['C'][buffer] + ' '  
 state = 'S'  
 else:  
 self.createTokensCod('C', buffer)  
 output\_sequance += self.tokens['C'][buffer] + ' ' + self.tokens['O']['.'] + ' ' + self.tokens['O']['$'] + ' '  
 state = 'q11'  
 buffer = ''  
 elif state == 'q11':  
 buffer=''  
 if symbol.isalpha():  
 state='q12'  
 buffer = buffer + symbol  
 elif symbol=='\_':  
 state='q27'  
 buffer = buffer + symbol  
 elif state == 'q12':  
 if symbol.isalpha() or symbol=='\_':  
 state='q12'  
 buffer = buffer + symbol  
 elif symbol.isdigit():  
 state='q13'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+ ' ' + self.tokens['O']['.'] + ' '  
 state='q10'  
 buffer=''  
 i=i-1  
 elif state == 'q13':  
 if symbol.isalpha() or symbol.isdigit() or symbol=='\_':  
 state='q13'  
 buffer = buffer + symbol  
 else:  
 if buffer in self.SERVICE\_WORDS:  
 output\_sequance+=self.tokens['W'][buffer]+ ' '  
 elif buffer in self.OPERATIONS:  
 output\_sequance+=self.tokens['O'][buffer]+' '  
 else:  
 self.createTokensCod('I',buffer)  
 output\_sequance+=self.tokens['I'][buffer]+' ' + self.tokens['O']['.'] + ' '  
 state='q10'  
 buffer = ''  
 i = i - 1  
 elif state == 'q14':  
 if symbol=='?':  
 buffer=buffer+symbol  
 self.createTokensCod('R',buffer)  
 state='S'  
 output\_sequance+=self.tokens['R'][buffer]+ ' '  
 elif symbol=='-':  
 state = 'S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer] + ' '  
 i=i-1  
 elif symbol in [i[1] for i in self.tokens['O'] if len(i)==2]:  
 state='q14'  
 buffer=buffer+symbol  
 else:  
 state='S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer]+ ' '  
 i=i-1  
 elif state == 'q15':  
 if symbol=='\*':  
 state='q16'  
 buffer=buffer+symbol  
 elif symbol=='/':  
 state='q17'  
 buffer=buffer+symbol  
 else:  
 state = 'S'  
 self.createTokensCod('O', buffer)  
 output\_sequance += self.tokens['O'][buffer] + ' '  
 i=i-1  
 elif state == 'q16':  
 if symbol=='\*':  
 state='q18'  
 buffer=''  
 else:  
 state='q16'  
 buffer=''  
 elif state == 'q17':  
 if i==len(input\_sequence)-1:  
 state='Z'  
 buffer=''  
 elif symbol=='\n':  
 buffer=''  
 state='S'  
 else:  
 buffer=''  
 state='q17'  
 elif state == 'q18':  
 if symbol!='/':  
 state='q16'  
 buffer=''  
 else:  
 state = 'S'  
 buffer=''  
 i=i+1  
 elif state == 'q19':  
 state='q17'  
 buffer=''  
 elif state == 'q20':  
 self.createTokensCod('R',buffer)  
 state='S'  
 if buffer =="\t":  
 output\_sequance+='\t'  
 elif buffer!=' ':  
 output\_sequance+=self.tokens['R'][buffer]+' '  
 if buffer=='\n':  
 output\_sequance += '\n'  
 i=i-1  
 elif state == 'q26':  
 if symbol=='\_':  
 state='q26'  
 buffer=buffer+symbol  
 else:  
 state='q1'  
 buffer=buffer+symbol  
 elif state == 'q27':  
 if symbol == '\_':  
 state = 'q27'  
 buffer = buffer + symbol  
 else:  
 state = 'q12'  
 buffer = buffer + symbol  
 elif state=='q28':  
 if symbol=='>':  
 buffer=buffer+symbol  
 self.createTokensCod('R', buffer)  
 state = 'Z'  
 output\_sequance += self.tokens['R'][buffer]  
 elif state=='Z':  
 break  
 i=i+1  
 for token\_class in self.tokens.keys():  
 with open('./files/%s.json' % token\_class, 'w') as write\_file:  
 data = {val: key for key, val in self.tokens[token\_class].items()}  
 json.dump(data, write\_file, indent=4, ensure\_ascii=False)  
 return output\_sequance,input\_sequence  
  
 *#Лаба 2* def get\_priority(self,token):  
 if token in ['(', 'if', 'while', '[', 'АЭМ', 'Ф', '{']:  
 return 0  
 if token in [')', ',', ';', 'do', 'else', ']',  
 ]:  
 return 1  
 if token == '=':  
 return 2  
 if token == 'or' or token=='xor':  
 return 3  
 if token == 'and':  
 return 4  
 if token == '!':  
 return 5  
 if token in ['<', '<=', '!=','<>', '==', '>', '>=']:  
 return 6  
 if token in ['^', '&', '|', '~', '<<', '>>']:  
 return 7  
 if token in ['+', '-', '.']:  
 return 8  
 if token in ['\*', '/', '%']:  
 return 9  
 if token in ['\*\*']:  
 return 10  
 if token in ['$']:  
 return 11  
 if token in ['}','function',  
 'return', 'echo',  
 ]:  
 return 12  
 return -1  
 def reverse\_polsk(self):  
 CLASSES\_OF\_TOKENS = ['W', 'I', 'O', 'R', 'N', 'C']  
  
 def is\_identifier(token):  
 return re.match(r'^I\d+$', inverse\_tokens[token])  
 self.tokens={}  
 *# файлы, содержащие все таблицы лексем* for token\_class in CLASSES\_OF\_TOKENS:  
 with open('./files/%s.json' % token\_class, 'r') as read\_file:  
 data = json.load(read\_file)  
 self.tokens.update(data)  
 *# лексемы (значение-код)* inverse\_tokens = {val: key for key, val in self.tokens.items()}  
 *# файл, содержащий последовательность кодов лексем входной программы* f = open('./files/Output.txt', 'r')  
 inp\_seq = f.read()  
 f.close()  
  
 regexp = '[' + '|'.join(CLASSES\_OF\_TOKENS) + ']' + '\d+'  
 match = re.findall(regexp, inp\_seq)  
  
 t = [self.tokens[i] for i in match]  
  
 i = 0  
 stack = []  
 out\_seq = ''  
 aem\_count = 2  
 proc\_level = operand\_count = 1  
 tag\_count = proc\_num = if\_count = while\_count = do\_count= \  
 begin\_count = end\_count = bracket\_count = 0  
 func\_count = 1  
 is\_if = is\_while = is\_do = is\_description\_var =False  
 is\_return = []  
  
  
 self.if\_marks=[]  
 self.else\_marks=[]  
 self.end\_marks=[]  
  
 self.while\_start\_marks=[]  
 self.while\_end\_marks=[]  
  
 self.do\_start\_marks=[]  
 self.do\_end\_marks=[]  
 while i < len(t):  
 print(out\_seq)  
 print(stack)  
 print(t[i])  
 print('------')  
 *# print(self.if\_marks)  
 # print(self.else\_marks)  
 # print(self.while\_start\_marks)  
 # print(self.while\_end\_marks)* p = self.get\_priority(t[i])  
 if p == -1:  
 if t[i]=='<?' and t[i+1]=='php':  
 out\_seq +=''  
 i=i+1  
 elif t[i]=='?>':  
 out\_seq+=''  
 elif t[i] != '\n' and t[i] != '\t':  
 out\_seq += t[i] + ' '  
 else:  
 if t[i] == '[':  
 if not re.match(r'^\d+АЭМ$', stack[-1]):  
 aem\_count = 2  
 stack.append(str(aem\_count) + 'АЭМ')  
 elif t[i] == ']':  
 while not (re.match(r'^\d+АЭМ$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if i < len(t) - 1 and t[i+1] == '[':  
 aem\_count = int(stack.pop().split('А')[0]) + 1  
 stack.append(str(aem\_count) + 'АЭМ')  
 i=i+1  
 else:  
 out\_seq += stack.pop() + ' '  
 aem\_count = 2  
 elif t[i] == '(':  
 if is\_identifier(t[i - 1]):  
 if t[i + 1] != ')':  
 func\_count = 1  
 stack.append(str(func\_count) + 'Ф')  
 else:  
 stack.append(t[i])  
 bracket\_count += 1  
 elif t[i] == ')':  
 while stack[-1] != '(' and not (re.match(r'^\d+Ф$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if re.match(r'^\d+Ф$', stack[-1]):  
 f\_c=int(stack[-1].split('Ф')[0])  
 if(t[i-1]!='('):  
 stack.append(str(f\_c+1) + 'Ф')  
 else:  
  
 stack.append(str(f\_c) + 'Ф')  
 out\_seq += stack.pop() + ' '  
 while len(stack) > 0 and stack[-1] != "1Ф":  
 stack.pop()  
 stack.pop()  
 stack.append('2')  
 func\_count = 1  
 stack.pop()  
 bracket\_count -= 1  
 if bracket\_count == 0:  
 if is\_if:  
 while stack[-1] != 'if':  
 out\_seq += stack.pop() + ' '  
 tag\_count += 1  
 stack[-1] += ' M' + str(tag\_count)  
 out\_seq += 'M' + str(tag\_count) + ' УПЛ '  
 is\_if = False  
 self.else\_marks.append('M' + str(tag\_count))  
 self.end\_marks.append('M' + str(tag\_count))  
 if is\_while:  
 while not (re.match(r'^while:if$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 out\_seq+=stack.pop()+' '  
 stack.append('while:body')  
 is\_while = False  
 elif t[i] == ',':  
 while not (re.match(r'^\d+АЭМ$', stack[-1])) and \  
 not (re.match(r'^\d+Ф$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if re.match(r'^\d+АЭМ$', stack[-1]):  
 aem\_count += 1  
 stack.append(str(aem\_count) + 'АЭМ')  
 if re.match(r'^\d+Ф$', stack[-1]):  
 func\_count += 1  
 stack.append(str(func\_count) + 'Ф')  
 elif t[i] == 'if':  
 stack.append(t[i])  
 if\_count += 1  
 bracket\_count = 0  
 is\_if = True  
 elif t[i] == 'else':  
 while not (re.match(r'^if M\d+$', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 stack.pop()  
 tag\_count += 1  
 stack.append('if M' + str(tag\_count))  
 out\_seq += 'M' + str(tag\_count) + ' БП M' + str(tag\_count - 1) + ' : '  
 self.if\_marks.append('M' + str(tag\_count))  
 self.end\_marks.pop()  
 elif t[i] == 'while':  
 if not is\_do:  
 stack.append('while:if')  
 while\_count += 1  
 is\_while = True  
 else:  
 stack.append('do:if')  
 bracket\_count = 0  
 elif t[i] == 'do':  
 stack.append('do:body')  
 out\_seq += 'do:st '  
 do\_count += 1  
 bracket\_count = 0  
 elif t[i] == 'function':  
 proc\_num += 1  
 stack.append('function ' + str(proc\_num) + ' ' + str(proc\_level))  
 elif t[i]=='return':  
 is\_return.append('true')  
 elif t[i] == '{':  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 num = re.findall(r'\d+', stack[-1])  
 stack.pop()  
 out\_seq += '0Ф ' + str(num[0]) + ' ' + str(num[1]) + ' НП '  
 stack.append('function ' + str(proc\_num) + ' ' + str(proc\_level))  
 begin\_count += 1  
 proc\_level = begin\_count - end\_count + 1  
 stack.append(t[i])  
 elif t[i] == '}':  
 end\_count += 1  
 proc\_level = begin\_count - end\_count + 1  
 while stack[-1] != '{':  
 out\_seq += stack.pop() + ' '  
 stack.pop()  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 stack.pop()  
 if is\_return:  
 out\_seq += 'return КП '  
 is\_return.pop()  
 else:  
 out\_seq += 'КП '  
 if if\_count > 0 and re.match(r'^if M\d+$', stack[-1]):  
 tag = re.search('M\d+', stack[-1]).group(0)  
 j = i + 1  
 while j < len(t) and t[j] == '\n':  
 j += 1  
 if j >= len(t) or t[j] != 'else':  
 stack.pop()  
 out\_seq += tag + ' : '  
 if\_count -= 1  
 if do\_count > 0 and re.match(r'^do:body$', stack[-1]):  
 is\_do = True  
 out\_seq+='do:body '  
 stack.pop()  
 if while\_count > 0 and re.match(r'^while:body', stack[-1]):  
 stack.pop()  
 out\_seq += 'while:body '  
 while\_count -= 1  
 elif t[i] == ';':  
 if len(stack) > 0 and re.match(r'^function', stack[-1]):  
 num = re.findall(r'\d+', stack[-1])  
 stack.pop()  
 out\_seq += str(num[0]) + ' ' + str(num[1]) + ' НП '  
 elif len(stack) > 0 and stack[-1] == 'end':  
 stack.pop()  
 out\_seq += 'КП '  
 elif is\_description\_var:  
 proc\_num, proc\_level = re.findall('\d+', stack[-1])  
 stack.pop()  
 out\_seq += str(operand\_count) + ' ' + proc\_num + ' ' + proc\_level + \  
 ' КО '  
 is\_description\_var = False  
 elif if\_count > 0 or while\_count > 0 or do\_count>0:  
 while not (len(stack) > 0 and stack[-1] == '{') and \  
 not (if\_count > 0 and re.match(r'^if M\d+$', stack[-1])) and \  
 not (while\_count > 0 and re.match(r'^while:body', stack[-1]))\  
 and not (do\_count > 0 and re.match(r'^do:if', stack[-1])):  
 out\_seq += stack.pop() + ' '  
 if if\_count > 0 and re.match(r'^if M\d+$', stack[-1]):  
 tag = re.search('M\d+', stack[-1]).group(0)  
 j = i + 1  
 while t[j] == '\n':  
 j += 1  
 if t[j] != 'else':  
 stack.pop()  
 out\_seq += tag + ' : '  
 if\_count -= 1  
 if while\_count > 0 and re.match(r'^while M\d+ M\d+$', stack[-1]):  
 tag = re.findall('M\d+', stack[-1])  
 out\_seq += tag[0] + ' БП ' + tag[1] + ' : '  
 while\_count -= 1  
 if do\_count > 0 and re.match(r'^do:if', stack[-1]):  
 stack.pop()  
 out\_seq += 'do:if '  
 do\_count -= 1  
 is\_do = False  
 else:  
 while len(stack) > 0 and stack[-1] != '{':  
 out\_seq += stack.pop() + ' '  
 else:  
 while len(stack) > 0 and self.get\_priority(stack[-1]) >= p:  
 out\_seq += stack.pop() + ' '  
 stack.append(t[i])  
 i += 1  
  
 while len(stack) > 0:  
 out\_seq += stack.pop() + ' '  
 out\_seq = re.sub(r'(\d)Ф', r'\1Ф', out\_seq)  
 out\_seq = out\_seq.replace(' 0Ф','')  
 print(out\_seq)  
 return ' '.join([inverse\_tokens[symbol] if symbol in inverse\_tokens.keys() else symbol for symbol in out\_seq.split(' ')])  
  
  
 *#Лаба 3* def translate\_to\_R(self):  
 CLASSES\_OF\_TOKENS = ['W', 'I', 'O', 'R', 'N', 'C']  
 self.tokens = {}  
 *# файлы, содержащие все таблицы лексем* for token\_class in CLASSES\_OF\_TOKENS:  
 with open('./files/%s.json' % token\_class, 'r') as read\_file:  
 data = json.load(read\_file)  
 self.tokens.update(data)  
 if token\_class == 'C':  
 for k in data.keys():  
 data[k] = re.sub(r"'([^']\*)'", r'"\1"', data[k])  
 self.tokens.update(data)  
 *# лексемы (значение-код)* inverse\_tokens = {val: key for key, val in self.tokens.items()}  
 replace = {'echo': 'print', '=': '<-', '!=': '!=',  
 '==': '==', '/': '/', '%': '%%','>':'>','>=':'>=','<':'<','<=':'<=',  
 '$':'','.':'paste(','+':'+','-':'-','\*':'\*','\*\*':'\*\*',  
 '^':'bitwXor(','&':'bitwAnd(','|':'bitwOr(','~':'bitwNot(','<<':'bitwShiftL(','>>':'bitwShiftR(',  
 'and':'&&','or':'||','xor':'xor(','!': '!',  
 'true':'TRUE','false':'FALSE','null':'NULL',  
 'do':'repeat','array':'c'  
 }  
 *# файл, содержащий обратную польскую запись* f = open('./files/reverse\_polsk.txt', 'r')  
 inp\_seq = f.read()  
 f.close()  
  
 t = re.findall(r'(?:\'[^\']\*\')|(?:"[^"]\*")|(?:[^ ]+)', inp\_seq)  
  
 def is\_identifier(token):  
 return ((token in inverse\_tokens) and re.match(r'^I\d+$', inverse\_tokens[token]))  
  
 def is\_constant(token):  
 return ((token in inverse\_tokens) and re.match(r'^C\d+$', inverse\_tokens[token])) or (  
 (token in inverse\_tokens) and re.match(r'^N\d+$',inverse\_tokens[token]))  
  
 def is\_operation(token):  
 return (token in inverse\_tokens) and re.match(r'^O\d+$', inverse\_tokens[token])  
  
 i = 0  
 stack = []  
 out\_seq = ''  
 is\_func = False  
 variable = 0  
  
 t=[self.tokens[i] if i in self.tokens.keys() else i for i in t]  
 tub\_num=0  
 markers = []  
  
 print(self.else\_marks)  
 print(self.if\_marks)  
 *# print(self.while\_start\_marks)  
 # print(self.while\_end\_marks)  
 # print(self.do\_start\_marks)  
 # print(self.do\_end\_marks)* while i < len(t):  
 *# print(out\_seq)* print(stack)  
 *# print(markers)  
 # print(t[i])  
 # print('-------')* if is\_func == True and not (is\_identifier(t[i])):  
 out\_seq += '{\n'  
 is\_func = False  
 if is\_identifier(t[i]) or is\_constant(t[i]):  
 if t[i] in inverse\_tokens and re.match(r'^C\d+$', inverse\_tokens[t[i]]):  
 stack.append(f'"{t[i]}"')  
 else:  
 stack.append(replace[t[i]] if t[i] in replace else t[i])  
 elif t[i] == 'НП':  
 stack.pop()  
 stack.pop()  
 func\_name = stack.pop()  
 out\_seq += '\t'\*tub\_num + func\_name.split('(')[0]+'=function('+func\_name.split('(')[1]  
 tub\_num = tub\_num + 1  
 is\_func = True  
 elif t[i] == 'КП':  
 tub\_num-=1  
 out\_seq += '\t'\*tub\_num+ '}\n'  
 elif t[i]=='return':  
 result = stack.pop()  
 out\_seq+='\t'\*tub\_num+'return('+result+');\n'  
 elif t[i] == 'УПЛ':  
 stack.pop()  
 arg1 = stack.pop()  
 out\_seq += '\t'\*tub\_num+f'if ({arg1})' + '{\n'  
 tub\_num += 1  
 elif t[i] == 'БП':  
 if (t[i - 1] in self.while\_start\_marks):  
 out\_seq += '\t'\*tub\_num+'}\n'  
 tub\_num -= 1  
 elif (t[i - 1] in self.if\_marks):  
 out\_seq += '\t'\*tub\_num+'}\nelse{\n'  
 out\_seq = out\_seq  
 elif t[i] == ':':  
 if(t[i-1] in self.end\_marks):  
 out\_seq += '\t' \* tub\_num + '}\n'  
 tub\_num -= 1  
 elif(t[i-1] in self.if\_marks):  
 out\_seq+='\t'\*tub\_num+'}\n'  
 tub\_num-=1  
 elif t[i]=='echo':  
 arg1=stack.pop()  
 out\_seq+='\t'\*tub\_num+f'print({arg1});\n'  
 elif is\_operation(t[i]):  
 if t[i]=='$':  
 out\_seq = out\_seq  
 elif t[i]=='.' and len(stack)>=2:  
 arg1=stack.pop()  
 arg2=stack.pop()  
 out\_seq += '\t'\*tub\_num+f'Rp{variable}='+f'paste({arg2},{arg1},sep="");\n'  
 stack.append(f'Rp{variable}')  
 variable+=1  
 elif t[i] == '=' and len(stack) >= 2:  
 arg1 = stack.pop()  
 arg2 = stack.pop()  
 out\_seq += '\t'\*tub\_num+ f'{arg2} <- {arg1};\n'  
 else:  
 operation = replace[t[i]] if t[i] in replace else t[i]  
 arg1 = stack.pop()  
 if t[i] != '!':  
 arg2 = stack.pop()  
 out\_seq+='\t'\*tub\_num+f'Rp{variable}='+f'({arg2} {operation} {arg1});\n'  
 stack.append(f'Rp{variable}')  
 variable+=1  
 else:  
 stack.append(f'({operation}{arg1})')  
 elif re.match("[0-9]+АЭМ",t[i]):  
 k = int(t[i].split('АЭМ')[0])  
 a = []  
 while k != 0:  
 a.append(stack.pop())  
 k -= 1  
 a.reverse()  
 stack.append('\t'\*tub\_num + a[0] + '[' + ','.join(a[1:]) + ']')  
 elif t[i] in ['break', 'continue']:  
 stack.append(replace[t[i]] if t[i] in replace else t[i])  
 arg0 = stack.pop()  
 out\_seq += '\t'\*tub\_num + f'\t{arg0};\n'  
 elif re.match(r"[0-9]+Ф",t[i]):  
 k = int(t[i].split('Ф')[0])  
 a = []  
 while k != 0:  
 a.append(stack.pop())  
 k -= 1  
 a.reverse()  
 if(i<len(t)-3 and t[i+3]!='НП'):  
 out\_seq+='\t'\*tub\_num+f"Rp{variable}="+a[0]+'(' + ', '.join(a[1:]) + ');\n'  
 stack.append(f"Rp{variable}")  
 variable+=1  
 else:  
 stack.append(a[0]+'(' + ', '.join(a[1:]) + ')')  
 elif t[i]=='while:if':  
 out\_seq+='\t'\*tub\_num+'while('+stack.pop()+'){\n'  
 tub\_num+=1  
 elif t[i]=='while:body':  
 tub\_num-=1  
 out\_seq+=tub\_num\*'\t'+'}\n'  
 elif t[i]=='do:st':  
 out\_seq+=tub\_num\*'\t'+'repeat {\n'  
 tub\_num += 1  
 elif t[i]=='do:body':  
 pass  
 elif t[i] == 'do:if':  
 out\_seq+=tub\_num\*'\t'+f"if({stack.pop()})break\n"+(tub\_num-1)\*'\t'+"}\n"  
 tub\_num-=1  
 else:  
 stack.append(t[i])  
 i += 1  
 stack.clear()  
 return out\_seq  
  
 *#Лаба 4* def error(self):  
 print(self.nxtsymb,self.row\_counter,22222)  
 out\_sq = 'Ошибка в строке '  
 f = open('./files/error.txt', 'a')  
 out\_sq += str(self.row\_counter)  
 f.write(out\_sq+'\n')  
 f.close()  
 return  
 def program(self):  
 self.scan()  
 if(self.nxtsymb!='<?'):  
 self.error()  
 self.scan()  
 if(self.nxtsymb!='php'):  
 self.error()  
 self.scan()  
 self.text()  
 if(self.nxtsymb!='?>'):  
 self.error()  
  
  
 def text(self):  
  
 self.no\_end\_op\_error = ['-','+','/','\*','\*\*',')',']','.','==','<=','>=','<','>'  
 ',','<>','!=','%',';','^','&','|','<<','>>','and','or','xor']  
 while(self.nxtsymb!='?>'):  
 if(self.nxtsymb=='function'):  
 self.procedure()  
 elif self.identifier() or self.nxtsymb=='echo':  
 self.scan()  
 if self.nxtsymb == '(':  
 self.brackets.append('(')  
 self.scan()  
 if self.nxtsymb != ')':  
 self.expression()  
 while self.nxtsymb == ',':  
 self.scan()  
 self.expression()  
 if self.nxtsymb != ')':  
 self.error()  
 if len(self.brackets)==0 or (self.brackets and self.brackets.pop() != '('):  
 self.error()  
 self.scan()  
 elif self.nxtsymb == '=':  
 self.scan()  
 self.expression()  
 if self.nxtsymb != ';':  
 self.row\_counter-=1  
 self.error()  
 self.row\_counter+=1  
 elif self.nxtsymb=='$':  
 self.scan()  
 if not self.identifier():  
 self.error()  
 elif self.nxtsymb=='return':  
 self.scan()  
 self.expression()  
 if self.nxtsymb!=';':  
 self.row\_counter-=1  
 self.error()  
 self.row\_counter+=1  
 elif self.nxtsymb == 'break':  
 self.break\_operator()  
 self.scan()  
 if self.nxtsymb != ';': self.error()  
 elif self.nxtsymb == 'continue':  
 self.continue\_operator()  
 self.scan()  
 if self.nxtsymb != ';': self.error()  
 elif self.nxtsymb=='if':  
 self.conditional\_operator()  
 elif self.nxtsymb == 'while':  
 self.while\_loop()  
 elif self.nxtsymb =='do':  
 self.do\_loop()  
 elif self.nxtsymb=='{':  
 self.compound\_operator()  
 elif self.nxtsymb=='[':  
 self.scan()  
 self.brackets.append('[')  
 self.expression()  
 if self.nxtsymb!=']':  
 self.error()  
 if len(self.brackets)==0 or (self.brackets and self.brackets.pop()!='['):  
 self.error()  
 self.scan()  
 if self.nxtsymb == '=':  
 self.scan()  
 self.expression()  
 if self.nxtsymb != ';': self.error()  
 elif self.nxtsymb==';':  
 self.scan()  
 else:  
 break  
  
 *# оператор break* def break\_operator(self):  
 return self.nxtsymb == 'break'  
  
 *# оператор continue* def continue\_operator(self):  
 return self.nxtsymb == 'continue'  
 *#Сканирование do-while* def do\_loop(self):  
 if self.nxtsymb !='do': self.error()  
 self.scan()  
 self.compound\_operator()  
 self.while\_loop()  
  
 *#Сканирование while* def while\_loop(self):  
 if self.nxtsymb != 'while': self.error()  
 self.scan()  
 if self.nxtsymb != '(': self.error()  
 self.brackets.append('(')  
 self.condition()  
 if self.nxtsymb != ')': self.error()  
 if len(self.brackets)==0 or (self.brackets and self.brackets.pop()!='('):  
 self.error()  
 self.scan()  
 *#Сканирование if* def conditional\_operator(self):  
 if self.nxtsymb != 'if': self.error()  
 self.scan()  
 if self.nxtsymb != '(': self.error()  
 self.condition()  
 self.brackets.append('(')  
 if self.nxtsymb != ')': self.error()  
 if len(self.brackets)==0 or (self.brackets and self.brackets.pop() != '('):  
 self.error()  
 self.scan()  
 self.text()  
 if self.nxtsymb == 'else':  
 self.scan()  
 self.text()  
  
 *# условие* def condition(self):  
 if self.unary\_log\_operation():  
 self.scan()  
 if self.nxtsymb != '(': self.error()  
 self.brackets.append('(')  
 self.log\_expression()  
 if self.nxtsymb != ')': self.error()  
 if len(self.brackets)==0 or (self.brackets and self.brackets.pop() != '('):  
 self.error()  
 self.scan()  
 else:  
 self.log\_expression()  
 while self.binary\_log\_operation():  
 self.log\_expression()  
  
 *# унарная логическая операция* def unary\_log\_operation(self):  
 return self.nxtsymb == '!'  
  
 *# логическое выражение* def log\_expression(self):  
 self.scan()  
 self.expression()  
 self.comparison\_operation()  
 self.scan()  
 self.expression()  
  
 *# операция сравнения* def comparison\_operation(self):  
 return self.nxtsymb in ['!=', '<', '<=', '==', '>', '>=','<>']  
  
 *# бинарная логическая операция* def binary\_log\_operation(self):  
 return self.nxtsymb == 'and' or self.nxtsymb == 'or' or self.nxtsymb=='xor'  
  
 *#Сканирование выражения* def expression(self):  
 if self.nxtsymb == '(':  
 self.brackets.append('(')  
 self.scan()  
 self.expression()  
 if self.nxtsymb != ')': self.error()  
 if len(self.brackets)==0 or (self.brackets and self.brackets.pop()!='('):  
 self.error()  
 self.scan()  
 elif self.nxtsymb =='$':  
 self.scan()  
 if not self.identifier():  
 self.error()  
 self.scan()  
 self.expression()  
 elif self.identifier():  
 self.scan()  
 if self.nxtsymb == '(':  
 self.brackets.append('(')  
 self.scan()  
 if self.nxtsymb != ')':  
 self.expression()  
 while self.nxtsymb == ',':  
 self.scan()  
 self.expression()  
 if self.nxtsymb != ')':  
 self.error()  
 if len(self.brackets) == 0 or (self.brackets and self.brackets.pop() != '('):  
 self.error()  
 self.scan()  
 elif self.nxtsymb == '[':  
 self.brackets.append('[')  
 self.scan()  
 self.expression()  
 if self.nxtsymb != ']': self.error()  
 if len(self.brackets) == 0 or (self.brackets and self.brackets.pop() != '['):  
 self.error()  
 self.scan()  
 elif self.number\_const() or self.constant():  
 self.scan()  
 else:  
 self.error()  
 if self.arithmetic\_operation():  
 self.scan()  
 self.expression()  
  
 *#Проверяем арифметическая ли операция* def arithmetic\_operation(self):  
 return self.nxtsymb in ['%', '\*','\*\*', '+', '-', '/','.','>>','>>','&','|','^']  
 *#Сканирование следующего символа* def scan(self):  
 self.i+=1  
 if(self.i>len(self.match)):  
 if self.nxtsymb not in ['\n',';','}']:  
 self.error()  
 else:  
 for token\_class in self.tokens.keys():  
 if self.match[self.i] in self.tokens[token\_class]:  
 self.nxtsymb = self.tokens[token\_class][self.match[self.i]]  
 self.printer()  
 if self.nxtsymb=='\n':  
 if self.match[self.i-1] in self.tokens['R'].keys() and self.tokens['R'][self.match[self.i-1]] not in ['{','}', ';','\n'] and self.i!=2:  
 self.error()  
 self.row\_counter += 1  
 self.scan()  
 *#Сканирование функций-процедуры* def procedure(self):  
 *#Сканируем название* self.scan()  
 if not self.identifier():  
 self.error()  
 self.scan()  
 *#Сканируем аргументы* if self.nxtsymb!='(':  
 self.error()  
 self.brackets.append('(')  
 self.scan()  
 if self.nxtsymb!=')':  
 self.list\_of\_names(type\_read=1)  
 if self.nxtsymb!=')':  
 print(self.nxtsymb,1)  
 self.error()  
 if len(self.brackets) == 0 or (self.brackets and self.brackets.pop() != '('):  
 print(self.brackets)  
 self.error()  
  
 self.scan()  
 if self.nxtsymb!='{':  
 self.error()  
 else:  
 self.compound\_operator()  
  
 *#Считываем список аргументов* def check\_is\_agrument(self,type\_read=0):  
 if(self.nxtsymb=='$'):  
 self.scan()  
 if not self.identifier():  
 self.error()  
 elif type\_read==1:  
 self.error()  
 else:  
 if not(self.constant() or self.number\_const()):  
 self.error()  
 def list\_of\_names(self,type\_read=0):  
 self.check\_is\_agrument(type\_read)  
 self.printer()  
 self.scan()  
 while(self.nxtsymb==','):  
 self.scan()  
 self.check\_is\_agrument(type\_read)  
 self.scan()  
 *#Проверка идентификатора* def identifier(self):  
 return self.nxtsymb in self.tokens['I'].values()  
 *#Проверка константы* def constant(self):  
 return self.nxtsymb in self.tokens['C'].values()  
 def number\_const(self):  
 return self.nxtsymb in self.tokens['N'].values()  
 *#Сканирование блока {}* def compound\_operator(self):  
 if self.nxtsymb != '{':  
 self.error()  
 self.brackets.append('{')  
 self.scan()  
 self.text()  
 if self.nxtsymb != '}':  
 self.error()  
 print(self.brackets)  
 if len(self.brackets) == 0 or (self.brackets and self.brackets.pop() != '{'):  
 self.error()  
  
 self.scan()  
  
 def analyzer(self):  
 self.i = -1  
 self.nxtsymb = None *# разбираемый символ* self.row\_counter = 1 *# счётчик строк  
  
 # лексемы* self.tokens = {'W': {}, 'I': {}, 'O': {}, 'R': {}, 'N': {}, 'C': {}}  
  
 *# файлы, содержащие все таблицы лексем* for token\_class in self.tokens.keys():  
 with open('./files/%s.json' % token\_class, 'r') as read\_file:  
 data = json.load(read\_file)  
 self.tokens[token\_class] = data  
  
 *# файл, содержащий последовательность кодов лексем входной программы* f = open('./files/Output.txt', 'r')  
 input\_sequence = f.read()  
 f.close()  
  
 regexp = '[' + '|'.join(self.tokens.keys()) + ']' + '\d+'  
 self.match = re.findall(regexp, input\_sequence)  
 print(self.tokens)  
 print(self.match)  
 f=open('./files/error.txt','w')  
 f.close()  
 self.brackets = []  
 self.program()  
  
 def printer(self):  
 print(self.nxtsymb,self.i,self.row\_counter)