C++软光栅渲染

1. 使用布雷斯汉姆算法实现线段绘制以优化性能，主题思想是提前乘除法，以近似减少浮点数运算。如果x增加1那么y会增加y1-y0/x1-x0，但是此时我们不立刻进行增加而是让这个值进行累积当这个值大于0.5那么y+1。
2. 判断点是否在一个三角形内部的方法有两种，首先非图形学领域中常用的矢量叉积法，直接判断向量叉积的符号是否相同如果相同那么视为在三角形内，其次是现代渲染管线中使用的重心坐标法，计算目标点的重心坐标，如果重心坐标的值均大于0那么则在三角形内部，这个方法在整个过程中只计算了一次叉乘，效率更高的同时还能得到用于插值的参数。
3. 光栅化常见的方法有两种，一种是优于CPU的扫描线，另一种是利于GPU并行计算的包围盒。
4. 背面剔除，如果光线和法向量的乘积为负数那么表明光线来源于模型的背面此时我们可以剔除这些不可见的三角形以优化性能
5. Z-buffer的作用在于判断像素的覆盖关系，其值是通过三角形顶点插值来进行计算的。其中会记录所有坐标的当前距离相机的距离。
6. 纹理也是通过重心坐标插值来进行计算的。注意重心坐标计算的结果
7. 缩放和切变都是线性变换直接通过矩阵乘法来获得，旋转也是线性变换，任意的旋转都可以通过三次切变来实现，平移通过在线性变换处理完成后加上一个矩阵来实现。但是这样的做法并不优雅如果我们希望将所有的变换都放到一个一个矩阵中进行呢？引入齐次坐标在原本的坐标向量中增加一个1。齐次坐标除了用来统一计算方式外