   在启动和运行期都可以加载agent代理，在启动的时候可通过-javaagent参数来执行agent代理，而在运行期就是通过attach这种机制动态load了。

      如果在vm启动过程中加载agent，那么会在vm初始化过程中先执行libinstrument.dylib里InvocationAdapter.c的Agent\_OnLoad方法，这里主要是实例化agent，解析agent的MF文件，将相关属性取出来，并注册jvmti的一些回调函数，在vm初始化完成之后，会通过回调函数去实例化Instrumentation实现对象，设置ClassFileLoadHook函数，并调用Pre-Main指定类的premain方法。
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1. JNIEXPORT jint JNICALL
2. Agent\_OnLoad(JavaVM \*vm, **char** \*tail, **void** \* reserved) {
3. JPLISInitializationError initerror  = JPLIS\_INIT\_ERROR\_NONE;
4. jint                     result     = JNI\_OK;
5. JPLISAgent \*             agent      = NULL;
7. initerror = createNewJPLISAgent(vm, &agent);
8. **if** ( initerror == JPLIS\_INIT\_ERROR\_NONE ) {
9. **int**             oldLen, newLen;
10. **char** \*          jarfile;
11. **char** \*          options;
12. jarAttribute\*   attributes;
13. **char** \*          premainClass;
14. **char** \*          agentClass;
15. **char** \*          bootClassPath;
17. /\*
18. \* Parse <jarfile>[=options] into jarfile and options
19. \*/
20. **if** (parseArgumentTail(tail, &jarfile, &options) != 0) {
21. fprintf(stderr, "-javaagent: memory allocation failure.\n");
22. **return** JNI\_ERR;
23. }
25. /\*
26. \* Agent\_OnLoad is specified to provide the agent options
27. \* argument tail in modified UTF8. However for 1.5.0 this is
28. \* actually in the platform encoding - see 5049313.
29. \*
30. \* Open zip/jar file and parse archive. If can't be opened or
31. \* not a zip file return error. Also if Premain-Class attribute
32. \* isn't present we return an error.
33. \*/
34. attributes = readAttributes(jarfile);
35. **if** (attributes == NULL) {
36. fprintf(stderr, "Error opening zip file or JAR manifest missing : %s\n", jarfile);
37. free(jarfile);
38. **if** (options != NULL) free(options);
39. **return** JNI\_ERR;
40. }
42. premainClass = getAttribute(attributes, "Premain-Class");
43. **if** (premainClass == NULL) {
44. fprintf(stderr, "Failed to find Premain-Class manifest attribute in %s\n",
45. jarfile);
46. free(jarfile);
47. **if** (options != NULL) free(options);
48. freeAttributes(attributes);
49. **return** JNI\_ERR;
50. }
52. /\*
53. \* Add to the jarfile
54. \*/
55. appendClassPath(agent, jarfile);
57. /\*
58. \* The value of the Premain-Class attribute becomes the agent
59. \* class name. The manifest is in UTF8 so need to convert to
60. \* modified UTF8 (see JNI spec).
61. \*/
62. oldLen = (**int**)strlen(premainClass);
63. newLen = modifiedUtf8LengthOfUtf8(premainClass, oldLen);
64. **if** (newLen == oldLen) {
65. premainClass = strdup(premainClass);
66. } **else** {
67. **char**\* str = (**char**\*)malloc( newLen+1 );
68. **if** (str != NULL) {
69. convertUtf8ToModifiedUtf8(premainClass, oldLen, str, newLen);
70. }
71. premainClass = str;
72. }
73. **if** (premainClass == NULL) {
74. fprintf(stderr, "-javaagent: memory allocation failed\n");
75. free(jarfile);
76. **if** (options != NULL) free(options);
77. freeAttributes(attributes);
78. **return** JNI\_ERR;
79. }
81. /\*
82. \* If the Boot-Class-Path attribute is specified then we process
83. \* each relative URL and add it to the bootclasspath.
84. \*/
85. bootClassPath = getAttribute(attributes, "Boot-Class-Path");
86. **if** (bootClassPath != NULL) {
87. appendBootClassPath(agent, jarfile, bootClassPath);
88. }
90. /\*
91. \* Convert JAR attributes into agent capabilities
92. \*/
93. convertCapabilityAtrributes(attributes, agent);
95. /\*
96. \* Track (record) the agent class name and options data
97. \*/
98. initerror = recordCommandLineData(agent, premainClass, options);
100. /\*
101. \* Clean-up
102. \*/
103. free(jarfile);
104. **if** (options != NULL) free(options);
105. freeAttributes(attributes);
106. free(premainClass);
107. }
109. **switch** (initerror) {
110. **case** JPLIS\_INIT\_ERROR\_NONE:
111. result = JNI\_OK;
112. **break**;
113. **case** JPLIS\_INIT\_ERROR\_CANNOT\_CREATE\_NATIVE\_AGENT:
114. result = JNI\_ERR;
115. fprintf(stderr, "java.lang.instrument/-javaagent: cannot create native agent.\n");
116. **break**;
117. **case** JPLIS\_INIT\_ERROR\_FAILURE:
118. result = JNI\_ERR;
119. fprintf(stderr, "java.lang.instrument/-javaagent: initialization of native agent failed.\n");
120. **break**;
121. **case** JPLIS\_INIT\_ERROR\_ALLOCATION\_FAILURE:
122. result = JNI\_ERR;
123. fprintf(stderr, "java.lang.instrument/-javaagent: allocation failure.\n");
124. **break**;
125. **case** JPLIS\_INIT\_ERROR\_AGENT\_CLASS\_NOT\_SPECIFIED:
126. result = JNI\_ERR;
127. fprintf(stderr, "-javaagent: agent class not specified.\n");
128. **break**;
129. **default**:
130. result = JNI\_ERR;
131. fprintf(stderr, "java.lang.instrument/-javaagent: unknown error\n");
132. **break**;
133. }
134. **return** result;
135. }

      如果在运行期通过attach api来load agent，那么会在收到load指令之后，会调用InvocationAdapter.c的Agent\_OnAttach方法，其实现基本和Agent\_OnLoad一致，只是还会调用Agent-Class的agentmain方法，还有点不同就是对vmint事件没有再关注（都运行期了，关注也没用），而是直接对ClassFileLoad关注，也不会再调用Pre-Main指定的类的premain方法（顾名思义，是在执行main方法之前执行的，所以运行期搞执行Pre-Main的class也不妥）。

**C代码  [![收藏代码](data:image/png;base64,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)](javascript:void())**

1. JNIEXPORT jint JNICALL
2. Agent\_OnAttach(JavaVM\* vm, **char** \*args, **void** \* reserved) {
3. JPLISInitializationError initerror  = JPLIS\_INIT\_ERROR\_NONE;
4. jint                     result     = JNI\_OK;
5. JPLISAgent \*             agent      = NULL;
6. JNIEnv \*                 jni\_env    = NULL;
8. /\*
9. \* Need JNIEnv - guaranteed to be called from thread that is already
10. \* attached to VM
11. \*/
12. result = (\*vm)->GetEnv(vm, (**void**\*\*)&jni\_env, JNI\_VERSION\_1\_2);
13. jplis\_assert(result==JNI\_OK);
15. initerror = createNewJPLISAgent(vm, &agent);
16. **if** ( initerror == JPLIS\_INIT\_ERROR\_NONE ) {
17. **int**             oldLen, newLen;
18. **char** \*          jarfile;
19. **char** \*          options;
20. jarAttribute\*   attributes;
21. **char** \*          agentClass;
22. **char** \*          bootClassPath;
23. jboolean        success;
25. /\*
26. \* Parse <jarfile>[=options] into jarfile and options
27. \*/
28. **if** (parseArgumentTail(args, &jarfile, &options) != 0) {
29. **return** JNI\_ENOMEM;
30. }
32. /\*
33. \* Open the JAR file and parse the manifest
34. \*/
35. attributes = readAttributes( jarfile );
36. **if** (attributes == NULL) {
37. fprintf(stderr, "Error opening zip file or JAR manifest missing: %s\n", jarfile);
38. free(jarfile);
39. **if** (options != NULL) free(options);
40. **return** AGENT\_ERROR\_BADJAR;
41. }
43. agentClass = getAttribute(attributes, "Agent-Class");
44. **if** (agentClass == NULL) {
45. fprintf(stderr, "Failed to find Agent-Class manifest attribute from %s\n",
46. jarfile);
47. free(jarfile);
48. **if** (options != NULL) free(options);
49. freeAttributes(attributes);
50. **return** AGENT\_ERROR\_BADJAR;
51. }
53. /\*
54. \* Add the jarfile to the system class path
55. \*/
56. **if** (appendClassPath(agent, jarfile)) {
57. fprintf(stderr, "Unable to add %s to system class path "
58. "- not supported by system class loader or configuration error!\n",
59. jarfile);
60. free(jarfile);
61. **if** (options != NULL) free(options);
62. freeAttributes(attributes);
63. **return** AGENT\_ERROR\_NOTONCP;
64. }
66. /\*
67. \* The value of the Agent-Class attribute becomes the agent
68. \* class name. The manifest is in UTF8 so need to convert to
69. \* modified UTF8 (see JNI spec).
70. \*/
71. oldLen = strlen(agentClass);
72. newLen = modifiedUtf8LengthOfUtf8(agentClass, oldLen);
73. **if** (newLen == oldLen) {
74. agentClass = strdup(agentClass);
75. } **else** {
76. **char**\* str = (**char**\*)malloc( newLen+1 );
77. **if** (str != NULL) {
78. convertUtf8ToModifiedUtf8(agentClass, oldLen, str, newLen);
79. }
80. agentClass = str;
81. }
82. **if** (agentClass == NULL) {
83. free(jarfile);
84. **if** (options != NULL) free(options);
85. freeAttributes(attributes);
86. **return** JNI\_ENOMEM;
87. }
89. /\*
90. \* If the Boot-Class-Path attribute is specified then we process
91. \* each URL - in the live phase only JAR files will be added.
92. \*/
93. bootClassPath = getAttribute(attributes, "Boot-Class-Path");
94. **if** (bootClassPath != NULL) {
95. appendBootClassPath(agent, jarfile, bootClassPath);
96. }
98. /\*
99. \* Convert JAR attributes into agent capabilities
100. \*/
101. convertCapabilityAtrributes(attributes, agent);
103. /\*
104. \* Create the java.lang.instrument.Instrumentation instance
105. \*/
106. success = createInstrumentationImpl(jni\_env, agent);
107. jplis\_assert(success);
109. /\*
110. \*  Turn on the ClassFileLoadHook.
111. \*/
112. **if** (success) {
113. success = setLivePhaseEventHandlers(agent);
114. jplis\_assert(success);
115. }
117. /\*
118. \* Start the agent
119. \*/
120. **if** (success) {
121. success = startJavaAgent(agent,
122. jni\_env,
123. agentClass,
124. options,
125. agent->mAgentmainCaller);
126. }
128. **if** (!success) {
129. fprintf(stderr, "Agent failed to start!\n");
130. result = AGENT\_ERROR\_STARTFAIL;
131. }
133. /\*
134. \* Clean-up
135. \*/
136. free(jarfile);
137. **if** (options != NULL) free(options);
138. free(agentClass);
139. freeAttributes(attributes);
140. }
142. **return** result;
143. }