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**一、课程设计目的**

通过课程设计，加深学生对教材中的重要算法的理解，同时通过用 C 语言编程实现这些

算法，并在 Linux 或 Windows 平台上实现，让学生更好地掌握操作系统的原理及实现方法，

提高学生综合运用各专业课知识的能力。

**二、课程设计要求**

1. 每位同学准备实验本，上机前作好充分的准备工作，预习本次实验的内容，事先熟悉与实验有关的软硬件环境。
2. 实验时遵守实验室的规章制度，爱护实验设备，不得在实验室做与实验无关的事情，影响其他同学的上机。对于实验设备出现的问题，要及时向指导老师汇报。
3. 最终的实验报告要求格式规范，语言通顺，仔细记录实验中的数据、源程序、实验结果，对于实验过程中出现的问题或疑惑要一并书写，并作为重点加以思考。
4. 课程设计程序、实验报告要求独立完成、不允许抄袭。
5. 及时提交课程设计报告（主要包含课程设计目的、内容、步骤、结果及其分析，请参见最末的课程设计格式要求）和源程序文件。

**三、课程设计考核**

1. 建议实验一~实验六必做，其它实验选做。指导老师也可以根据实际情况进行调整。
2. 课程设计成绩主要由以下几部分组成：实验期间的表现情况、程序测试情况、实验报告质量。
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**实验一 Windows 进程管理**

**1、实验目的**

（1）学会使用 VC 编写基本的 Win32 Consol Application（控制台应用程序)。

（2）通过创建进程、观察正在运行的进程和终止进程的程序设计和调试操作，进一步熟悉操作系统的进程概念，理解 Windows 进程的“一生”。

（3）通过阅读和分析实验程序，学习创建进程、观察进程、终止进程以及父子进程同步的基本程序设计方法。

**2、背景知识**

Windows 所创建的每个进程都从调用 CreateProcess() API 函数开始，该函数的任务是在对象管理器子系统内初始化进程对象。每一进程都以调用 ExitProcess() 或 TerminateProcess() API 函数终止。通常应用程序的框架负责调用 ExitProcess() 函数。对于 C++ 运行库来说，这一调用发生在应用程序的 main() 函数返回之后。

**（1） 创建进程**

CreateProcess() 调用的核心参数是可执行文件运行时的文件名及其命令行。表 1-1 详细地列出了每个参数的类型和名称。

表 1-1 CreateProcess() 函数的参数

|  |  |  |  |
| --- | --- | --- | --- |
|  | 参数名称 | 使用目的 |  |
|  |  |  |  |
|  | LPCTSTR lpApplivationName | 全部或部分地指明包括可执行代码的 EXE 文件的文件名 |  |
|  |  |  |  |
|  | LPCTSTR lpCommandLine | 向可执行文件发送的参数 |  |
|  |  |  |  |
|  | LPSECURIITY\_ATTRIBUTES | 返回进程句柄的安全属性。主要指明这一句柄是否应该由其他 |  |
|  | lpProcessAttributes | 子进程所继承 |  |
|  |  |  |  |
|  | LPSECURIITY\_ATTRIBUTES | 返回进程的主线程的句柄的安全属性 |  |
|  | lpThreadAttributes |  |
|  |  |  |
|  |  |  |  |
|  | BOOL bInheritHandle | 一种标志，告诉系统允许新进程继承创建者进程的句柄 |  |
|  |  |  |  |
|  | DWORD dwCreationFlage | 特殊的创建标志 (如 CREATE\_SUSPENDED) 的位标记 |  |
|  |  |  |  |
|  | LPVOID lpEnvironment | 向新进程发送的一套环境变量；如为 null 值则发送调用者环境 |  |
|  |  |  |  |
|  | LPCTSTR lpCurrentDirectory | 新进程的启动目录 |  |
|  |  |  |  |
|  | STARTUPINFO lpStartupInfo | STARTUPINFO 结构，包括新进程的输入和输出配置的详情 |  |
|  |  |  |  |
|  | LPPROCESS\_INFORMATION | 调用的结果块；发送新应用程序的进程和主线程的句柄和 ID |  |
|  | lpProcessInformation |  |
|  |  |  |
|  |  |  |  |

可以指定第一个参数，即应用程序的名称，其中包括相对于当前进程的当前目录的全路径或者利用搜索方法找到的路径；lpCommandLine 参数允许调用者向新应用程序发送数据；接下来的三个参数与进程和它的主线程以及返回的指向该对象的句柄的安全性有关。

然后是标志参数，用以在 dwCreationFlags 参数中指明系统应该给予新进程什么行为。经常使用的标志是 CREATE\_SUSPNDED，告诉主线程立刻暂停。当准备好时，应该使用 ResumeThread() API 来启动进程。另一个常用的标志是 CREATE\_NEW\_CONSOLE，告诉新进程启动自己的控制台窗口，而不是利用父窗口。这一参数还允许设置进程的优先级，用以向系统指明，相对于系统中所有其他的活动进程来说，给此进程多少 CPU 时间。

接着是 CreateProcess() 函数调用所需要的三个通常使用缺省值的参数。第一个参数是
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lpEnvironment 参数，指明为新进程提供的环境；第二个参数是 lpCurrentDirectory，可用于向主创进程发送与缺省目录不同的新进程使用的特殊的当前目录；第三个参数是 STARTUPINFO 数据结构所必需的，用于在必要时指明新应用程序的主窗口的外观。

CreateProcess() 的最后一个参数是用于新进程对象及其主线程的句柄和 ID 的返回值缓冲区。

* PROCESS\_INFORMATION 结构中返回的句柄调用 CloseHandle() API 函数是重要的，因为如果不将这些句柄关闭的话，有可能危及主创进程终止之前的任何未释放的资源。

**（2） 正在运行的进程**

如果一个进程拥有至少一个执行线程，则为正在系统中运行的进程。通常，这种进程使用主线程来指示它的存在。当主线程结束时，调用 ExitProcess() API 函数，通知系统终止它所拥有的所有正在运行、准备运行或正在挂起的其他线程。当进程正在运行时，可以查看它的许多特性，其中少数特性也允许加以修改。

首先可查看的进程特性是系统进程标识符 (PID) ，可利用 GetCurrentProcessId() API 函数来查看，与 GetCurrentProcess() 相似，对该函数的调用不能失败，但返回的 PID 在整个系统中都可使用。其他的可显示当前进程信息的 API 函数还有 GetStartupInfo()和 GetProcessShutdownParameters() ，可给出进程存活期内的配置详情。

通常，一个进程需要它的运行期环境的信息。例如 API 函数 GetModuleFileName() 和 GetCommandLine() ，可以给出用在 CreateProcess() 中的参数以启动应用程序。在创建应用程序时可使用的另一个 API 函数是 IsDebuggerPresent() 。

可利用 API 函数 GetGuiResources() 来查看进程的 GUI 资源。此函数既可返回指定进程中的打开的 GUI 对象的数目，也可返回指定进程中打开的 USER 对象的数目。进程的其他性能信息可通过GetProcessIoCounters()、GetProcessPriorityBoost() 、GetProcessTimes() 和 GetProcessWorkingSetSize() API 得到。以上这几个 API 函数都只需要具有 PROCESS\_QUERY\_INFORMATION 访问权限的指向

所感兴趣进程的句柄。

另一个可用于进程信息查询的 API 函数是 GetProcessVersion() 。此函数只需感兴趣进程的 PID (进程标识号) 。这一 API 函数与 GetVersionEx() 的共同作用，可确定运行进程的系统的版本号。

**（3） 终止进程**

所有进程都是以调用 ExitProcess() 或者 TerminateProcess() 函数结束的。但最好使用前者而不要使用后者，因为进程是在完成了它的所有的关闭“职责”之后以正常的终止方式来调用前者的。而外部进程通常调用后者即突然终止进程的进行，由于关闭时的途径不太正常，有可能引起错误的行为。

TerminateProcess() API 函数只要打开带有 PROCESS\_TERMINATE 访问权的进程对象，就可以

终止进程，并向系统返回指定的代码。这是一种“野蛮”的终止进程的方式，但是有时却是需要的。

如果开发人员确实有机会来设计“谋杀”(终止别的进程的进程) 和“受害”进程 (被终止的进程) 时，应该创建一个进程间通讯的内核对象——如一个互斥程序——这样一来，“受害”进程只在等待或周期性地测试它是否应该终止。

**（4）进程同步**

Windows 提供的常用对象可分成三类：核心应用服务、线程同步和线程间通讯。其中，开发人员可以使用线程同步对象来协调线程和进程的工作，以使其共享信息并执行任务。此类对象包括互锁数据、临界段、事件、互斥体和信号等。

多线程编程中关键的一步是保护所有的共享资源，工具主要有互锁函数、临界段和互斥体等；另一个实质性部分是协调线程使其完成应用程序的任务，为此，可利用内核中的事件对象和信号。

在进程内或进程间实现线程同步的最方便的方法是使用事件对象，这一组内核对象允许一个线程对其受信状态进行直接控制 (见表 1-2) 。

而互斥体则是另一个可命名且安全的内核对象，其主要目的是引导对共享资源的访问。拥有单 2

一访问资源的线程创建互斥体，所有想要访问该资源的线程应该在实际执行操作之前获得互斥体，而在访问结束时立即释放互斥体，以允许下一个等待线程获得互斥体，然后接着进行下去。

与事件对象类似，互斥体容易创建、打开、使用并清除。利用 CreateMutex() API 可创建互斥体，创建时还可以指定一个初始的拥有权标志，通过使用这个标志，只有当线程完成了资源的所有的初始化工作时，才允许创建线程释放互斥体。

表 1-2 用于管理事件对象的 API

|  |  |
| --- | --- |
| API 名称 | 描述 |

在内核中创建一个新的事件对象。此函数允许有安全性设置、手工还是

CreateEvent()

自动重置的标志以及初始时已接受还是未接受信号状态的标志

创建对已经存在的事件对象的引用。此 API 函数需要名称、继承标志和

OpenEvent()

所需的访问级别

SetEvent() 将手工重置事件转化为已接受信号状态

ResetEvent() 将手工重置事件转化为非接受信号状态

将自动重置事件对象转化为已接受信号状态。当系统释放所有的等待它

PulseEvent()

的线程时此种转化立即发生

为了获得互斥体，首先，想要访问调用的线程可使用 OpenMutex() API 来获得指向对象的句柄；然后，线程将这个句柄提供给一个等待函数。当内核将互斥体对象发送给等待线程时，就表明该线程获得了互斥体的拥有权。当线程获得拥有权时，线程控制了对共享资源的访问——必须设法尽快地放弃互斥体。放弃共享资源时需要在该对象上调用 ReleaseMute() API。然后系统负责将互斥体拥有权传递给下一个等待着的线程 (由到达时间决定顺序) 。

**3、实验内容和步骤**

**（1）编写基本的 Win32 Consol Application**

**步骤 1**：登录进入Windows系统，启动VC++ 6.0。

**步骤** **2**：在“FILE”菜单中单击“NEW”子菜单，在“projects”选项卡中选择“Win32 Consol Application”,然后在“Project name”处输入工程名，在“Location” 处输入工程目录。创建一个新的控制台应用程序工程。

**步骤** **3**：在“FILE”菜单中单击“NEW”子菜单，在“Files”选项卡中选择“C++ Source File”, 然后在“File” 处输入 C/C++源程序的文件名。

**步骤 4**：将清单1-1所示的程序清单复制到新创建的C/C++源程序中。编译成可执行文件。**步骤** **5**：在“开始”菜单中单击“程序”-“附件”-“命令提示符”命令，进入 Windows“命

令提示符”窗口，然后进入工程目录中的 debug 子目录，执行编译好的可执行程序，列出运行结果(如果运行不成功，则可能的原因是什么？)

**（2） 创建进程**

本实验显示了创建子进程的基本框架。该程序只是再一次地启动自身，显示它的系统进程 ID 和它在进程列表中的位置。

**步骤** **1**：创建一个“Win32 Consol Application”工程，然后拷贝清单 1-2 中的程序，编译成可执行文件。

**步骤** **2**：在“命令提示符”窗口运行步骤 1 中生成的可执行文件，列出运行结果。按下ctrl+alt+del，调用 windows 的任务管理器，记录进程相关的行为属性。

**步骤** **3**：在“命令提示符”窗口加入参数重新运行生成的可执行文件，列出运行结果。按下ctrl+alt+del，调用 windows 的任务管理器，记录进程相关的行为属性。

**步骤 4**：修改清单1-2中的程序，将nClone的定义和初始化方法按程序注释中的修改方法进行

修改，编译成可执行文件（执行前请先保存已经完成的工作）。再按步骤 2 中的方式运行，看看结
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果会有什么不一样。列出行结果。从中你可以得出什么结论？说明 nClone 的作用。 变量的定义和

初始化方法（位置）对程序的执行结果有影响吗？为什么？

**（3）** 父子进程的简单通信及终止进程

**步骤 1：**创建一个“Win32 Consol Application”工程，然后拷贝清单1-3中的程序，编译成可执行文件。

**步骤 2：**在VC的工具栏单击“Execute Program”(执行程序)按钮，或者按Ctrl + F5键，或者在“命令提示符”窗口运行步骤 1 中生成的可执行文件，列出运行结果。

**步骤 3：**按源程序中注释中的提示，修改源程序1-3，编译执行（执行前请先保存已经完成的

工作），列出运行结果。在程序中加入跟踪语句，或调试运行程序，同时参考 MSDN 中的帮助文件

CreateProcess()的使用方法，理解父子进程如何传递参数。给出程序执行过程的大概描述。

**步骤 4：**按源程序中注释中的提示，修改源程序1-3，编译执行，列出运行结果。

**步骤 5 ：** 参考 MSDN 中的帮助文件 CreateMutex() 、 OpenMutex() 、 ReleaseMutex() 和

WaitForSingleObject()的使用方法，理解父子进程如何利用互斥体进行同步的。给出父子进程同步过

程的一个大概描述。

**4、给出实验结论**

**5、 程序清单**

清单 1-1 一个简单的 Windows 控制台应用程序

// hello 项目

* include <iostream> void main()

{

std::cout << “Hello, Win32 Consol Application” << std :: endl ;

}

清单 1-2 创建子进程

#include <windows.h>

#include <iostream>

#include <stdio.h>

* 创建传递过来的进程的克隆过程并赋于其 ID 值

void StartClone(int nCloneID)

{

* + 提取用于当前可执行文件的文件名

TCHAR szFilename[MAX\_PATH] ; GetModuleFileName(NULL, szFilename, MAX\_PATH) ;

* + 格式化用于子进程的命令行并通知其 EXE 文件名和克隆 ID

TCHAR szCmdLine[MAX\_PATH]; sprintf(szCmdLine,"\"%s\" %d",szFilename,nCloneID);

* + 用于子进程的 STARTUPINFO 结构

STARTUPINFO si;

ZeroMemory(&si , sizeof(si) ) ;

si.cb = sizeof(si) ;

//

必须是本结构的大小
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* 返回的用于子进程的进程信息

PROCESS\_INFORMATION pi;

* 利用同样的可执行文件和命令行创建进程，并赋于其子进程的性质

BOOL bCreateOK=::CreateProcess(

szFilename, // 产生这个 EXE 的应用程序的名称

szCmdLine, // 告诉其行为像一个子进程的标志

NULL, // 缺省的进程安全性

NULL, // 缺省的线程安全性

FALSE, // 不继承句柄

CREATE\_NEW\_CONSOLE, // 使用新的控制台

NULL, // 新的环境

NULL, // 当前目录

&si, // 启动信息

&pi) ; // 返回的进程信息

// 对子进程释放引用

if (bCreateOK)

{

CloseHandle(pi.hProcess) ;

CloseHandle(pi.hThread) ;

}

}

int main(int argc, char\* argv[] )

{

* 确定派生出几个进程，及派生进程在进程列表中的位置 int nClone=0;

//修改语句：int nClone;

//第一次修改：nClone=0;

if (argc > 1)

{

* 从第二个参数中提取克隆 ID

:: sscanf(argv[1] , "%d" , &nClone) ;

}

//第二次修改：nClone=0;

* 显示进程位置

std :: cout << "Process ID:" << :: GetCurrentProcessId()

* + ", Clone ID:" << nClone
  + std :: endl;
* 检查是否有创建子进程的需要

const int c\_nCloneMax=5;

if (nClone < c\_nCloneMax)

{

* 发送新进程的命令行和克隆号

StartClone(++nClone) ;

}

* 等待响应键盘输入结束进程

getchar(); return 0;

}
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清单 1-3 父子进程的简单通信及终止进程的示例程序

// procterm 项目

* include <windows.h>
* include <iostream>
* include <stdio.h>

static LPCTSTR g\_szMutexName = "w2kdg.ProcTerm.mutex.Suicide" ;

* 创建当前进程的克隆进程的简单方法

void StartClone()

{

* + 提取当前可执行文件的文件名

TCHAR szFilename[MAX\_PATH] ; GetModuleFileName(NULL, szFilename, MAX\_PATH) ;

* + 格式化用于子进程的命令行，字符串“child”将作为形参传递给子进程的 main 函数

TCHAR szCmdLine[MAX\_PATH] ;

//实验 1-3 步骤 3：将下句中的字符串 child 改为别的字符串，重新编译执行，执行前请先保存已经完成的工作

sprintf(szCmdLine, "\"%s\"child" , szFilename) ;

* 子进程的启动信息结构

STARTUPINFO si; ZeroMemory(&si,sizeof(si)) ;

si.cb = sizeof(si) ;// 应当是此结构的大小

* 返回的用于子进程的进程信息

PROCESS\_INFORMATION pi;

* 用同样的可执行文件名和命令行创建进程，并指明它是一个子进程

BOOL bCreateOK=CreateProcess(

szFilename, // 产生的应用程序的名称 (本 EXE 文件)

szCmdLine, // 告诉我们这是一个子进程的标志

NULL, // 用于进程的缺省的安全性

NULL, // 用于线程的缺省安全性

FALSE, // 不继承句柄

CREATE\_NEW\_CONSOLE, //创建新窗口

NULL, // 新环境

NULL, // 当前目录

&si, // 启动信息结构

&pi ) ; // 返回的进程信息

* 释放指向子进程的引用

if (bCreateOK)

{

CloseHandle(pi.hProcess) ; CloseHandle(pi.hThread) ;

}

}

void Parent()

{

* 创建“自杀”互斥程序体

HANDLE hMutexSuicide=CreateMutex(
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NULL,

TRUE,

// 缺省的安全性

// 最初拥有的

g\_szMutexName) ;

//

互斥体名称

if (hMutexSuicide != NULL)

{

// 创建子进程

std :: cout << "Creating the child process." << std :: endl; StartClone() ;

* 指令子进程“杀”掉自身

std :: cout << "Telling the child process to quit. "<< std :: endl;

//等待父进程的键盘响应

getchar() ;

//释放互斥体的所有权，这个信号会发送给子进程的 WaitForSingleObject 过程 ReleaseMutex(hMutexSuicide) ;

* 消除句柄

CloseHandle(hMutexSuicide) ;

}

}

void Child()

{

* 打开“自杀”互斥体

SYNCHRONIZE, // 打开用于同步

FALSE, // 不需要向下传递

g\_szMutexName) ; // 名称

if (hMutexSuicide != NULL)

{

* 报告我们正在等待指令

std :: cout <<"Child waiting for suicide instructions. " << std :: endl;

//子进程进入阻塞状态，等待父进程通过互斥体发来的信号 WaitForSingleObject(hMutexSuicide, INFINITE) ;

//实验 1-3 步骤 4：将上句改为 WaitForSingleObject(hMutexSuicide, 0) ，重新编译执行

* 准备好终止，清除句柄

std :: cout << "Child quiting." << std :: endl;

CloseHandle(hMutexSuicide) ;

}

}

int main(int argc, char\* argv[] )

{

* 决定其行为是父进程还是子进程

if (argc>1 && :: strcmp(argv[1] , "child" )== 0)

{

Child() ;

}

else

{

Parent() ;

}

return 0;

}
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**实验二 Linux 进程管理**

**1、实验目的**

通过进程的创建、撤销和运行加深对进程概念和进程并发执行的理解，明确进程和程序之间的区别。

**2、背景知识**

* Linux 中创建子进程要使用 fork()函数，执行新的命令要使用 exec（）系列函数，等待子进程结束使用 wait（）函数，结束终止进程使用 exit（）函数。

fork()原型如下：pid\_t fork(void);

fork 建立一个子进程，父进程继续运行，子进程在同样的位置执行同样的程序。对于父进程，fork()返回子进程的 pid, 对于子进程，fork()返回 0。出错时返回-1。

exec 系列有 6 个函数，原型如下： extern char \*\*environ;

int execl( const char \*path, const char \*arg, ...); int execlp( const char \*file, const char \*arg, ...);

int execle( const char \*path, const char \*arg , ..., char \* const envp[]); int execv( const char \*path, char \*const argv[]);

int execve (const char \*filename, char \*const argv [], char \*const envp[]); int execvp( const char \*file, char \*const argv[]);

exec 系列函数用新的进程映象置换当前的进程映象.这些函数的第一个参数是待执行程序的路径名(文件名)。这些函数调用成功后不会返回,其进程的正文(text),数据(data)和栈(stack)段被待执行程序程序覆盖。但是进程的 PID 和所有打开的文件描述符没有改变,同时悬挂信号被清除，信号重置为缺省行为。

* 函数 execl,execlp,和 execle 中, const char \*arg 以及省略号代表的参数可被视为 arg0, arg1, ...,argn。它们合起来描述了指向 NULL 结尾的字符串的指针列表，即执行程序的参数列表。作为约定,第一个 arg 参数应该指向执行程序名自身,参数列表必须用 NULL 指针结束。

execv 和 execvp 函数提供指向 NULL 结尾的字符串的指针数组作为新程序的参数列表。作为约定，指针数组中第一个元素应该指向执行程序名自身。指针数组必须用 NULL 指针结束。

execle 函数同时说明了执行进程的环境(environment),它在 NULL 指针后面要求一个附加参数,NULL 指针用于结束参数列表,或者说,argv 数组。这个附加参数是指向 NULL 结尾的字符串的指针数组,它必须用 NULL 指针结束。其它函数从当前进程的 environ 外部变量中获取新进程的环境。

execlp和execvp可根据path搜索合适的程序运行，其它则需要给出程序全路径。execve（）类似 execv（），但是加上了环境的处理。

wait（）, waitpid（）可用来等待子进程结束。函数原型：

#include <sys/wait.h> pid\_t wait(int \*stat\_loc);

pid\_t waitpid(pid\_t pid, int \*stat\_loc,int options);

当进程调用 wait，它将进入睡眠状态直到有一个子进程结束。wait 函数返回子进程的进程 id， stat\_loc 中返回子进程的退出状态。

waitpid 的第一个参数 pid 的意义：

pid > 0: 等待进程 id 为 pid 的子进程。

pid == 0: 等待与自己同组的任意子进程。
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pid == -1: 等待任意一个子进程

pid < -1: 等待进程组号为-pid 的任意子进程。

因此，wait(&stat)等价于 waitpid(-1, &stat, 0)，waitpid 第三个参数 option 可以是 0，WNOHANG, WUNTRACED 或这几者的组合。

**3、实验内容和步骤**

**请先快速阅读并完成附录 1：Linux 编程基础**

**（1）进程的创建**

**任务要求：**编写一段程序，使用系统调用 fork（）创建两个子进程。当此程序运行时，在系统中有一个父进程和两个子进程活动。让每一个进程在屏幕上显示一个字符：父进程显示字符“a”；两子进程分别显示字符“b”和字符“c”。

**步骤 1：**使用vi或gedit新建一个fork\_demo.c程序，然后拷贝清单2-1中的程序，使用cc或者gcc 编译成可执行文件 fork\_demo。例如，可以使用 gcc –o fork\_demo fork\_demo.c 完成编译。

**步骤 2：**在命令行输入./fork\_demo运行该程序。

**（2）子进程执行新任务**

**任务要求：**编写一段程序，使用系统调用 fork（）创建一个子进程。子进程通过系统调用 exec 更换自己原有的执行代码，转去执行 Linux 命令/bin/ls (显示当前目录的列表)，然后调用 exit（）函数结束。父进程则调用 waitpid()等待子进程结束，并在子进程结束后显示子进程的标识符，然后正常结束。程序执行过程如图 2-1 所示。

**步骤 1：**使用vi或gedit新建一个exec\_demo.c程序，然后拷贝清单2-2中的程序（该程序的执行如图 2-1 所示），使用 cc 或者 gcc 编译成可执行文件 exec\_demo。例如，可以使用 gcc –o exec\_demo exec\_demo.c 完成编译。

**步骤 2：**在命令行输入./exec\_demo运行该程序。

**步骤 3：**观察该程序在屏幕上的显示结果，并分析。
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**图 2-1 exec\_demo.c 程序的执行过程**

**（3）实现一个简单的 shell（命令行解释器） (此任务有一些难度，可选做)。**

要设计的 shell 类似于 sh,bash,csh 等，必须支持以下内部命令：

**cd** <目录>更改当前的工作目录到另一个<目录>。如果<目录>未指定，输出当前工作目录。如果<目录>不存在，应当有适当的错误信息提示。这个命令应该也能改变 **PWD** 的环境变量。

**environ** 列出所有环境变量字符串的设置（类似于Unix系统下的 **env** 命令）。

**echo <内容 >** 显示echo后的内容且换行

**help** 简短概要的输出你的shell的使用方法和基本功能。

**jobs** 输出shell当前的一系列子进程，必须提供子进程的命名和PID号。

**quit,exit,bye** 退出shell。

提示：shell 的主体就是反复下面的循环过程

while(1){
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接收用户输入的命令行；

解析命令行；

if(用户命令为内部命令)

直接处理；

else if(用户命令为外部命令)

创建子进程执行命令； //参考清单 2-2

else

提示错误的命令；

}

**4、给出实验分析与结论**

**5、 参考程序清单**

清单 2-1 创建进程

int main ()

{

int x;

while((x=fork())==-1);

if (x==0)

printf("a");

else

printf("b");

printf("c");

}

清单 2-2 子进程执行新任务

#include <sys/types.h>

#include <stdio.h>

#include <unistd.h>

int main()

{

pid\_t pid;

/\* fork a child process \*/

pid = fork();

if (pid < 0)

{ /\* error occurred \*/

fprintf(stderr, "Fork Failed");

return 1;

}

else if (pid == 0)

{ /\* 子进程 \*/

execlp("/bin/ls","ls",NULL);

}

else { /\* 父进程 \*/

/\* 父进程将一直等待，直到子进程运行完毕\*/

wait(NULL);

printf("Child Complete");

}

return 0;

}
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**实验三 互斥与同步**

**1、实验目的**

1. 回顾操作系统进程、线程的有关概念，加深对 Windows 线程的理解。
2. 了解互斥体对象，利用互斥与同步操作编写生产者-消费者问题的并发程序，加深对 P (即semWait)、V(即 semSignal)原语以及利用 P、V 原语进行进程间同步与互斥操作的理解。

**2、实验内容和步骤**

**（1） 生产者消费者问题**

**步骤** **1**：创建一个“Win32 Consol Application”工程，然后拷贝清单 3-1 中的程序，编译成可执行文件。

**步骤 2**：在“命令提示符”窗口运行步骤1中生成的可执行文件，列出运行结果。

**步骤 3**：仔细阅读源程序，找出创建线程的WINDOWS API函数，回答下列问题：线程的第一个执行函数是什么（从哪里开始执行）？它位于创建线程的 API 函数的第几个参数中？

**步骤 4**：修改清单3-1中的程序，调整生产者线程和消费者线程的个数，使得消费者数目大与生产者，看看结果有何不同。察看运行结果，从中你可以得出什么结论？

**步骤 5**：修改清单3-1中的程序，按程序注释中的说明修改信号量EmptySemaphore的初始化方法，看看结果有何不同。

**步骤 6**：根据步骤4的结果，并查看MSDN，回答下列问题：

1）CreateMutex 中有几个参数，各代表什么含义。

2）CreateSemaphore 中有几个参数，各代表什么含义，信号量的初值在第几个参数中。

3）程序中 P、V 原语所对应的实际 Windows API 函数是什么，写出这几条语句。

4）CreateMutex 能用 CreateSemaphore 替代吗？尝试修改程序 3-1，将信号量 Mutex 完全用 CreateSemaphore 及相关函数实现。写出要修改的语句。

**（2）** 读者写者问题（选做）

根据实验（1）中所熟悉的 P、V 原语对应的实际 Windows API 函数，并参考教材中读者、写者问题的算法原理，尝试利用 Windows API 函数实现第一类读者写者问题（读者优先）。

**3、** **给出实验分析与结论**

**4、** **参考程序清单**

清单 3-1 生产者消费者问题

#include <windows.h>

#include <iostream>

const unsigned short SIZE\_OF\_BUFFER = 2; //缓冲区长度

unsigned short ProductID = 0; //产品号

unsigned short ConsumeID = 0; //将被消耗的产品号

unsigned short in = 0; //产品进缓冲区时的缓冲区下标

unsigned short out = 0; //产品出缓冲区时的缓冲区下标

int buffer[SIZE\_OF\_BUFFER]; //缓冲区是个循环队列 bool p\_ccontinue = true; //控制程序结束 HANDLE Mutex; //用于线程间的互斥
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|  |  |  |
| --- | --- | --- |
| HANDLE FullSemaphore; | //当缓冲区满时迫使生产者等待 | |
| HANDLE EmptySemaphore; | //当缓冲区空时迫使消费者等待 | |
| DWORD WINAPI Producer(LPVOID); | | //生产者线程 |
| DWORD WINAPI Consumer(LPVOID); | | //消费者线程 |

int main()

{

//创建各个互斥信号

//注意，互斥信号量和同步信号量的定义方法不同，互斥信号量调用的是 CreateMutex 函数，同步信号量调用的是 CreateSemaphore 函数，函数的返回值都是句柄。

Mutex = CreateMutex(NULL,FALSE,NULL);

EmptySemaphore = CreateSemaphore(NULL,SIZE\_OF\_BUFFER,SIZE\_OF\_BUFFER,NULL); //将上句做如下修改，看看结果会怎样

//EmptySemaphore = CreateSemaphore(NULL,0,SIZE\_OF\_BUFFER-1,NULL); FullSemaphore = CreateSemaphore(NULL,0,SIZE\_OF\_BUFFER,NULL);

//调整下面的数值，可以发现，当生产者个数多于消费者个数时，//生产速度快，生产者经常等待消费者；反之，消费者经常等待 const unsigned short PRODUCERS\_COUNT = 3; //生产者的个数 const unsigned short CONSUMERS\_COUNT = 1; //消费者的个数

//总的线程数

const unsigned short THREADS\_COUNT = PRODUCERS\_COUNT+CONSUMERS\_COUNT;

HANDLE hThreads[THREADS\_COUNT]; //各线程的 handle

DWORD producerID[PRODUCERS\_COUNT]; //生产者线程的标识符

DWORD consumerID[CONSUMERS\_COUNT]; //消费者线程的标识符

//创建生产者线程

for (int i=0;i<PRODUCERS\_COUNT;++i){ hThreads[i]=CreateThread(NULL,0,Producer,NULL,0,&producerID[i]); if (hThreads[i]==NULL) return -1;

}

//创建消费者线程

for (i=0;i<CONSUMERS\_COUNT;++i){

hThreads[PRODUCERS\_COUNT+i]=CreateThread(NULL,0,Consumer,NULL,0,&consumerID[i]); if (hThreads[i]==NULL) return -1;

}

while(p\_ccontinue){

if(getchar()){ //按回车后终止程序运行

p\_ccontinue = false;

}

}
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return 0;

}

//生产一个产品。简单模拟了一下，仅输出新产品的 ID 号

void Produce()

{

std::cout << std::endl<< "Producing " << ++ProductID << " ... "; std::cout << "Succeed" << std::endl;

}

//把新生产的产品放入缓冲区

void Append()

{

std::cerr << "Appending a product ... ";

buffer[in] = ProductID;

in = (in+1)%SIZE\_OF\_BUFFER;

std::cerr << "Succeed" << std::endl;

//输出缓冲区当前的状态

for (int i=0;i<SIZE\_OF\_BUFFER;++i){

std::cout << i <<": " << buffer[i];

if (i==in) std::cout << " <-- 生产";

if (i==out) std::cout << " <-- 消费";

std::cout << std::endl;

}

}

//从缓冲区中取出一个产品

void Take()

{

std::cerr << "Taking a product ... ";

ConsumeID = buffer[out];

buffer[out] = 0;

out = (out+1)%SIZE\_OF\_BUFFER;

std::cerr << "Succeed" << std::endl;

//输出缓冲区当前的状态

for (int i=0;i<SIZE\_OF\_BUFFER;++i){

std::cout << i <<": " << buffer[i];

if (i==in) std::cout << " <-- 生产";

if (i==out) std::cout << " <-- 消费";

std::cout << std::endl;

}

}

//消耗一个产品
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void Consume()

{

std::cout << "Consuming " << ConsumeID << " ... "; std::cout << "Succeed" << std::endl;

}

//生产者

DWORD WINAPI Producer(LPVOID lpPara)

{

while(p\_ccontinue){

WaitForSingleObject(EmptySemaphore,INFINITE); //p(empty);

WaitForSingleObject(Mutex,INFINITE); //p(mutex);

Produce();

Append();

Sleep(1500);

ReleaseMutex(Mutex); //V(mutex); ReleaseSemaphore(FullSemaphore,1,NULL); //V(full);

}

return 0;

}

//消费者

DWORD WINAPI Consumer(LPVOID lpPara)

{

while(p\_ccontinue){

WaitForSingleObject(FullSemaphore,INFINITE); //P(full);

WaitForSingleObject(Mutex,INFINITE); //P(mutex);

Take();

Consume();

Sleep(1500);

ReleaseMutex(Mutex); //V(mutex);

ReleaseSemaphore(EmptySemaphore,1,NULL); //V(empty);

}

return 0;

}
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**实验四 银行家算法的模拟与实现**

**1、实验目的**

1. 进一步了解进程的并发执行。
2. 加强对进程死锁的理解，理解安全状态与不安全状态的概念。
3. 掌握使用银行家算法避免死锁问题。

**2、实验基本知识及原理**

**（1）基本概念**

**死锁**：多个进程在执行过程中，因为竞争资源会造成相互等待的局面。如果没有外力作用，这些进程将永远无法向前推进。此时称系统处于死锁状态或者系统产生了死锁。

**安全序列**：系统按某种顺序并发进程，并使它们都能达到获得最大资源而顺序完成的序列为安全序列。

**安全状态**：能找到安全序列的状态称为安全状态，安全状态不会导致死锁。

**不安全状态**：在当前状态下不存在安全序列，则系统处于不安全状态。

**（2）银行家算法**

银行家算法顾名思义是来源于银行的借贷业务，一定数量的本金要满足多个客户的借贷周转，为了防止银行家资金无法周转而倒闭，对每一笔贷款，必须考察其是否能限期归还。

在操作系统中研究资源分配策略时也有类似问题，系统中有限的资源要供多个进程使用，必须保证得到的资源的进程能在有限的时间内归还资源，以供其它进程使用资源。如果资源分配不当，就会发生进程循环等待资源，则进程都无法继续执行下去的死锁现象。

当一进程提出资源申请时，银行家算法执行下列步骤以决定是否向其分配资源：

1）检查该进程所需要的资源是否已超过它所宣布的最大值。

2）检查系统当前是否有足够资源满足该进程的请求。

3）系统试探着将资源分配给该进程，得到一个新状态。

4）执行安全性算法，若该新状态是安全的，则分配完成；若新状态是不安全的，则恢复原状态，阻塞该进程。

**3、实验内容**

本实验的内容是要通过编写和调试一个模拟系统动态分配资源的银行家算法程序，有效地避免死锁发生。具体要求如下：

（1） 初始化时让系统拥有一定的资源；

（2） 用键盘输入的方式允许进程动态申请资源；

（3） 如果试探分配后系统处于安全状态，则修改系统的资源分配情况，正式分配资源；

（4） 如果试探分配后系统处于不安全状态，则提示不能满足请求，恢复原状态并阻塞该进程。
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**4、 银行家算法中的数据结构与流程图**

**（1）数据结构（详见教材 P177）：**

资源总量向量 *Resource*，*m* 维，表示 *m* 种资源的总量。

可用资源向量 *Available*，*m* 维，表示未分配的各种可用资源数量。

需求矩阵 *Claim*，*n*\**m* 矩阵，表示 *n* 个进程对 *m* 类资源的最大需求。

分配矩阵 *Allocation* ，*n*\**m* 矩阵，表示 *n* 个进程已分配的各种资源数。

**（2）算法流程图：**请补充画出算法流程图。

**5、 银行家算法编程实现**

根据银行家算法及其数据结构，利用 C/C++语言进行编程实现。

**6、 实验结果与分析**

**7、 实验总结**
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**实验五 内存管理**

**1、实验目的**

（1） 通过对 Windows xp/7“任务管理器”、“计算机管理”、“我的电脑”属性、“系统信息”、“系统监视器”等程序的应用，学习如何察看和调整 Windows 的内存性能，加深对操作系统内存管理、虚拟存储管理等理论知识的理解。

（2） 了解 Windows xp/7 的内存结构和虚拟内存的管理，理解进程的虚拟内存空间和物理内存的映射关系。

**2、背景知识**

耗尽内存是 Windows 系统中最常见的问题之一。当系统耗尽内存时，所有进程对内存的总需求超出了系统的物理内存总量。随后，Windows 必须借助它的虚拟内存来维持系统和进程的运行。虚拟内存机制是 Windows 操作系统的重要组成部分，但它的速度比物理内存慢得多，因此，应该尽量避免耗尽物理内存资源，以免导致性能下降。

解决内存不足问题的一个有效的方法就是添加更多的内存。但是，一旦提供了更多的内存， Windows 很可以会立即“吞食”。而事实上，添加更多的内存并非总是可行的，也可能只是推迟了实际问题的发生。因此，应该相信，优化所拥有的内存是非常关键的。

**（1） 分页过程**

* Windows 求助于硬盘以获得虚拟内存时，这个过程被称为分页 (paging) 。分页就是将信息从主内存移动到磁盘进行临时存储的过程。应用程序将物理内存和虚拟内存视为一个独立的实体，甚至不知道 Windows 使用了两种内存方案，而认为系统拥有比实际内存更多的内存。例如，系统的内存数量可能只有 256MB，但每一个应用程序仍然认为有 4GB 内存可供使用。

使用分页方案带来了很多好处，不过这是有代价的。当进程需要已经交换到硬盘上的代码或数据时，系统要将数据送回物理内存，并在必要时将其他信息传输到硬盘上，而硬盘与物理内存在性能上的差异极大。例如，硬盘的访问时间通常大约为 4-10 毫秒，而物理内存的访问时间为 60 us，甚至更快。

**（2） 内存共享**

应用程序经常需要彼此通信和共享信息。为了提供这种能力，Windows 必须允许访问某些内存空间而不危及它和其他应用程序的安全性和完整性。从性能的角度来看，共享内存的能力大大减少了应用程序使用的内存数量。运行一个应用程序的多个副本时，每一个实例都可以使用相同的代码和数据，这意味着不必维护所加载应用程序代码的单独副本并使用相同的内存资源。无论正在运行多少个应用程序实例，充分支持应用程序代码所需求的内存数量都相对保持不变。

**（3） 未分页合并内存与分页合并内存**

Windows 决定了系统内存组件哪些可以以及哪些不可以交换到磁盘上。显然，不应该将某些代

* (例如内核) 交换出主内存。因此，Windows 将系统使用的内存进一步划分为未分页合并内存和分页合并内存。

分页合并内存是存储迟早需要的可分页代码或数据的内存部分。虽然可以将分页合并内存中的任何系统进程交换到磁盘上，但是它临时存储在主内存的这一部分，以防系统立刻需要它。在将系统进程交换到磁盘上之前，Windows 会交换其他进程。

未分页合并内存包含必须驻留在内存中的占用代码或数据。这种结构类似于早期的 MS-DOS 程序使用的结构，在 MS-DOS 中，相对较小的终止并驻留程序 (Terminate and Stay Resident，TSR)
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在启动时加载到内存中。这些程序在系统重新启动或关闭之前一直驻留在内存的特定部分中。例如，防病毒程序将加载为 TSR 程序，以预防可能的病毒袭击。

未分页合并内存中包含的进程保留在主内存中，并且不能交换到磁盘上。物理内存的这个部分用于内核模式操作（例如，驱动程序）和必须保留在主内存中才能有效工作的其他进程。没有主内存的这个部分，内核组件就将是可分页的，系统本身就有变得不稳定的危险。

分配到未分页内存池的主内存数量取决于服务器拥有的物理内存数量以及进程对系统上的内存地空间的需求。不过，Windows XP 将未分页合并内存限制为 256MB (在 Windows NT 4 中的限制

* 128MB) 。根据系统中的物理内存数量，复杂的算法在启动时动态确定 Windows XP 系统上的未分页合并内存的最大数量。Windows XP 内部的这一自我调节机制可以根据当前的内存配置自动调整大小。例如，如果增加或减少系统中的内存数量，那么 Windows Xp 将自动调整未分页合并内存的大小，以反映这一更改。

**（4） 提高分页性能**

只有一个物理硬盘驱动器的系统限制了优化分页性能的能力。驱动器必须处理系统和应用程序的请求以及对分页文件的访问。虽然物理驱动器可能有多个分区，但是将分页文件分布到多个分区的分页文件并不能提高硬盘驱动器的能力。只有当一个分区没有足够的空间来包含整个分页文件时，才将分页文件放在同一个硬盘的多个分区上。

拥有多个物理驱动器的服务器可以使用多个分页文件来提高分页性能。关键是将分页请求的负载分布到多个物理硬盘上。实际上，使用独立物理驱动器上的分页文件，系统可以同时处理多个分页请求。各个物理驱动器可以同时访问它自己的分页文件并写入信息，这将增加可以传输的信息量。多个分页文件的最佳配置是将各个分页文件放在拥有自己的控制器的独立驱动器上。不过，由于额外的费用并且系统上的可用中断很有限，因此对于大多数基于服务器的配置来说，这可能是不切实际的解决方案。

分页文件最重要的配置参数是大小。无论系统中有多少个分页文件，如果它们的大小不合适，那么系统就可能遇到性能问题。

如果初始值太小，那么系统可能必须扩大分页文件，以补偿额外的分页活动。当系统临时增加分页文件时，它必须在处理分页请求的同时创建新的空间。这时，系统将出现大量的页面错误，甚至可能出现系统失效。当系统必须在进程的工作区外部 (在物理内存或分页文件中的其他位置) 查找信息时，就会出现页面错误。当系统缺乏存储资源 (物理内存及虚拟内存) 来满足使用需求，从而遇到过多的分页时，就会出现系统失效。系统将花更多的时间来分页而不是执行应用程序。当系统失效时，Memory：Pages/see 计数器将持续高于每秒 100 页。系统失效严重降低了系统的性能。此外，动态扩展分页文件将导致碎片化。分页文件将散布在整个磁盘上而不是在启动时的连续空间中创建，从而增加了系统的开销，并导致系统性能降低。因此，应该尽量避免系统增加分页文件的大小。

**提示：**

1. WINDOWS 中采用的虚拟存储管理方案是请求页式存储管理，分页文件就是我们原理课中所说的交换/对换文件，存放的内容是暂时被交换到外存中的进程页面。UNIX 使用的是交换分区，WINDOWS 使用的是交换文件。

2)在 NTFS 驱动器上，总是至少保留 25％的空闲驱动器空间，以确保可以在连续的空间中创建分页文件。

1. Windows xp 使用内存数量的 1.5 倍作为分页文件的最小容量，这个最小容量的两倍作为最大容量。它减少了系统因为错误配置的分页文件而崩溃的可能性。系统在崩溃之后能够将内存转储写入磁盘，所以系统分区必须有一个至少等于物理内存数量加上 1 的分页文件。

**（5） Windows 虚拟内存**

Windows Xp 是 32 位的操作系统，它使计算机 CPU 可以用 32 位地址对 32 位内存块进行操作。内存中的每一个字节都可以用一个 32 位的指针来寻址。这样，最大的存储空间就是 232 字节或 4000 兆字节 (4GB) 。这样，在 Windows 下运行的每一个应用程序最大可能占有 4GB 大小的空间。

然而，实际上每个进程一般不会占有 4GB 内存。Windows 在幕后将虚拟内存 (virtual memory，
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VM) 地址映射到了各进程的物理内存地址上。而所谓物理内存是指计算机的 RAM 和由 Windows 分配到用户驱动器根目录上的换页文件。物理内存完全由系统管理。

* + Windows 环境下，4GB 的虚拟地址空间被划分成两个部分：低端 2GB 提供给进程使用，高
* 2GB 提供给系统使用。这意味着用户的应用程序代码，包括 DLL 以及进程使用的各种数据等，

都装在用户进程地址空间内 (低端 2GB) 。用户进程的虚拟地址空间也被分成三部分：

1. 虚拟内存的已调配区 (committed) ：具有备用的物理内存，根据该区域设定的访问权限，用

户可以进行写、读或在其中执行程序等操作。

1. 虚拟内存的保留区 (reserved) ：没有备用的物理内存，但有一定的访问权限。
2. 虚拟内存的自由区 (free) ：不限定其用途，有相应的 PAGE\_NOACCESS 权限。

与虚拟内存区相关的访问权限告知系统进程可在内存中进行何种类型的操作。例如，用户不能在只有 PAGE\_READONLY 权限的区域上进行写操作或执行程序；也不能在只有 PAGE\_EXECUTE 权限的区域里进行读、写操作。而具有 PAGE\_ NOACCESS 权限的特殊区域，则意味着不允许进程对其地址进行任何操作。

在进程装入之前，整个虚拟内存的地址空间都被设置为只有 PAGE\_NOACCESS 权限的自由区域。当系统装入进程代码和数据后，才将内存地址的空间标记为已调配区或保留区，并将诸如EXECUTE、READWRITE 和 READONLY 的权限与这些区域相关联。

|  |  |  |
| --- | --- | --- |
| 表 5-1 | MEMORY\_BASIC\_INFORMATION 结构的成员 |  |
|  |  |  |
| 成员名称 | 目的 |  |
|  |  |  |
| PVOID BaseAddress | 虚拟内存区域开始处的指针 |  |
|  |  |  |
| PVOID AllocationBase | 如果这个特定的区域为子分配区的话，则为虚拟内存外面区域的 |  |
| 指针；否则此值与 BaseAddress 相同 |  |
|  |  |
|  |  |  |
|  | 虚拟内存最初分配区域的保护属性。其可能值包括： |  |
| DWORD AllocationProtect | PAGE\_NOACCESS，PAGE\_READONLY，PAGE\_READWRITE |  |
|  | 和 PAGE \_EXECUTE\_READ |  |
|  |  |  |
| DWORD RegionSize | 虚拟内存区域的字节数 |  |
|  |  |  |
| DWORD State | 区域的当前分配状态。其可能值为 MEM\_COMMIT，MEM\_FREE |  |
| 和 MEM\_RESERVE |  |
|  |  |
|  |  |  |
| DWORD Protect | 虚拟内存当前区域的保护属性。可能值与 AllocationProtect 成员 |  |
| 的相同 |  |
|  |  |
|  |  |  |
| DWORD Type | 虚拟内存区域中出现的页面类型。可能值为 MEM\_IMAGE， |  |
| MEM\_MAPPED 和 MEM\_PRIVATE |  |
|  |  |
|  |  |  |

Windows 还提供了一整套能使用户精确控制应用程序的虚拟地址空间的虚拟内存 API。一些用于虚拟内存操作及检测的 API 见表 5-2 所示。

表 5-2 虚拟内存的 API

|  |  |
| --- | --- |
| API 名称 | 描述 |

通过填充 MEMORY\_BASIC\_INFORMATION 结构检测进程内虚拟内存

VirtualQueryEx()

的区域

VirtualAlloc() 保留或调配进程的部分虚拟内存，设置分配和保护标志

VirtualFree() 释放或收回应用程序使用的部分虚拟地址

VirtualProtect() 改变虚拟内存区域保护规范

VirtualLock() 防止系统将虚拟内存区域通过系统交换到页面文件中

VirtualUnlock() 释放虚拟内存的锁定区域，必要时，允许系统将其交换到页面文件中

程序清单 5-1 还显示了如何理解 Virtual QueryEX() API 填充的 MEMORY\_BASIC\_ INFORMATION 结构，如表 5-l 所示。此数据描述了进程虚拟内存空间中一组虚拟内存页面的当前
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状态。其中 State 项表明这些区域是否为自由区、已调配区或保留区；Protect 项则包含了 Windows 系统为这些区域添加了何种访问保护；Type 项则表明这些区域是可执行图像、内存映射文件还是简单的私有内存。VirtualQueryEX() API 能让用户在指定的进程中，对虚拟内存地址的大小和属性进行检测。

提供虚拟内存分配功能的是 VirtualAlloc() API。该 API 支持用户向系统要求新的虚拟内存或改变已分配内存的当前状态。用户若想通过 VirtualAlloc() 函数使用虚拟内存，可以采用两种方式通知系统：

1. 简单地将内存内容保存在地址空间内；
2. 请求系统返回带有物理存储区 (RAM 的空间或换页文件) 的部分地址空间。

用户可以用 flAllocation Type 参数 (commit 和 reserve) 来定义这些方式，用户可以通知 Windows 按只读、读写、不可读写、执行或特殊方式来处理新的虚拟内存。

* VirtualAlloc() 函数对应的是 VirtualFree() 函数，其作用是释放虚拟内存中的已调配页或保

留页。用户可利用 dwFree Type 参数将已调配页修改成保留页属性。

VirtualProtect() 是 VirtualAlloc() 的一个辅助函数，利用它可以改变虚拟内存区的保护规范。

**3、** **实验内容和步骤**

**（1）观察和调整 Windows XP/7 的内存性能。**

**步骤 1**：阅读“背景知识”，请回答：

1. 什么是“分页过程”？
2. 什么是“内存共享”？
3. 什么是“未分页合并内存”和“分页合并内存”？ Windows xp 中，未分页合并内存的最大限制是多少？
4. Windows xp 分页文件默认设置的最小容量和最大容量是多少？**步骤 2**：登录进入Windows xp。

**步骤 3**：查看包含多个实例的应用程序的内存需求。

1. 启动想要监视的应用程序，例如 Word。
2. 右键单击任务栏以启动“任务管理器”。
3. 在“Windows 任务管理器”对话框中选定“进程”选项卡。
4. 向下滚动在系统上运行的进程列表，查找想要监视的应用程序。请在表 5-3 中记录：
   * 5-3 实验记录

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 映像名称 | PID | CPU | CPU 时间 | 内存使用 |
|  |  |  |  |  |
| WINWORD.EXE | 2732 | 00 | 0：00：17 | 24624K |

“内存使用”列显示了该应用程序的一个实例正在使用的内存数量。

1. 启动应用程序的另一个实例并观察它的内存需求。

请描述使用第二个实例占用的内存与使用第一个实例时的内存对比情况。

**步骤 4**：未分页合并内存。

估算未分页合并内存大小的最简单方法是使用“任务管理器”。未分页合并内存的估计值显示

在“任务管理器”的“性能”选项卡的“核心内存”部分。

总数 (K) ：\_\_\_\_\_\_\_2013000\_\_\_\_\_\_\_\_ 分页数：\_\_\_\_\_\_\_\_135\_\_\_\_\_\_\_\_

未分页 (K) ：\_\_\_\_\_\_\_32\_\_\_\_\_\_\_

还可以使用“任务管理器”查看一个独立进程正在使用的未分页合并内存数量和分页合并内存数量。操作步骤如下：

1. 单击“Windows 任务管理器”的“进程”选项卡，然后从“查看”菜单中选择“选择列”命令，显示“进程”选项卡的可查看选项。
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1. 在“选择列”对话框中，选定“页面缓冲池”选项和“非页面缓冲池”选项旁边的复选框，然后单击“确定”按钮。

返回 Windows Xp“任务管理器”的“进程”选项卡时，将看到其中增加显示了各个进程占用的分页合并内存数量和未分页合并内存数量。

仍以刚才打开观察的应用程序 (例如 Word) 为例，请在表 5-4 中记录：

* + 5-4 实验记录

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 映像名称 | PID | 内存使用 | 页面缓冲池 | 非页面缓冲池 |
|  |  |  |  |  |
| WINWORD.EXE | 2732 | 25140K | 743K | 38K |

从性能的角度来看，未分页合并内存越多，可以加载到这个空间的数据就越多。拥有的物理内存越多，未分页合并内存就越多。但未分页合并内存被限制为 256MB，因此添加超出这个限制的内存对未分页合并内存没有影响。

**步骤 5**：提高分页性能。

* Windows xp 的安装过程中，将使用连续的磁盘空间自动创建分页文件(pagefile.sys) 。用户可以事先监视变化的内存需求并正确配置分页文件，使得当系统必须借助于分页时的性能达到最高。

虽然分页文件一般都放在系统分区的根目录下面，但这并不总是该文件的最佳位置。要想从分页获得最佳性能，应该首先检查系统的磁盘子系统的配置，以了解它是否有多个物理硬盘驱动器。

1) 在“开始”菜单中单击“设置” – “控制面板”命令，双击“管理工具”图标，再双击“计算机管理”图标。

2) 在“计算机管理”窗口的左格选择“磁盘管理”管理单元来查看系统的磁盘配置。请在表 5-5 中记录：

* + 5-5 实验记录

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 卷 | 布局 | 类型 | 文件系统 | 容量 | 状态 |
|  |  |  |  |  |  |
| C | 简单 | 基本 | NTFS | 58.59GB | 状态良好 |
| D | 简单 | 基本 | NTFS | 10.00GB | 状态良好 |
| E | 简单 | 基本 | NTFS | 10.00GB | 状态良好 |
| F | 简单 | 基本 | NTFS | 80.00GB | 状态良好 |

如果系统只有一个硬盘，那么建议应该尽可能为系统配置额外的驱动器。这是因为：Windows xp 最多可以支持在多个驱动器上分布的 16 个独立的分页文件。为系统配置多个分页文件可以实现对不同磁盘 I/O 请求的并行处理，这将大大提高 I/O 请求的分页文件性能。

**步骤 6**：计算分页文件的大小。

要想更改分页文件的位置或大小配置参数，可按以下步骤进行：

1. 右键单击桌面上的“我的电脑”（Win7 为计算机）图标并选定“属性”（Win7 为高级系统设

置）。

1. 在“高级”选项卡上单击“性能选项”按钮。
2. 单击对话框中的“虚拟内存”区域中的“更改”按钮。

请记录：

所选驱动器 (C: ) 的页面文件大小：

驱动器：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

初始大小 (MB) ：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

可用空间：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ MB

最大值 (MB) ：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

所选驱动器 (D: ) 的页面文件大小：(如果有的话)

驱动器：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ 可用空间：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_MB

初始大小 (MB) ：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ 最大值 (MB) ：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

所有驱动器页面文件大小的总数：
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允许的最小值：\_\_\_\_\_\_\_\_\_\_\_\_\_ MB 推荐：\_\_\_\_\_\_\_\_\_\_\_\_\_\_ MB

当前已分配：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ MB

1. 要想将另一个分页文件添加到现有配置，在“虚拟内存”对话框中选定一个还没有分页文件的驱动器，然后指定分页文件的初始值和最大值 (以兆字节表示) ，单击“设置”，然后单击“确定”。
2. 要想更改现有分页文件的最大值和最小值，可选定分页文件所在的驱动器。然后指定分页文件的初始值和最大值，单击“设置”按钮，然后单击“确定”按钮。
3. 在“性能选项”对话框中单击“确定”按钮。
4. 单击“确定”按钮以关闭“系统特性”对话框。

**（2）了解和检测进程的虚拟内存空间。**

**步骤 1：**创建一个“Win32 Consol Application”工程，然后拷贝清单5-1中的程序，编译成可执行文件。

**步骤 2：**在VC的工具栏单击“Execute Program”(执行程序)按钮，或者按Ctrl + F5键，或者在“命令提示符”窗口运行步骤 1 中生成的可执行文件。

**步骤 3：**根据运行结果，回答下列问题

虚拟内存每页容量为：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ 最小应用地址：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

最大应用地址：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

当前可供应用程序使用的内存空间为：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

当前计算机的实际内存大小为：\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

理论上每个 Windows 应用程序可以独占的最大存储空间是：\_\_\_\_\_\_\_\_\_\_\_\_\_

**提示：**可供应用程序使用的内存空间实际上已经减去了开头与结尾两个 64KB 的保护区。虚拟内存空间中的 64KB 保护区是防止编程错误的一种 Windows 方式。任何对内存中这一区域的访问 (读、写、执行) 都将引发一个错误陷阱，从而导致错误并终止程序的执行。

按 committed、reserved、free 等三种虚拟地址空间分别记录实验数据。其中“描述”是指对该组数据的简单描述，例如，对下列一组数据：

00010000 – 00012000 <8.00KB> Committed, READWRITE, Private 可描述为：具有 READWRITE 权限的已调配私有内存区。

将系统当前的自由区 (free) 虚拟地址空间按表 5-6 格式记录。

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  | 表 5-6 | 实验记录 | |  |  |
|  |  |  | |  |  |  |
| 地址 | 大小 | 虚拟地址 | | 访问权限 | 描述 |  |
| 空间类型 | |  |
|  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  | free |  |  |  |  |
|  |  |  |  |  |  |  |

**提示：**详细记录实验数据在实验活动中是必要的，但想想是否可以简化记录的办法？

将系统当前的已调配区 (committed) 虚拟地址空间按表 5-7 格式记录。

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  | 表 5-7 | 实验记录 | |  |  |
|  |  |  |  |  |  |  |  |
|  | 地址 | 大小 | 虚拟地址 |  | 访问权限 | 描述 |  |
|  | 空间类型 |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |
|  |  |  | committed |  |  |  |  |
|  |  |  |  | |  |  |  |
|  |  | 22 | | |  |  |  |

将系统当前的保留区 (reserved) 虚拟地址空间按表 5-8 格式记录。

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  | 表 5-8 | 实验记录 | |  |  |
|  |  |  |  |  |  |  |  |
|  | 地址 | 大小 | 虚拟地址 |  | 访问权限 | 描述 |  |
|  | 空间类型 |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |
|  |  |  | reserved |  |  |  |  |
|  |  |  |  |  |  |  |  |

**4、** **实验结论**

简单描述 windows 进程的虚拟内存管理方案。

**5、** **程序清单**

清单 5-1 了解和检测进程的虚拟内存空间

// 工程 vmwalker

#include <windows.h>

#include <iostream>

#include <shlwapi.h>

#include <iomanip>

#pragma comment(lib, "Shlwapi.lib")

// 以可读方式对用户显示保护的辅助方法。

// 保护标记表示允许应用程序对内存进行访问的类型

// 以及操作系统强制访问的类型

inline bool TestSet(DWORD dwTarget, DWORD dwMask)

{

return ((dwTarget &dwMask) == dwMask) ;

}

# define SHOWMASK(dwTarget, type) \

if (TestSet(dwTarget, PAGE\_##type) ) \

{std :: cout << ", " << #type; }

void ShowProtection(DWORD dwTarget)

{

SHOWMASK(dwTarget, READONLY) ;

SHOWMASK(dwTarget, GUARD) ;

SHOWMASK(dwTarget, NOCACHE) ;

SHOWMASK(dwTarget, READWRITE) ;

SHOWMASK(dwTarget, WRITECOPY) ;

SHOWMASK(dwTarget, EXECUTE) ;

SHOWMASK(dwTarget, EXECUTE\_READ) ;

SHOWMASK(dwTarget, EXECUTE\_READWRITE) ;

SHOWMASK(dwTarget, EXECUTE\_WRITECOPY) ;

SHOWMASK(dwTarget, NOACCESS) ;

}

// 遍历整个虚拟内存并对用户显示其属性的工作程序的方法
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void WalkVM(HANDLE hProcess)

{

// 首先，获得系统信息

SYSTEM\_INFO si;

:: ZeroMemory(&si, sizeof(si) ) ;

:: GetSystemInfo(&si) ;

// 分配要存放信息的缓冲区

MEMORY\_BASIC\_INFORMATION mbi;

:: ZeroMemory(&mbi, sizeof(mbi) ) ;

// 循环整个应用程序地址空间

LPCVOID pBlock = (LPVOID) si.lpMinimumApplicationAddress; while (pBlock < si.lpMaximumApplicationAddress) {

// 获得下一个虚拟内存块的信息

if (:: VirtualQueryEx(

hProcess,

pBlock,

&mbi,

sizeof(mbi))==sizeof(mbi) )

// 相关的进程

// 开始位置

// 缓冲区

// 大小的确认

{

// 计算块的结尾及其大小

LPCVOID pEnd = (PBYTE) pBlock + mbi.RegionSize; TCHAR szSize[MAX\_PATH];

:: StrFormatByteSize(mbi.RegionSize, szSize, MAX\_PATH) ;

// 显示块地址和大小

std :: cout.fill ('0') ;

std :: cout

<< std :: hex << std :: setw(8) << (DWORD) pBlock << "-"

<< std :: hex << std :: setw(8) << (DWORD) pEnd << (:: strlen(szSize)==7? " (" : " (") << szSize << ") " ;

// 显示块的状态

switch(mbi.State)

{

case MEM\_COMMIT :

std :: cout << "Committed" ;

break;

case MEM\_FREE :

std :: cout << "Free" ;

break;

case MEM\_RESERVE :
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std :: cout << "Reserved" ;

break;

}

// 显示保护

if(mbi.Protect==0 && mbi.State!=MEM\_FREE)

{ mbi.Protect=PAGE\_READONLY; }

ShowProtection(mbi.Protect);

// 显示类型

switch(mbi.Type){

case MEM\_IMAGE :

std :: cout << ", Image" ;

break;

case MEM\_MAPPED:

std :: cout << ", Mapped";

break;

case MEM\_PRIVATE :

std :: cout << ", Private" ;

break;

}

// 检验可执行的影像

TCHAR szFilename [MAX\_PATH] ;

if (:: GetModuleFileName (

(HMODULE) pBlock,

szFilename,

MAX\_PATH)>0)

// 实际虚拟内存的模块句柄

//完全指定的文件名称

//实际使用的缓冲区大小

{

// 除去路径并显示

:: PathStripPath(szFilename) ;

std :: cout << ", Module: " << szFilename;

}

std :: cout << std :: endl;

// 移动块指针以获得下一下个块

pBlock = pEnd;

}

}

}

void ShowVirtualMemory()

{

// 首先，让我们获得系统信息

SYSTEM\_INFO si;

:: ZeroMemory(&si, sizeof(si) ) ;

:: GetSystemInfo(&si) ;

// 使用外壳辅助程序对一些尺寸进行格式化

TCHAR szPageSize[MAX\_PATH];

::StrFormatByteSize(si.dwPageSize, szPageSize, MAX\_PATH) ;
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DWORD dwMemSize = (DWORD)si.lpMaximumApplicationAddress - (DWORD) si.lpMinimumApplicationAddress;

TCHAR szMemSize [MAX\_PATH] ;

:: StrFormatByteSize(dwMemSize, szMemSize, MAX\_PATH) ; // 将内存信息显示出来

std :: cout << "Virtual memory page size: " << szPageSize << std :: endl;

std :: cout.fill ('0') ;

std :: cout << "Minimum application address: 0x"

<< std :: hex << std :: setw(8)

<< (DWORD) si.lpMinimumApplicationAddress

<< std :: endl;

std :: cout << "Maximum application address: 0x"

<< std :: hex << std :: setw(8)

<< (DWORD) si.lpMaximumApplicationAddress

<< std :: endl;

std :: cout << "Total available virtual memory: "

<< szMemSize << std :: endl ;

}

void main()

{

//显示虚拟内存的基本信息

ShowVirtualMemory();

// 遍历当前进程的虚拟内存

::WalkVM(::GetCurrentProcess());

}
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**实验六 磁盘调度**

**1、实验目的**

1. 了解磁盘结构以及磁盘上数据的组织方式。
2. 掌握磁盘访问时间的计算方式。
3. 掌握常用磁盘调度算法及其相关特性。

**2、实验基本知识及原理**

**（1）磁盘数据的组织**

磁盘上每一条物理记录都有唯一的地址，该地址包括三个部分：磁头号（盘面号）、柱面号（磁道号）和扇区号。给定这三个量就可以唯一地确定一个地址。

**（2）磁盘访问时间的计算方式**

磁盘在工作时以恒定的速率旋转。为保证读或写，磁头必须移动到所要求的磁道上，当所要求的扇区的开始位置旋转到磁头下时，开始读或写数据。对磁盘的访问时间包括：寻道时间、旋转延迟时间和传输时间。

**（3）磁盘调度算法**

磁盘调度的目的是要尽可能降低磁盘的寻道时间，以提高磁盘 I/O 系统的性能。

**先进先出算法**：按访问请求到达的先后次序进行调度。

**最短服务时间优先算法**：优先选择使磁头臂从当前位置开始移动最少的磁盘 I/O 请求进行调度。**SCAN（电梯算法）：**要求磁头臂先沿一个方向移动，并在途中满足所有未完成的请求，直到它

到达这个方向上的最后一个磁道，或者在这个方向上没有别的请求为止，后一种改进有时候称作 LOOK 策略。然后倒转服务方向，沿相反方向扫描，同样按顺序完成所有请求。

**C-SCAN（循环扫描）算法：**在磁盘调度时，把扫描限定在一个方向，当沿某个方向访问到最后一个磁道时，磁头臂返回到磁盘的另一端，并再次开始扫描。

**3、实验内容**

本实验通过编程模拟实现几种常见的磁盘调度算法。

（1）测试数据：参见教材 P319-320，测试结果参见表 11.2。

（2）使用 C 语言编程实现 FIFO、SSTF、SCAN、C-SCAN 算法（选做）。参考代码如下：

#include"stdio.h"

#include"stdlib.h"

#define maxsize 1000 //定义最大数组域

//先进先出调度算法

void FIFO(int array[],int m)

{

int sum=0,j,i,now;

float avg;

printf("\n 请输入当前的磁道号：");
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scanf("%d",&now);

printf("\n FIFO 调度结果: ");

printf("%d ",now);

for(i=0;i<m;i++) printf("%d ",array[i]);

sum=abs(now-array[0]);

for(j=1;j<m;j++) sum+=abs(array[j]-array[j-1]);//累计总的移动距离avg=(float)sum/m;//计算平均寻道长度 printf("\n 移动的总道数： %d \n",sum);

printf(" 平均寻道长度： %f \n",avg);

}

//最短服务时间优先调度算法

void SSTF(int array[],int m)

{

int temp;

int k=1;

int now,l,r;

int i,j,sum=0;

float avg;

for(i=0;i<m;i++)

{

for(j=i+1;j<m;j++)//对磁道号进行从小到大排列

{

if(array[i]>array[j])//两磁道号之间比较

{

temp=array[i];

array[i]=array[j];

array[j]=temp;

}

}

}

for( i=0;i<m;i++)//输出排序后的磁道号数组

printf("%d ",array[i]);

printf("\n 请输入当前的磁道号：");

scanf("%d",&now);

printf("\n SSTF 调度结果: ");

if(array[m-1]<=now)//判断整个数组里的数是否都小于当前磁道号

{

for(i=m-1;i>=0;i--)//将数组磁道号从大到小输出

printf("%d ",array[i]);

sum=now-array[0];//计算移动距离

}

else if(array[0]>=now)//判断整个数组里的数是否都大于当前磁道号

{

for(i=0;i<m;i++)//将磁道号从小到大输出

printf("%d ",array[i]);
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sum=array[m-1]-now;//计算移动距离

}

else

{

while(array[k]<now)//逐一比较以确定 K 值

{

k++;

}

l=k-1;

r=k;

//确定当前磁道在已排的序列中的位置

while((l>=0)&&(r<m))

{

if((now-array[l])<=(array[r]-now))//判断最短距离

{

printf("%d ",array[l]);

sum+=now-array[l];//计算移动距离

now=array[l];

l=l-1;

}

else

{

printf("%d ",array[r]);

sum+=array[r]-now;//计算移动距离

now=array[r];

r=r+1;

}

}

if(l=-1)

{

for(j=r;j<m;j++)

{

printf("%d ",array[j]);

}

sum+=array[m-1]-array[0];//计算移动距离

}

else

{

for(j=l;j>=0;j--)

{

printf("%d ",array[j]);

}

sum+=array[m-1]-array[0];//计算移动距离

}

}

avg=(float)sum/m;
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printf("\n 移动的总道数： %d \n",sum);

printf(" 平均寻道长度： %f \n",avg);

}

* 操作界面 int main()

{

int c;

int count; //int m=0;

int cidao[maxsize];//定义磁道号数组 int i=0;

int b;

printf("\n --------------------------------------------------\n");

printf("磁盘调度算法模拟");

printf("\n --------------------------------------------------\n"); printf("请先输入磁道数量：\n"); scanf("%d",&b); printf("请先输入磁道序列：\n"); for(i=0;i<b;i++){

scanf("%d",&cidao[i]);

}

printf("\n 磁道读取结果：\n"); for(i=0;i<b;i++)

{

printf("%d ",cidao[i]);//输出读取的磁道的磁道号

}

count=b;

printf("\n "); while(1)

{

printf("\n 算法选择：\n");

printf(" 1、先进先出算法（FIFO）\n");

printf(" 2、最短服务时间优先算法（SSTF）\n"); printf(" 3、扫描算法（SCAN）\n");

printf(" 4、循环扫描算法（C-SCAN）\n"); printf(" 5. 退出\n");

printf("\n"); printf("请选择："); scanf("%d",&c); if(c>5)

break;

switch(c)//算法选择

{

case 1:

FIFO(cidao,count);//先进先出算法 printf("\n");
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break;

case 2:

SSTF(cidao,count);//最短服务时间优先算法

printf("\n");

break;

case 3:

* SCAN(cidao,count);//扫描算法，待补充！ printf("\n");

break; case 4:

* CSCAN(cidao,count);//循环扫描算法，待补充！ printf("\n");

break; case 5: exit(0);

}

}

return 0;

}
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**实验七 进程间通信**

**1、实验目的**

Linux 系统的进程通信机构（IPC）允许在任意进程间大批量地交换数据，通过本实验，理解熟悉 Linux 支持的消息通信机制、共享存储区机制及信息量机制。

**2、实验题目**

1）消息的创建，发送和接收。

（1） 使用系统调用 msgget()，msgsnd()，msgrcv()及 msgctl()编制一长度为 1K 的消息的

发送和接收程序。

（2） 观察上面程序，说明控制消息队列系统调用 msgctl()在此起什么作用？2）共享存储区的创建、附接和断接。

使用系统调用 shmget()，shmat()，sgmdt()，shmctl()，编制一个与上述功能相同的程序。

3）比较上述 1，2 两种消息通信机制中数据传输的时间。

**3、背景知识**

系统调用函数说明、参数值及定义

* fork( )

创建一个新进程。 int fork( )

其中返回 int 取值意义如下：

0：创建子进程，从子进程返回的 id 值大于 0：从父进程返回的子进程 id 值-1：创建失败

UINX/Linux 系统把信号量、消息队列和共享资源统称为进程间通信资源(IPC resource)。

提供给用户的 IPC 资源是通过一组系统调用实现的。这组系统调用为用户态进程提供了以下三种服务：

* 用信号量对进程要访问的临界资源进行保护。
* 用消息队列在进程间以异步方式发送消息。
* 用一块预留出的内存区域供进程之间交换数据。创建 IPC 资源的系统调用有：
* semget()—获得信号量的 IPC 标识符。
* msgget()—获得消息队列的 IPC 标识符。
* shmget()—获得共享内存的 IPC 标识符。

控制 IPC 资源的系统调用有：

* semctl()—对信号量资源进行控制的函数。
* msgctl()—对消息队列进行控制的函数。
* shmctl()—对共享内存进行控制的函数。
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上述函数为获得和设置资源的状态信息提供了一些命令。例如：

* IPC\_SET 命令：设置属主的用户标识符和组标识符。
* IPC\_STAT 和 IPC\_INFO 命令：获得资源状态信息。
* IPC\_RMID 命令：释放这个资源。

操作 IPC 资源的系统调用有：

* + semop()—获得或释放一个 IPC 信号量。 可以实现 P、V 操作
  + msgsnd()—发送一个 IPC 消息。
  + msgrcv()—接收一个 IPC 消息。
  + shmat()—将一个 IPC 共享内存段添加到 进程的地址空间
  + shmdt()——将 IPC 共享内存段从私有的地址空间剥离。下面对部分系统调用说明如下：
* msgget(key,flag)

获得一个消息的描述符，该描述符指定一个消息队列以便用于其他系统调用。该函数使用头文件如下：

# include <sys/types.h>

#include <sys/ipc.h>

#include <sys/msg.h>

参数定义

int msgget(key,flag)

key\_t key;

int flag;

语法格式：msgqid=msgget(key,flag)

其中：

msgqid 是该系统调用返回的描述符，失败则返回-1； flag 本身由操作允许权和控制命令值相“或”得到。

如：IPC\_CREAT | 0400 是否该队列应被创建；

IPC\_EXCL | 0400 是否该队列的创建映象是互斥的；等。

* msgsnd(id,msgp,size,flag)

发送一消息。

该函数使用头文件如下：

#include <sys/types.h> #include <sys/ipc.h> #include <sys/msg.h>

参数定义：

int msgsnd(id,msgp,size,flag) int id,size,flag;

struct msgbuf \*msgp;

其中：id 是返回消息队列的描述符；msgp 是指向用户存储区的一个构造体指针，size 批示由 msgp 指向的数据结构中字符数组的长度，即消息的长度。这个数组的最大值由 MSG\_MAX 系统可调用参数来确定。flag 规定当核心用尽内部缓冲空间时应执行的动作；若在标志范围 flag 中未设置 IPC\_NOWAIT 位，则当该消息队列中的字节数超过一最大值时，或系统范围的消息数超过某一最大值时，调用 msgsnd 进程睡眠。若是设置

IPC\_NOWAIT ，则在此情况下，msgsnd 立即返回。

* msgrcv(id,msgp,size,flag)

接受一消息。

该函数调用使用头文件如下：
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#include <sys/types.h>

#include <sys/ipc.h>

#include <sys/msg.h>

参数定义：

int msgrcv(id,msgp,size,flag)

int id,size,type,flag;

struct msgbuf \*msgq;

struct msgbuf{ long mtype;char mtext[];};

语法格式：

count=msgrcv(id,msgp,size,type,flag)

其中：id 是消息描述符，msgp 是用来存放欲接收消息的拥护数据结构的地址；size 是 msgp 中数据数组的大小；type 是用户要读的消息类型： type 为 0：接收该项队列的第一个消息；

type 为正：接收类型 type 的第一个消息；

type 为负：接收小于或等于 type 绝对值的最低类型的第一个消息。

flag 规定倘若该队列无消息，核心应当做什么事，如果此时设置了 IPC\_NOWAIT 标志，则立即返回，若在 flag 中设置了 MSG\_NOERROR，且所接收的消息大小大于 size ，核心截断所接收的消息。

count 是返回消息正文的字节数。

* msgctl(id,cmd,buf)

查询一个消息描述符的状态，设置它的状态及删除一个消息描述符。调用该函数使用头文件如下：

#include <sys/types.h> #include <sys/ipc.h> #include <sys/msg.h>

参数定义：

int msgctl(id,cmd,buf) int id,cmd;

struct msqid\_ds \*buf;

其中：函数调用成功时返回 0，调用不成功时返回-1。 id 用来识别该消息的描述符；cmd 规定命令的类型。 IPC\_STAT 将与 id 相关联的消息队列首标读入 buf。

IPC\_SET 为这个消息序列设置有效的用户和小组标识及操作允许权和字节的数量。

IPC\_RMID 删除 id 的消息队列。

buf 是含有控制参数或查询结果的用户数据结构的地址。

附：msgid\_ds 结构定义如下：

struct msgid\_ds

{struct ipc\_perm msg\_perm;

short pad1[7];

ushort onsg\_qnum;

ushort msg\_qbytes;

ushort msg\_lspid;

ushort msg\_lrpid;

time\_t msg\_stime;

time\_t msg\_rtime;

time\_t msg\_ctime;

/\*

/\*

/\*

/\*

/\*

/\*

/\*

/\*

/\*

许可权结构 \*/

由系统调用 \*/

队列上消息数 \*/

队列上最大字节数 \*/

最后发送消息的 PID \*/

最后接收消息的 PID \*/

最后发送消息的时间 \*/

最后接收消息的时间 \*/

最后更改时间 \*/
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}

struct ipc\_perm

{ushort uid; /\* 当前用户 id \*/

ushort gid; /\* 当前进程组 id \*/

ushort cuid; /\* 创建用户 id \*/

ushort cgid; /\* 创建进程组 id \*/

ushort mode; /\* 存取许可权 \*/

{short pad1;long pad2} /\* 由系统调用 \*/

};

shmget(key,size,flag)

获取一个共享存储区。

该函数使用头文件如下：

#include <sys/types.h>

#include <sys/ipc.h>

#include <sys/shm.h>

语法格式：

shmid=shmget(key,size,flag)

参数定义：

int shmget(key,size,flag)

key\_t key;

int size,flag;

其中：size 是存储区的字节数，key 和 flag 与系统调用 msgget 中的参数含义相同。

附：

|  |  |
| --- | --- |
| 操作允许权 | 八进制数 |
|  |  |
| 用户可读 | 00400 |
| 用户可写 | 00200 |
| 小组可读 | 00040 |
| 小组可写 | 00040 |
| 其他可读 | 00004 |
| 其他可写 | 00002 |
| 控制命令 | 值 |
|  |  |
| IPC\_CREAT | 0001000 |
| IPC\_EXCL | 0002000 |

如：shmid=shmget(key,size,(IPC\_CREAT | 0400);

创建一个关键字为 key,长度为 size 的共享存储区。

* shmat(id,addr,flag)

从逻辑上将一个共享存储区附接到进程的虚拟地址空间上。该函数使用头文件如下：

#include <sys/types.h> #include <sys/ipc.h> #include <sys/msg.h>

语法格式： virtaddr=shmat(id,addr,flag)

参数定义：

char \*shmat(id,addr,flag)
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char \*addr;

int id,flag;

其中：id 是共享存储区的标识符，addr 是用户要使用共享存储区附接的虚地址，若 addr

* 0，系统选择一个适当的地址来附接该共享区。flag 规定对此区的读写权限，以及系统是否应对用户规定的地址做舍入操作。如果 flag 中设置了 shm\_rnd 即表示操作系统在必要

时舍去这个地址。如果设置了 shm\_rdonly，即表示只允许读操作。viraddr 是附接的虚地址。

* shmdt(addr)

把一个共享存储区从指定进程的虚地址空间断开。该函数使用头文件如下：

#include <sys/types.h> #include <sys/ipc.h> #include <sys/mhm.h>

参数定义： int shmdt(addr) char \*addr

其中：当调用成功时，返回 0 值，调用不成功，返回-1，addr 是系统调用 shmat 所返回的地址。

* shmctl(id,cmd,buf)

对与共享存储区关联的各种参数进行操作，从而对共享存储区进行控制。该函数使用头文件如下：

#include <sys/types.h> #include <sys/ipc.h> #include <sys/shm.h>

参数定义：

int shmctl(id,cmd,buf) int id,cmd;

struct shmid\_ds \*buf;

其中：调用成功时返回 0，否则返回-1。id 为被共享存储区的标识符。cmd 规定操作的类型。规定如下：

IPC\_STAT：返回包含在指定的 shmid 相关数据结构中的状态信息，并且把它放置在用户存储区中的\*buf 指针所指的数据结构中。执行此命令的进程必须读取允许权。

IPC\_SET：对于指定的 shmid，为它设置有效用户和小组标识和操作存取权。

IPC\_RMID：删除指定的 shmid 以及与它相关的共享存储区的数据结构。

SHM\_LOCK：在内存中锁定指定的共享存储区，必须是超级用户才可以进行此项操作。

buf 是一个用户级数据结构地址。

附：

shmid\_ds

{struct ipc\_perm shm\_perm;

int shm\_segsz;

int pad1;

ushort shm\_lpid;

ushort shm\_cpid;

ushort shm\_nattch;

short pad2;

time\_t shm\_atime;

time\_t shm\_dtime;

time\_t shm\_ctime;

/\*

/\*

/\* 许可权结构 \*/

段大小 \*/

由系统使用 \*/

/\* 最后操作的进程 id; \*/

/\* 创建者的进程 id; \*/

/\* 当前附界数 \*/

/\* 由系统使用 \*/

/\* 最后断接时间 \*/

/\* 最后修改时间 \*/

/\* 最后修改时间 \*/
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}

**4、实验内容与步骤**

**1）任务 1（消息的创建、发送和接收）的程序设计**

（1） 为了便于操作和观察结果，用一个程序作为“引子”，先后 fork()两个子进程 SERVER

* CLIENT，进行通信。

（2） SERVER 端建立一个 key 为 75 的消息队列，等待其他进程发来的消息。当遇到类型为 1 的消息，则作为结束信号，取消该队列，并退出 SERVER。SERVER 每接收到一个消息后显示一句“（server） received”。

（3） CLIENT 端使用 key 为 75 的消息队列，先后发送类型从 10 到 1 的消息，然后退出。最后的一个消息，即是 SERVER 端需要的结束信号。CLIENT 每发送一条消息后显

示一句“(client)sent”。

（4） 父进程在 SERVER 和 CLIENT 均退出后结束。

**2）任务 2（共享存储区的创建、附接和断接）的程序设计**

（1） 为了便于操作和观察结果，用一个程序作为“引子”，先后 fork()两个子进程 SERVER

* CLIENT，进行通信。

（2） SERVER 端建立一个 key 为 75 的消息队列，并将第一个字节置为-1，作为数据空的标志，等待其他进程发来的消息。当该字节的值发生变化时，表示收到了信息，进行处理。然后再次把它的值设为-1。当遇到的值为 0，则视为结束信号，取消该队列，并退出 SERVER。SERVER 每接收到一个消息后显示一句“（server）received”。

（3） CLIENT 端使用 key 为 75 的消息队列，当共享取得第一个字节为-1 时，SERVER端空闲，可发送请求。CLIENT 随即填入 9 到 0。期间等待 SERVER 端的再次空闲。进行完这些操作后， CLIENT 退出。 CLIENT 每发送一条消息后显示一句“(client)sent”。

（4） 父进程在 SERVER 和 CLIENT 均退出后结束。

**3）任务 3（基于信号量机制的进程同步问题）的程序设计（此任务可以选做）**

使用系统调用 semget（），semop（），及 semctl（）编制一个哲学家进餐问题的程序。思路：为了便于操作和观察结果，用主程序创建一个信号量集(五个筷子信号量)，然后先后 fork （）五个哲学家子进程，使它们通过对信号量进行 P、V 操作并发地进行 thinking 与 eating.

**5、任务 1 的参考的程序清单**

#include <stdio.h>

#include <sys/types.h>

#include <sys/msg.h>

#include <sys/ipc.h>

#define MSGKEY 75

struct msgform

{

long mtype;
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char mtext[1030];

}msg;

int msgqid,i;

void CLIENT()

{

int i;

msgqid=msgget(MSGKEY,0777);

for (i=10;i>=1;i--)

{

msg.mtype=i;

printf("(client) sent \n");

msgsnd(msgqid,&msg,1024,0);

}

exit(0);

}

void SERVER()

{

msgqid=msgget(MSGKEY,0777|IPC\_CREAT);

do{

msgrcv(msgqid,&msg,1030,0,0);

printf("(Server) recieved\n");

} while(msg.mtype!=1);

msgctl(msgqid,IPC\_RMID,0);

exit(0);

}

void main()

{

while((i=fork())==-1);

if(!i) SERVER();

while((i=fork())==-1);

if(!i) CLIENT();

wait(0);

wait(0);

}

从理论上说，上述程序应当是每当 client 发送一条消息后，server 接收该消息，client 再发送下一条，也即是应该交替出现“（client）sent”和“（server）received”，但实际结果大多不是这样，会出现几个“（client）sent”连续后再几个“（server）received”，请分析原因。

**6、实验结果与分析**

**7、实验总结**
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**实验八 简单二级文件系统设计**

**1、实验内容**

* Linux/Unix 设计一个简单的二级文件系统，要求做到以下几点：（1）可以实现下列几条命令（至少 4 条）

**Login**

**Dir**

**Create**

**Delete**

**Open**

**Close**

**Read**

**Write**

用户登录

列文件目录

创建文件

删除文件

打开文件

关闭文件

读文件

写文件

（2）列目录时要列出文件名、物理地址、保护码和文件长度

（3）源文件可以进行读写保护

**2、实验准备**

(1) 首先应确定文件系统的数据结构：主目录、子目录及活动文件等。主目录和子目录都以文件的形式存放于磁盘，这样便于查找和修改；

1. 用户创建的文件，可以编号存储于磁盘上。如 file0,file1,file2……并以编号作为物理地址，在目录中进行登记。

**3、实验指导**

一、文件管理

要将文件存储在磁盘（带）上，必须为之分配相应的存储空间，这就涉及到对文件存储空间的管理；采取何种方式存储，又涉及到文件的物理结构；为了简化对文件的访问和共享，还应设置相应的用户文件描述表及文件表。

1、文件存储空间的管理

（1）文件卷的组织

UNIX 中，把每个磁盘（带）看作是一个文件卷，每个文件卷上可存放一个具有独立目录结构的文件系统。一个文件卷包含许多物理块，并按块号排列如下图：

0# 1# 2# 3# ……K# K+1# ……N#

其中，0#块用于系统引导或空闲，1#为超级块(superblock)，存放文件卷的资源管理信息，如整个文件卷的盘块数、磁盘索引结点的盘块数、空闲盘块号栈及指针等。2#~K#存放磁盘索引结点。每个索引结点 64B，第 K+1#~N#存放文件数据。

（2）空闲盘块的组织
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UNIX 采用成组链接法组织空闲盘块。它将若干个空闲盘块划归一个组，将每组中所有盘块号存放在其前一组的第一个空闲盘块中，而第一组中所有空闲盘块号放入超级块的空闲盘块号栈中。

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 例： | | | 超级块表 | | | | | |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | 109 | | 106 | | 103 | | |  | 100 | | |  | 95 |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  | |  |  |  |
|  | |  |  | |  |  | |  |  |  | | | |  |  |
|  | | 211 | 208 | |  | 205 | |  |  | 202 | | | |  |  |
|  | |  |  |  |  |  |  | |  |  |  |  | |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | | 310 |  | 307 |  |  | 304 | |  |  |  | 301 | |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

![](data:image/jpeg;base64,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)

（3）空闲盘块的分配与回收

内核要从文件系统中分配一盘块时，先检查超级块空闲盘块号栈是否已上锁。是则调用 sleep 睡眠，否则将超级块中空闲盘块栈栈顶盘块号分配出去。

回收时，若空闲盘块号栈未满，直接将回收盘块编号记入空闲盘块号栈中。若回收时栈已满，须先将栈中的所有空闲盘块号复制到新回收的盘块中，再将新回收盘块的编号作为新栈的栈底块号进栈。

2、文件的物理结构

UNIX 未采用传统的三种文件结构形式，而是将文件所占用盘块的盘块号，直接或间接地存放在该文件索引结点的地址项中。查找文件时，只需找到该文件的索引结点，便可直接或间接的寻址方式获得指定文件的盘块。

过程 bmap 可将逻辑文件的字节偏移量转换为文件的物理块号。先将字节偏移量转换为文件逻辑块号及块内偏移量，再把逻辑块号转换为文件的物理块号。

3、用户文件描述符表和文件表的管理

每个进程的 U 区中设置一张用户文件描述符表。只在首次打开文件时才需给出路径名。内核在该进程的用户文件描述符表中，分配一空项，取其在该表中的位移量作为文件描述符 fd(file discriptor) 返还给用户。当用户再次访问该文件时，只需提供 fd，系统根据 fd 便可找到相应文件的内存索引结点。fd 表项的分配由 ufalloc 完成。

为了方便用户对文件进行读/写及共享，系统中设置了一张文件表。每个用户在打开文件时，都要在文件表中获得一表项，其中包含下述内容：

f.flag：文件标志，指示该文件打开是为了读或写；f.inode：指向打开文件的内存索引结点指针；f.offset：文件读写指针偏移值；f.count：文件引用计数。

二、目录管理

UNIX 中，为了加速对文件目录的查找，将文件名和文件说明分开，由文件说明形成一个称为

索引结点的数据结构，而相应的文件目录项则只由文件符号名和指向索引结点的指针构成。

对目录的管理应包括的功能有：

1、对索引结点的管理

每个文件都有一唯一的磁盘索引结点(di\_node)。文件被打开后，还有一个内存索引结点(i\_node)。创建一新文件时，就为之建立一个磁盘索引结点，以将文件的有关信息记入其中，并将用户提供的文件名和磁盘索引结点号一并组成一个新目录项，记入其父目录文件中。文件被撤消时，系统要回收该文件的磁盘索引结点，从其父目录中删除该目录项。随着文件的打开与关闭，系统还要为之分配和回收内存索引结点。

（1）磁盘索引结点
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磁盘索引结点中，包含有关文件的下述一系列信息：

文件模式 di\_mode。可以是正规文件、目录文件、字符特别文件、块特别文件和管道文件等几

种；

文件所有者用户标识符 di\_uid。指拥有该文件的用户标识符；

同组用户标识符 di\_gid。与拥有该文件的用户在同一小组的用户标识符；文件长度 di\_size。以字节计数的文件大小；

文件的联接计数 di\_nlink。表明在本文件系统中所有指向该文件的文件名计数；

文件的物理地址 di\_addr。di\_addr 地址项共有 13 项，即 di\_addr(0) 到 di\_addr(12)，每个地址项占 3 字节；

文件的访问时间 di\_atime。指文件最近被进程访问的时间；

文件的修改时间 di\_mtime。指文件和索引结点最近被进程修改的时间；

文件的建立时间 di\_citime。

（2）内存索引结点

文件被打开后，系统为它在内存索引结点表区中建一内存索引结点，以方便用户和系统对文件的访问。其中，一部分信息是直接从磁盘索引结点拷贝过来的，如 i\_mode、i\_uid、i\_gid、i\_size、i\_addr、i\_nlink 等，并又增加了如下各信息：

索引结点编号 i\_number。作为内存索引结点的标识符；

状态 i\_flag。指示内存索引结点是否已上锁、是否有进程等待此 i 结点解锁、i 结点是否被修改、是否有最近被访问等标志；

引用计数 i\_count。记录当前有几个进程正在访问此 i 结点，每当有进程访问此 i 结点时，对i\_count+1，退出-1；

设备号 i\_dev。文件所属文 S 件系统的逻辑设备号；前向指针 i\_forw。Hash 队列的前向指针；后向指针 i\_back。Hash 队列的后向指针；

（3）磁盘索引结点的分配与回收

分配过程 ialloc：当内核创建一新文件时，要为之分配一空闲磁盘 i 结点。如分配成功，便再分配一内存 i 结点。其过程如下：

检查超级块上锁否。由于超级块是临界资源，诸进程必须互斥地访问它，故在进入 ialloc 后，要先检查它是否已上锁，若是则睡眠等待；

检查 i 结点栈空否。若 i 结点栈中已无空闲结点编号，则应从盘中再调入一批 i 结点号进栈。若盘中已无空闲 i 结点，则出错处理，返回；

从空闲 i 结点编号栈中分配一 i 结点，并对它初始化、填写有关文件的属性；分配内存 i 结点；

将磁盘 i 结点总数-1，置超级块修改标志，返回。

回收过程 ifree：

当删除文件时，应回收其所占用的盘块及相应的磁盘 i 结点。具体有：

检查超级块上锁否。若是，直接返回，即不把本次回收的 i 结点号记入空闲 i 结点编号栈中；检查 i 结点编号栈满否。若已满，无法再装入新回收的 i 结点号，立即返回，若未满，便将回

收的 i 结点编号进栈，并使当前空闲结点数+1；

置超级块修改标志，返回。

（4）内存索引结点的分配与回收

分配过程 iget：

虽然 iget 用在打开文件时为之分配 i 结点，但由于允许文件被共享，因此，如果一文件已被其他用户打开并有了内存 i 结点，则此时只需将 i 结点中的引用计数+1。如果文件尚未被任何用户（进程）打开，则由 iget 过程为该文件分配一内存 i 结点，并调用 bread 过程将其磁盘 i 结点的内容拷贝到内存 i 结点中并进行初始化。
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回收过程 iput：

进程要关闭某文件时，须调用 iput 过程，先对该文件内存 i 结点中的引用计数-1。若结果为 0，便回收该内存 i 结点，再对该文件的磁盘 i 结点中的连接计数减 1，若其结果也为 0，便删除此文件，并回收分配给该文件的盘块和磁盘 i 结点。

2、构造目录 make\_node

文件系统的一个基本功能是实现按名存取，它通过文件目录来实现。为此须使每一个文件都在文件目录中有一个目录项，通过查找文件目录可找到该文件的目录项和它的索引结点，进而找到文件的物理位置。对于可供多个用户共享的文件，则可能有多个目录项。如果要将文件删除，其目录项也应删除。

构造目录先调用 ialloc 为新建文件分配一磁盘 i 结点及内存 i 结点。若分配失败则返回，分配成功时须先设置内存 i 结点的初值（含拷贝），调用写目录过程 wdir，将用户提供的文件名与分配给该文件的磁盘 i 结点号一起，构成一新目录项，再将它记入其父目录文件中。

3、检索目录 namei

用户在第一次访问某文件时，需要使用文件的路径名，系统按路径名去检索文件目录，得到该文件的磁盘索引结点，且返回给用户一个 fd。以后用户便可利用该 fd 来访问文件，这时系统不需再去检索文件目录。

namei 根据用户给出的路径名，从高层到低层顺序地查找各级目录，寻找指定文件的索引结点号。检索时，对以'/'开头的路径名，须从根目录开始检索，否则，从当前目录开始，并把与之对应

* i 结点作为工作索引结点，然后用文件路径名中的第一分量名与根或与当前目录文件中的各目录项的文件名，逐一进行比较。由于一个目录文件可能占用多个盘块，在检索完一个盘块中所有目录项而未找到匹配的文件分量名时，须调用 bmap 和 bread 过程，将下一个盘块中的所有目录项读出后，再逐一检索。若检索完该目录文件的所有盘块而仍未找到，才认为无此文件分量名。

检索方式采用 Hash 方法。

三、主要文件操作的处理过程

1、打开文件 open

检索目录。内核调用 namei 从根目录或从当前目录，沿目录树查找指定的索引结点。若未找到或该文件不允许存取，则出错处理返回 NULL，否则转入下一步；

分配内存索引结点。如果该文件已被其它用户打开，只需对上一步中所找到的 i 结点引用计数+1，否则应为被打开文件分配一内存 i 结点，并调用磁盘读过程将磁盘 i 结点的内容拷贝到内存 i

结点中，并设置 i.count=1；

分配文件表项。为已打开的文件分配一文件表项，使表项中的 f.inode 指向内存索引结点；分配用户文件描述表项。

2、创建文件 creat

核心调用 namei，从根目录或当前目录开始，逐级向下查找指定的索引结点。此时有以下二种情况：

重写文件。namei 找到了指定 i 结点，调用 free 释放原有文件的磁盘块。此时内核忽略用户指定的许可权方式和所有者，而保持原有文件的存取权限方式和文件主。最后打开。

新建。namei 未找到。调用 ialloc，为新创建的文件分配一磁盘索引结点，并将新文件名及所分配到的 i 结点编号，写入其父目录中，建立一新目录项。利用与 open 相同的方式，把新文件打开。

3、关闭文件 close

根据用户文件描述符 fd，从相应的用户文件描述符表项中，获得指向文件表项的指针 fp，再对该文件表项中的 f.count-1。

四、主要数据结构

1、i 节点

struct inode

{ struct inode \*i\_forw;
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | struct inode \*i\_back; | | |  |
|  | char i\_flag; | |  |  |
|  | unsigned int i\_ino; | | | /\*磁盘 i 节点标号\*/ |
|  | unsigned int i\_count; | | | /\*引用计数\*/ |
|  | unsigned short di\_number; | | | /\*关联文件数，当为 0 时，则删除该文件\*/ |
|  | unsigned short di\_mode; | | | /\*存取权限\*/ |
|  | unsigned short di\_uid; | | | /\*磁盘 i 节点用户 id\*/ |
|  | unsigned short di\_gid; | | | /\*磁盘 i 节点组 id\*/ |
|  | unsigned | int | di\_addr[NADDR]; | /\*物理块号\*/ |
| 2、磁盘 i 节点 | |  |  |  |
| struct dinode | |  |  |  |
| { | unsigned | short di\_number; | | /\*关联文件数\*/ |
|  | unsigned short di\_mode; | | | /\*存取权限\*/ |
|  | unsigned short di\_uid | | |  |
|  | unsigned short di\_gid; | | |  |
|  | unsigned | longdi\_size; | | /\*文件大小\*/ |
|  | unsigned | int | di\_addr[NADDR]; /\*物理块号\*/ | |
| } |  |  |  |  |
| 3、目录项结构 | | |  |  |
| struct direct | |  |  |  |
| { | char d\_name[DIRSIZ]; | | | /\*目录名\*/ |
|  | unsigned | int | d\_ino; | /\*目录号\*/ |
| } |  |  |  |  |
| 4、超级块 | |  |  |  |
| struct filsys | |  |  |  |
| { | unsigned short s\_isize; | | | /\*i 节点块块数\*/ |
|  | unsigned long | | s\_fsize; | /\*数据块块数\*/ |
|  | unsigned int | | s\_nfree; | /\*空闲块块数\*/ |
|  | unsigned short | | s\_pfree; | /\*空闲块指针\*/ |
|  | unsigned int | | s\_free[NICFREE]; | /\*空闲块堆栈\*/ |
|  | unsigned int | | s\_ninode; | /\*空闲 i 节点数\*/ |
|  | unsigned short | | s\_pinode; | /\*空闲 i 节点指针\*/ |
|  | unsigned int | | s\_inode[NICINOD]; | /\*空闲 i 节点数组\*/ |
|  | unsigned int | | s\_rinode; | /\*铭记 i 节点\*/ |
|  | char s\_fmod; | | | /\*超级块修改标记\*/ |

}

5、用户密码

struct pwd

{unsigned short p\_uid; unsigned short p\_gid;

char password[PWOSIZ];

};

6、目录

struct dir

{struct direct direct [DIRNUM]; int size;

43

};

7、查找内存 i 节点的 hash 表

struct hinode

{ struct inode \*i\_forw;

};

8、系统打开表

struct file

{ char f\_flag;

unsigned int f\_count;

struct inode \*f\_inode;

unsigned long f\_off;

/\*文件操作标志\*/

/\*引用计数\*/

/\*指向内存 i 节点\*/

/\*读/写指针\*/

};

9、用户打开表

struct user

{ unsigned short u\_default\_mode;

unsigned short u\_uid;

/\*用户标志\*/

unsigned short u\_gid;

/\*用户组标志\*/

unsigned short u\_ofile[NOFILE];

/\*用户打开表\*/

};

三、主要函数

1、i 节点内容获取函数 iget( )

2、i 节点内容释放函数 iput( )

3、目录创建函数 mkdir( )

4、目录搜索函数 namei( )

5、磁盘块分配函数 balloc( )

6、磁盘块释放函数 bfree( )

7、分配 i 节点区函数 ialloc( )

8、释放 i 节点区函数 ifree( )

9、搜索当前目录下文件的函数 iname( )

10、访问控制函数 access( )

11、显示目录和文件用函数\_dir( )

12、改变当前目录用函数 chdir( )

13、打开文件函数 open( )

14、创建文件函数 create( )

15、读文件用函数 read( )

16、写文件用函数 write( )

17、用户登录函数 login( )

18、用户退出函数 logout( )

19、文件系统格式化函数 format( )

20、进入文件系统函数 install( )

21、关闭文件系统函数 close( )

22、退出文件系统函数 halt( )

23、文件删除函数 delete( )

四、主程序说明

begin

step1

对磁盘进行格式化

44

step2

step3

step4

step5

step6

step7

调用 install( ),进入文件系统

调用\_dir( ),显示当前目录

调用 login( ),用户注册

调用 mkdir( )和 chdir( )创建目录

调用 creat( )，创建文件 0

分配缓冲区

step8

step9

写文件 0

关闭文件 0 和释放缓冲

step10

step11

step12

调用 mkdir( )和 chdir( )创建子目录

调用 creat( ),创建文件 1

分配缓冲区

step13

step14

step15

step16

step17

写文件 1

关闭文件 1 和释放缓冲

调用 chdir 将当前目录移到上一级

调用 creat( ) ，创建文件 2

分配缓冲区

step18

step19

调用 write( ),写文件 2

关闭文件 2 和释放缓冲

step20

step21

step22

调用 delete( ) ,删除文件 0

调用 creat( ) ，创建文件 3

为文件 3 分配缓冲区

step23

step24

调用 write( ),写文件 3

关闭文件 3 和释放缓冲

step25

step26

调用 open( ),打开文件 2

为文件 2 分配缓冲区

step27

step28

step29

调用 open( ),打开文件 2

释放缓冲

用户退出(logout)

step30

关闭(halt)

end

由上述描述过程可知，该文件系统实际是为用户提供一个解释执行相关命令的环境。主程序中的大部分语句都被用来执行相应的命令。

下面，我们给出每个过程的相关 C 语言程序。读者也可以使用这些子过程，编写出一个用 shell 控制的文件系统界面。

五、参考程序

具体参见 <http://www.doc88.com/p-918959409953.html>
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**附录 1：Linux 编程基础**

**1、实验目的**

要求学生熟悉 Linux 系统，熟练使用 vi 编辑器或 gedit 编辑器，掌握如何在 Linux 下编写并编译、调试、运行程序。

**2、实验内容**

（1）学习使用 vi 编辑器，作为替代，也可以选择学习使用 gedit 编辑器。

（2）使用 c 语言编写一个显示输入文件内容的程序，要求显示时删除输入文件中多余的空行。

**3、实验步骤**

（1）输入以下 c 程序

输入 c 程序可以用 vi 命令来完成。下面就使用 vi 命令来输入 c 程序 cowpact.c。vi 或 gedit 的使用请上网查询相关的指南。

/\* Remove newlines \*/

#include <stdio.h>

main()

{

int c,n=0,max=1;

while((c=getchar())!=EOF)

{

if (c==’\n’)

n++;

else

n=0;

if (n<=max)

putchar( c);

}

}

上述程序是用来删除空行的，连续两个以上的空行只保留一个空行。

（2）编译 c 程序

由于 c 语言是一种高级语言，所以输入完 c 程序后就要对它进行编译。cc 命令可以用来编译 c 程序。如果在 cc 命令后面直接跟上文件名，则编译后的输出结果将存放在标准的 a.out 文件中。如果 cc 命令使用-o 任选项，则可以将编译结果存放在自己命名的文件中。为方便起见，我们使用带-o 任选项的 cc 命令来进行编译。当然，在本次课程设计中也可以使用 gcc 命令进行编译。

$cc –o compact compact.c

这样，编译结果就存放在 compact 文件中。如果出现编译错误，则需要使用 GDB（参见下页的参考资料）进行调试并找出错误，然后再利用 vi 命令来对程序进行修改。

1. 执行 c 程序

由于存放编译如果的文件本身就是可执行文件，所以可以在 shell 提示符敲入该文件的名字来执行它，在有些情况下还要提供输入内容。下面给出 compact 的执行过程。

首先创建测试文件 testfile。
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$cat > testfile

this is line 1

this is line 2

this is line 4

<ctrl+d> （这里表示的是在键盘上同时按下 ctrl 键和 d，终止输入）

$

然后，对 testfile 文件使用 compact。

$./compact < testfile

this is line 1

this is line 2

this is line 4

$

这样就从输入文件中删除了多余的空行。

参考资料：

1. Linux 操作系统下 C 语言编程快速入门， <http://www.doc88.com/p-43941787254.html>
2. 程序调试工具 GDB 用法，<http://www.cnblogs.com/itech/archive/2011/02/12/1952888.html>
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**附录 2：课程设计报告参考格式**

**湖南科技大学计算机科学与工程学院**

**操作系统课程设计报告**

**学** **号：\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**姓** **名：\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**班** **级：\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**指导老师：\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**完成时间：\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

一、实验题目

二、实验目的

三、总体设计（含背景知识或基本原理与算法、或模块介绍、设计步骤等）

四、详细设计（含主要的数据结构、程序流程图、关键代码等）

五、实验结果与分析

六、小结与心得体会