**Project 1 – Linked List Stack and Queue**

**Due: Please check due date on BlackBoard**

**Objectives**

The objective of this programming assignment are:

* Practice using templates and inheritance.
* Implement a data structure (Linked Lists)
* Use the data structure to mimic and enhance STL data structures and implement Abstract Data Types (Stacks and Queues)
* Practice error handling.
* Write code to a specification that someone else will use.

**Introduction**

C++ includes a Standard Template Library (STL) that contains pre-built code for many data structures. Examples of these data structures would be linked lists, stacks, queues, double ended queues, pairs, vectors, etc. Using STL containers allows for quick implementation of data structures as well as increasing portability of code. Each data structure has its own interface that allows access to the methods and storage, standardizing their use.

STL containers do have shortcomings and one is error handling. STL containers expect you, as the programmer, to protect your code and not induce errors. This includes doing things like asking for the next item, using Top() on an **empty** stack. (Nothing there!!)

This programming project will replicate two of the STL containers (stacks and queues) and enhance them to protect against ***common errors*** in use.

This project is also designed for you to program to a specification. This means you will write a data structure based on the included specification but you will not implement this into a larger part of the project. At times other people will use the code you write and you will not have the ability to fix it along the way. These means you need to write solid code to the specification and ensure that code works via testing.

**Linked List Structure**

There are different ways to build a linked list: singly, doubly, with or without dummy nodes, internal and external to the data etc. For this project a doubly linked list without dummy nodes is required. This means the linked list will be traversable either forward or backwards and that the head and tail nodes will contain data. There will be no empty head or tail nodes. **You will construct this type of Linked List.**
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This would represent a 4 node linked list. The right arrows are for the “next” node and the left arrows are for the “previous” node.

**Class Structure**

You will implement four classes for this project:

* Node221 – This is the linked list node.
* List221 – This is the parent container.
* Stack221 – This a child and implements the stack.
* Queue221 – This a child and implements the queue.

In addition to these classes you will be given a class called Exceptions221. This will allow you to capture and pass exceptions.

Details on each class will follow, as well as a diagram showing how classes fit together.

**Node221 Class** (Node221.h and Node221.cpp)

This class is designed to hold the data that is being stored, as well as pointers to the next and previous nodes.

It must be(use) a C++ template. (Lupoli’s Template’s Notes [here](http://faculty.cse.tamu.edu/slupoli/notes/C++/TemplatesNotes.docx))

**List221 Class** (List221.h and List221.cpp)

This class is the parent Linked List class and must be a C++ template. It should be defined as a pure virtual (abstract) class. This means that it cannot be instantiated as a standalone object.

List221 will hold most of the data members and methods for the child classes, but will have almost no code of its own. The only implementation code in this class will be in the constructor and, possibly, the destructor.

**Scope**

For this class, methods will either be public (and be an interface in the child classes) or protected (and inherited by the children but not available outside of the class). All data members that are inherited should be protected and if they are not inherited should be private. There must not be any public ***data members***.

**Methods**

Along with appropriate constructors, destructor AND COPY CONSTRUCTORS (hint, hint) this class must present the following methods:

virtual int Size() const = 0; \\Returns the size of a list

virtual bool Empty() const = 0; \\Returns whether a list has data or not

virtual bool Push(T obj) = 0; \\Pushes data into the list

virtual bool Pop() = 0; \\Pops data from a list

virtual bool Clear() = 0; \\Clears a list

**Stack221 Class** (Stack221.h and Stack221.cpp)

This class will be a child class for List221 and use public access control. It must be a C++ template.

The virtual methods inherited will need to be defined in this class' implementation file. The following will also need to be defined and implemented:

T Top(); //Returns the top item on the stack

As a hint, you will need a copy constructor for the Stack. But there’s an … issue. The stack needs to be copied, but that’s impossible using another stack, so dump the stack into a queue temporarily. In essence use the queue to manage the stack copy and a stack to manage the queue copy.

**Queue221 Class** (Queue221.h and Queue221.cpp)

This class will be a child class for List221 and use public access control. It must be a C++ template.

The virtual methods inherited will need to be defined in this class' implementation file. The following will also need to be defined and implemented:

T Front(); //Returns the item at the front of the queue

T Back(); //Returns the item at the back of the queue

**Exceptions221 Class** (Exceptions221.h)

This class is provided and must be used. To use the provided class you simply create the object with a string that describes the exception that is being raised.

Example:

throw Exceptions221(“Stack – Could not determine if the stack is full”)

catch (Exceptions221 &E){

cout << E.GetMessage << endl;

}

This is a guide and not necessarily a real world example.

**Errors, Exceptions and Required Runtime**

Misuse of the stack and queue implementations in C++ STL can cause segmentation faults. The 221 implementations should not cause segmentation faults, instead they should return exceptions when warranted that can be gracefully handled. This ADT should also be able to run quickly, please notice the required run times below. The following table contains the return types, exceptions and run times that are expected:

|  |  |  |  |
| --- | --- | --- | --- |
| Method | Success | Failure | Required Runtime |
| Top() | T**1** | exception**2** | O(1) |
| Front() | T**1** | exception**2** | O(1) |
| Back() | T**1** | exception**2** | O(1) |
| Clear() | true | false**3** | O(n) |
| Pop() | true | false | O(1) |
| Push() | true | false | O(1) |

**1** This is the item that has been stored.

**2** This is an exception object, see example above.

3 A Failure means an error occurred. An empty stack or queue can be cleared without error.

**STL Containers**

This project is designed to implement a stack and queue using a custom made linked list. **Use of STL containers to complete this project will result in a score of zero (0).**

You may use STL containers to understand the functionality involved in stacks, queues and linked lists. It is encouraged that you write your own test code to understand how the different data structures function, but you should NOT turn in any test code, especially if it uses any STL container.

**Driver** (Driver.cpp)

A sample driver will be supplied on BlackBoard. This driver will illustrate the format we will use when testing your project, though it is not exhaustive of what will be tested.

You must submit a test driver for the graders. The graders will also have a driver to test with as well. This test driver should show you took time to test your code before submission and should be representative of what you think are good tests of your project.

## **What to Submit**

## You have all of your C++ source code with .cpp/.h files under the src directory. You must also supply a Makefile build file.

In particular, the following Unix commands should work.

cd ~/cs221proj/proj1/src // or whatever directory you have as long as ‘src’ at the end

make

make run **// this should create the file output.out**

make clean

The command “make run” should simply run the project that compiled successfully.

**Links**

You may find the following links helpful

<http://www.cplusplus.com/reference/queue/queue/>

<http://www.cplusplus.com/reference/stack/stack/>

<http://www.tutorialspoint.com/cplusplus/cpp_inheritance.htm>

<http://www.prenhall.com/divisions/esm/app/kafura/secure/chapter7/html/7.5_inheritance.htm>

**Addendum**

None yet!