# C# и .NET | Типы данных

Как и во многих языках программирования, в C# есть своя система типов данных, которая используется для создания переменных.   
  
Тип данных определяет внутреннее представление данных, множество значений, которые может принимать объект, а также допустимые действия, которые можно применять над объектом.

В языке C# есть следующие базовые типы данных:

bool: хранит значение true или false (логические литералы). Представлен системным типом System.Boolean

bool alive = true;  
  
bool isDead = false;

byte: хранит целое число от 0 до 255 и занимает 1 байт. Представлен системным типом   
  
System.Byte

byte bit1 = 1;  
  
byte bit2 = 102;

sbyte: хранит целое число от -128 до 127 и занимает 1 байт. Представлен системным типом   
  
System.SByte

sbyte bit1 = -101;  
  
sbyte bit2 = 102;

short: хранит целое число от -32768 до 32767 и занимает 2 байта. Представлен системным типом   
  
System.Int16

short n1 = 1;  
  
short n2 = 102;

ushort: хранит целое число от 0 до 65535 и занимает 2 байта. Представлен системным типом   
  
System.UInt16

ushort n1 = 1;  
  
ushort n2 = 102;

int: хранит целое число от -2147483648 до 2147483647 и занимает 4 байта. Представлен системным типом   
  
System.Int32. Все целочисленные литералы по умолчанию представляют значения типа int:

int a = 10;  
  
int b = 0b101; // бинарная форма b =5  
  
int c = 0xFF; // шестнадцатеричная форма c = 255

uint: хранит целое число от 0 до 4294967295 и занимает 4 байта. Представлен системным типом   
  
System.UInt32

uint a = 10;  
  
uint b = 0b101;  
  
uint c = 0xFF;

long: хранит целое число от –9 223 372 036 854 775 808 до 9 223 372 036 854 775 807 и занимает 8 байт. Представлен системным типом   
  
System.Int64

long a = -10;  
  
long b = 0b101;  
  
long c = 0xFF;

ulong: хранит целое число от 0 до 18 446 744 073 709 551 615 и занимает 8 байт. Представлен системным типом   
  
System.UInt64

ulong a = 10;  
  
ulong b = 0b101;  
  
ulong c = 0xFF;

float: хранит число с плавающей точкой от -3.4\*1038 до 3.4\*1038 и   
  
занимает 4 байта. Представлен системным типом System.Single

double: хранит число с плавающей точкой от ±5.0\*10-324 до ±1.7\*10308 и   
  
занимает 8 байта. Представлен системным типом System.Double

decimal: хранит десятичное дробное число. Если употребляется без десятичной запятой, имеет значение от ±1.0\*10-28 до ±7.9228\*1028,   
  
может хранить 28 знаков после запятой и занимает 16 байт. Представлен системным типом System.Decimal

char: хранит одиночный символ в кодировке Unicode и занимает 2 байта. Представлен системным типом   
  
System.Char. Этому типу соответствуют символьные литералы:

char a = 'A';  
  
char b = '\x5A';  
  
char c = '\u0420';

string: хранит набор символов Unicode. Представлен системным типом System.String. Этому типу соответствуют строковые литералы.

string hello = "Hello";  
  
string word = "world";

object: может хранить значение любого типа данных и занимает 4 байта на 32-разрядной платформе и 8 байт на 64-разрядной платформе. Представлен системным типом   
  
System.Object, который является базовым для всех других типов и классов .NET.

object a = 22;  
  
object b = 3.14;  
  
object c = "hello code";

Например, определим несколько переменных разных типов и выведем их значения на консоль:

string name = "Tom";  
  
int age = 33;  
  
bool isEmployed = false;  
  
double weight = 78.65;  
  
  
  
Console.WriteLine($"Имя: {name}");  
  
Console.WriteLine($"Возраст: {age}");  
  
Console.WriteLine($"Вес: {weight}");  
  
Console.WriteLine($"Работает: {isEmployed}");

Для вывода данных на консоль здесь применяется интерполяция: перед строкой ставится знак $ и после этого мы можем вводить в строку в фигурных скобках значения переменных.   
  
Консольный вывод программы:

Имя: Tom  
  
Возраст: 33  
  
Вес: 78,65  
  
Работает: False

## Использование суффиксов

При присвоении значений надо иметь в виду следующую тонкость: все вещественные литералы (дробные числа) рассматриваются как значения типа   
  
double. И чтобы указать, что дробное число представляет тип float или тип decimal,   
  
необходимо к литералу добавлять суффикс: F/f - для float и M/m - для decimal.

float a = 3.14F;  
  
float b = 30.6f;  
  
  
  
decimal c = 1005.8M;  
  
decimal d = 334.8m;

Подобным образом все целочисленные литералы рассматриваются как значения типа int. Чтобы явным образом указать, что целочисленный литерал представляет значение   
  
типа uint, надо использовать суффикс U/u, для типа long - суффикс L/l, а для типа   
  
ulong - суффикс UL/ul:

uint a = 10U;  
  
long b = 20L;  
  
ulong c = 30UL;

## Использование системных типов

Выше при перечислении всех базовых типов данных для каждого упоминался системный тип. Потому что название встроенного типа по сути представляет собой сокращенное обозначение системного типа. Например, следующие переменные будут эквивалентны по типу:

int a = 4;  
  
System.Int32 b = 4;

## Неявная типизация

Ранее мы явным образом указывали тип переменных, например, int x;. И компилятор при запуске уже знал, что x хранит целочисленное значение.

Однако мы можем использовать и модель неявной типизации:

var hello = "Hell to World";  
  
var c = 20;

Для неявной типизации вместо названия типа данных используется ключевое слово var. Затем уже при компиляции компилятор сам выводит   
  
тип данных исходя из присвоенного значения. Так как по умолчанию все целочисленные значения рассматриваются как значения типа   
  
int, то поэтому в итоге переменная c будет иметь тип int. Аналогично переменной hello присваивается строка, поэтому эта переменная будет иметь тип string

Эти переменные подобны обычным, однако они имеют некоторые ограничения.

Во-первых, мы не можем сначала объявить неявно типизируемую переменную, а затем инициализировать:

// этот код работает  
  
int a;  
  
a = 20;  
  
  
  
// этот код не работает  
  
var c;  
  
c= 20;

Во-вторых, мы не можем указать в качестве значения неявно типизируемой переменной null:

// этот код не работает  
  
var c=null;

Так как значение null, то компилятор не сможет вывести тип данных.
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# C# и .NET | Преобразования базовых типов данных

При рассмотрении типов данных указывалось, какие значения может иметь тот или иной тип и сколько байт памяти он может занимать. В прошлой теме   
  
были расмотрены арифметические операции. Теперь применим операцию сложения к данным разных типов:

byte a = 4;  
  
int b = a + 70;

Результатом операции вполне справедливо является число 74, как и ожидается.

Но теперь попробуем применить сложение к двум объектам типа byte:

byte a = 4;  
  
byte b = a + 70; // ошибка

Здесь поменялся только тип переменной, которая получает результат сложения - с int на byte. Однако при попытке скомпилировать программу мы получим ошибку на этапе компиляции.   
  
И если мы работаем в Visual Studio, среда подчеркнет вторую строку красной волнистой линией, указывая, что в ней ошибка.

При операциях мы должны учитывать диапазон значений, которые может хранить тот или иной тип. Но в данном случае число 74, которое мы ожидаем получить, вполне укладывается   
  
в диапазон значений типа byte, тем не менее мы получаем ошибку.

Дело в том, что операция сложения (да и вычитания) возвращает значение типа int, если в операции участвуют целочисленные типы данных с разрядностью меньше   
  
или равно int (то есть типы byte, short, int). Поэтому результатом операции a + 70 будет объект, который имеет длину в памяти 4 байта.   
  
Затем этот объект мы пытаемся присвоить переменной b, которая имеет тип byte и в памяти занимает 1 байт.

И чтобы выйти из этой ситуации, необходимо применить операцию преобразования типов. Операция преобразования типов предполагает указание в скобках того типа, к которому надо преобразовать значение:

(тип\_данных\_в\_который\_надо\_преобразовать)значение\_для\_преобразования;

Так, изменим предыдущий пример, применив операцию преобразования типов:

byte a = 4;  
  
byte b = (byte)(a + 70);

## Сужающие и расширяющие преобразования

Преобразования могут быть сужающие (narrowing) и расширяющие (widening). Расширяющие преобразования расширяют размер объекта в памяти. Например:

byte a = 4; // 0000100  
  
ushort b = a; // 000000000000100

В данном случае переменной типа ushort присваивается значение типа byte. Тип byte занимает 1 байт (8 бит),   
  
и значение переменной a в двоичном виде можно представить как:

00000100

Значение типа ushort занимает 2 байта (16 бит). И при присвоении переменной b значение переменной a расширяется до 2 байт

0000000000000100

То есть значение, которое занимает 8 бит, расширяется до 16 бит.

Сужающие преобразования, наоборот, сужают значение до типа меньшей разядности. Во втором листинге статьи мы как раз имели дело с сужающими преобразованиями:

ushort a = 4;  
  
byte b = (byte) a;

Здесь переменной b, которая занимает 8 бит, присваивается значение ushort, которое занимает 16 бит. То есть из 0000000000000100   
  
получаем 00000100. Таким образом, значение сужается с 16 бит (2 байт) до 8 бит (1 байт).

## Явные и неявные преобразования

В случае с расширяющими преобразованиями компилятор за нас выполнял все преобразования данных, то есть преобразования были неявными   
  
(implicit conversion). Такие преобразования не вызывают каких-то затруднений. Тем не менее стоит сказать пару слов об общей механике подобных преобразований.

Если производится преобразование от безнакового типа меньшей разрядности к безнаковому типу большой разрядности,   
  
то добавляются дополнительные биты, которые имеют значени 0. Это называется дополнение нулями или zero extension.

byte a = 4; // 0000100  
  
ushort b = a; // 000000000000100

Если производится преобразование к знаковому типу, то битовое представление дополняется нулями, если число положительное,   
  
и единицами, если число отрицательное. Последний разряд числа содержит знаковый бит - 0 для положительных и 1 для   
  
отрицательных чисел. При расширении в добавленные разряды компируется знаковый бит.

Рассмотрим преобразование положительного числа:

sbyte a = 4; // 0000100  
  
short b = a; // 000000000000100
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Преобразование отрицательного числа:

sbyte a = -4; // 1111100  
  
short b = a; // 111111111111100
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При явных преобразованиях (explicit conversion) мы сами должны применить операцию преобразования (операция ()).   
  
Суть операции преобразования типов состоит в том, что перед значением указывается в скобках тип, к которому надо привести данное значение:

int a = 4;  
  
int b = 6;  
  
byte c = (byte)(a+b);

Расширяющие преобразования от типа с меньшей разрядностью к типу с большей разрядностью компилятор проводит неявно. Это могут быть следующие цепочки преобразований:

byte -> short -> int -> long -> decimal

int -> double

short -> float -> double

char -> int

Все безопасные автоматические преобразования можно описать следующей таблицей:

Тип

В какие типы безопасно преобразуется

byte

short, ushort, int, uint, long, ulong, float, double, decimal

sbyte

short, int, long, float, double, decimal

short

int, long, float, double, decimal

ushort

int, uint, long, ulong, float, double, decimal

int

long, float, double, decimal

uint

long, ulong, float, double, decimal

long

float, double, decimal

ulong

float, double, decimal

float

double

char

ushort, int, uint, long, ulong, float, double, decimal

![](data:image/png;base64,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)

В остальных случаях следует использовать явные преобразования типов.

Также следует отметить, что несмотря на то, что и double, и decimal могут хранить дробные данные, а decimal имеет большую разрядность, чем double, но все равно   
  
значение double нужно явно приводить к типу decimal:

double a = 4.0;  
  
decimal b = (decimal)a;

## Потеря точности данных

Рассмотрим другую ситуацию, что будет, например, в следующем случае:

int a = 33;  
  
int b = 600;  
  
byte c = (byte)(a+b);  
  
Console.WriteLine(c); // 121

Результатом будет число 121, так число 633 не попадает в допустимый диапазон для типа byte, и старшие биты будут усекаться. В итоге получится число 121.   
  
Поэтому при преобразованиях надо это учитывать. И мы в данном случае можем либо взять такие числа a и b, которые в сумме дадут число не больше 255,   
  
либо мы можем выбрать вместо byte другой тип данных, например, int.
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# C# и .NET | Арифметические операции

В C# используется большинство операций, которые применяются и в других языках программирования. Операции представляют определенные действия над операндами -   
  
участниками операции. В качестве операнда может выступать переменной или какое-либо значение (например, число).   
  
Операции бывают унарными (выполняются над одним операндом), бинарными - над двумя операндами и тернарными - выполняются над тремя операндами. Рассмотрим все виды операций.

Бинарные арифметические операции:

+

Операция сложения двух чисел:

int x = 10;  
  
int z = x + 12; // 22

-

Операция вычитания двух чисел:

int x = 10;  
  
int z = x - 6; // 4

\*

Операция умножения двух чисел:

int x = 10;  
  
int z = x \* 5; // 50

/

операция деления двух чисел:

int x = 10;  
  
int z = x / 5; // 2  
  
  
  
double a = 10;  
  
double b = 3;  
  
double c = a / b; // 3.33333333

При делении стоит учитывать, что если оба операнда представляют целые числа, то результат также будет округляться до целого числа:

double z = 10 / 4; //результат равен 2

Несмотря на то, что результат операции в итоге помещается в переменную типа double, которая позволяет сохранить дробную часть, но в самой операции участвуют два литерала,   
  
которые по умолчанию рассматриваются как объекты int, то есть целые числа, и результат то же будет целочисленный.

Для выхода из этой ситуации необходимо определять литералы или переменные, участвующие в операции, именно как типы double или float:

double z = 10.0 / 4.0; //результат равен 2.5

%

Операция получение остатка от целочисленного деления двух чисел:

double x = 10.0;  
  
double z = x % 4.0; //результат равен 2

Также есть ряд унарных операций, в которых принимает участие один операнд:

++

Операция инкремента

Инкремент бывает префиксным: ++x - сначала значение переменной x увеличивается на 1,   
  
а потом ее значение возвращается в качестве результата операции.

И также существует постфиксный инкремент: x++ - сначала значение переменной x возвращается в качестве результата операции,   
  
а затем к нему прибавляется 1.

int x1 = 5;  
  
int z1 = ++x1; // z1=6; x1=6  
  
Console.WriteLine($"{x1} - {z1}");  
  
  
  
int x2 = 5;  
  
int z2 = x2++; // z2=5; x2=6  
  
Console.WriteLine($"{x2} - {z2}");

--

Операция декремента или уменьшения значения на единицу. Также существует префиксная форма декремента (--x) и   
  
постфиксная (x--).

int x1 = 5;  
  
int z1 = --x1; // z1=4; x1=4  
  
Console.WriteLine($"{x1} - {z1}");  
  
  
  
int x2 = 5;  
  
int z2 = x2--; // z2=5; x2=4  
  
Console.WriteLine($"{x2} - {z2}");

При выполнении сразу нескольких арифметических операций следует учитывать порядок их выполнения. Приоритет операций от наивысшего к низшему:

Инкремент, декремент

Умножение, деление, получение остатка

Сложение, вычитание

Для изменения порядка следования операций применяются скобки.

Рассмотрим набор операций:

int a = 3;  
  
int b = 5;  
  
int c = 40;  
  
int d = c---b\*a; // a=3 b=5 c=39 d=25  
  
Console.WriteLine($"a={a} b={b} c={c} d={d}");

Здесь мы имеем дело с тремя операциями: декремент, вычитание и умножение. Сначала выполняется декремент переменной c, затем умножение b\*a, и в конце вычитание. То есть фактически набор операций выглядел так:

int d = (c--)-(b\*a);

Но с помощью скобок мы могли бы изменить порядок операций, например, следующим образом:

int a = 3;  
  
int b = 5;  
  
int c = 40;  
  
int d = (c-(--b))\*a; // a=3 b=4 c=40 d=108  
  
Console.WriteLine($"a={a} b={b} c={c} d={d}");

## Ассоциативность операторов

Как выше было отмечено, операции умножения и деления имеют один и тот же приоритет, но какой тогда результат будет в выражении:

int x = 10 / 5 \* 2;

Стоит нам трактовать это выражение как (10 / 5) \* 2 или как 10 / (5 \* 2)? Ведь в зависимости от трактовки   
  
мы получим разные результаты.

Когда операции имеют один и тот же приоритет, порядок вычисления определяется ассоциативностью операторов. В зависимости от ассоциативности   
  
есть два типа операторов:

Левоассоциативные операторы, которые выполняются слева направо

Правоассоциативные операторы, которые выполняются справа налево

Все арифметические операторы являются левоассоциативными, то есть выполняются слева направо. Поэтому выражение 10 / 5 \* 2   
  
необходимо трактовать как (10 / 5) \* 2, то есть результатом будет 4.

НазадСодержаниеВперед

Contacts: metanit22@mail.ru

Copyright © Евгений Попов, metanit.com, 2024. Все права защищены.

# C# и .NET | Массивы

Массив представляет набор однотипных данных. Объявление массива похоже на объявление переменной за тем исключением, что после указания типа ставятся квадратные скобки:

тип\_переменной[] название\_массива;

Например, определим массив целых чисел:

int[] numbers;

После определения переменной массива мы можем присвоить ей определенное значение:

int[] nums = new int[4];

Здесь вначале мы объявили массив nums, который будет хранить данные типа int. Далее используя операцию new,   
  
мы выделили память для 4 элементов массива: new int[4]. Число 4 еще называется длиной массива.   
  
При таком определении все элементы получают значение по умолчанию, которое предусмотренно для их типа. Для типа int значение по умолчанию - 0.

Также мы сразу можем указать значения для этих элементов:

int[] nums2 = new int[4] { 1, 2, 3, 5 };  
  
  
  
int[] nums3 = new int[] { 1, 2, 3, 5 };  
  
  
  
int[] nums4 = new[] { 1, 2, 3, 5 };  
  
  
  
int[] nums5 = { 1, 2, 3, 5 };

Все перечисленные выше способы будут равноценны.

Подобным образом можно определять массивы и других типов, например, массив значений типа string:

string[] people = { "Tom", "Sam", "Bob" };

Начиная с версии C# 12 для определения массивов можно использовать выражения коллекций, которые предполагают   
  
заключение элементов массива в квадратные скобки:

int[] nums1 = [ 1, 2, 3, 5 ];  
  
int[] nums2 = []; // пустой массив

## Индексы и получение элементов массива

Для обращения к элементам массива используются индексы. Индекс представляет номер элемента в массиве, при этом нумерация начинается с   
  
нуля, поэтому индекс первого элемента будет равен 0, индекс четвертого элемента - 3.

Используя индексы, мы можем получить элементы массива:

int[] numbers = { 1, 2, 3, 5 };  
  
  
  
// получение элемента массива  
  
Console.WriteLine(numbers[3]); // 5  
  
  
  
// получение элемента массива в переменную  
  
var n = numbers[1]; // 2  
  
Console.WriteLine(n); // 2

Также мы можем изменить элемент массива по индексу:

int[] numbers = { 1, 2, 3, 5 };  
  
  
  
// изменим второй элемент массива  
  
numbers[1] = 505;  
  
  
  
Console.WriteLine(numbers[1]); // 505

И так как у нас массив определен только для 4 элементов, то мы не можем обратиться, например, к шестому элементу.   
  
Если мы так попытаемся сделать, то мы получим ошибку во время выполнения:

int[] numbers = { 1, 2, 3, 5 };  
  
  
  
Console.WriteLine(numbers[6]); // ! Ошибка - в массиве только 4 элемента

## Свойство Length и длина массива

каждый массив имеет свойство Length, которое хранит длину массива. Например, получим длину выше созданного массива numbers:

int[] numbers = { 1, 2, 3, 5 };  
  
  
  
Console.WriteLine(numbers.Length); // 4

Для получения длины массива после названия массива через точку указывается свойство Length: numbers.Length.

## Получение элементов с конца массива

Благодаря наличию свойства Length, мы можем вычислить индекс последнего элемента массива - это длина массива - 1. Например, если длина массива - 4 (то есть   
  
массив имеет 4 элемента), то индекс последнего элемента будет равен 3. И, используя свойство Length, мы можем легко получить элементы с конца массива:

int[] numbers = { 1, 2, 3, 5};  
  
  
  
Console.WriteLine(numbers[numbers.Length - 1]); // 5 - первый с конца или последний элемент  
  
Console.WriteLine(numbers[numbers.Length - 2]); // 3 - второй с конца или предпоследний элемент  
  
Console.WriteLine(numbers[numbers.Length - 3]); // 2 - третий элемент с конца

Однако при подобном подходе выражения типа numbers.Length - 1, смысл которых состоит в том, чтобы получить какой-то определенный элемент с конца массива,   
  
утяжеляют код. И, начиная, с версии C# 8.0 в язык был добавлен специальный оператор ^,   
  
с помощью которого можно задать индекс относительно конца коллекции.

Перепишем предыдущий пример, применяя оператор ^:

int[] numbers = { 1, 2, 3, 5};  
  
  
  
Console.WriteLine(numbers[^1]); // 5 - первый с конца или последний элемент  
  
Console.WriteLine(numbers[^2]); // 3 - второй с конца или предпоследний элемент  
  
Console.WriteLine(numbers[^3]); // 2 - третий элемент с конца

## Перебор массивов

Для перебора массивов мы можем использовать различные типы циклов. Например, цикл foreach:

int[] numbers = { 1, 2, 3, 4, 5 };  
  
foreach (int i in numbers)  
  
{  
  
 Console.WriteLine(i);  
  
}

Здесь в качестве контейнера выступает массив данных типа int. Поэтому мы объявляем переменную с типом int

Подобные действия мы можем сделать и с помощью цикл for:

int[] numbers = { 1, 2, 3, 4, 5 };  
  
for (int i = 0; i < numbers.Length; i++)  
  
{  
  
 Console.WriteLine(numbers[i]);  
  
}

В то же время цикл for более гибкий по сравнению с foreach. Если foreach последовательно извлекает элементы контейнера и только для чтения,   
  
то в цикле for мы можем перескакивать на несколько элементов вперед в зависимости от приращения счетчика, а также можем изменять элементы:

int[] numbers = { 1, 2, 3, 4, 5 };  
  
for (int i = 0; i < numbers.Length; i++)  
  
{  
  
 numbers[i] = numbers[i] \* 2;  
  
 Console.WriteLine(numbers[i]);  
  
}

Также можно использовать и другие виды циклов, например, while:

int[] numbers = { 1, 2, 3, 4, 5 };  
  
int i = 0;  
  
while(i < numbers.Length)  
  
{  
  
 Console.WriteLine(numbers[i]);  
  
 i++;  
  
}

## Многомерные массивы

Массивы характеризуются таким понятием как ранг или количество измерений. Выше мы рассматривали   
  
массивы, которые имеют одно измерение (то есть их ранг равен 1) - такие массивы можно представлять в виде ряда (строки или столбца) элемента.   
  
Но массивы также бывают многомерными. У таких массивов количество измерений (то есть ранг) больше 1.

Массивы которые имеют два измерения (ранг равен 2) называют двухмерными. Например, создадим одномерный и двухмерный массивы, которые имеют одинаковые элементы:

int[] nums1 = new int[] { 0, 1, 2, 3, 4, 5 };  
  
  
  
int[,] nums2 = { { 0, 1, 2 }, { 3, 4, 5 } };

Визуально оба массива можно представить следующим образом:
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Поскольку массив nums2 двухмерный, он представляет собой простую таблицу. Все возможные способы определения двухмерных массивов:

int[,] nums1;  
  
int[,] nums2 = new int[2, 3];  
  
int[,] nums3 = new int[2, 3] { { 0, 1, 2 }, { 3, 4, 5 } };  
  
int[,] nums4 = new int[,] { { 0, 1, 2 }, { 3, 4, 5 } };  
  
int[,] nums5 = new [,]{ { 0, 1, 2 }, { 3, 4, 5 } };  
  
int[,] nums6 = { { 0, 1, 2 }, { 3, 4, 5 } };

Массивы могут иметь и большее количество измерений. Объявление трехмерного массива могло бы выглядеть так:

int[,,] nums3 = new int[2, 3, 4];

Соответственно могут быть и четырехмерные массивы и массивы с большим количеством измерений. Но на практике   
  
обычно используются одномерные и двухмерные массивы.

Определенную сложность может представлять перебор многомерного массива. Прежде всего надо учитывать, что длина такого массива - это совокупное количество элементов.

int[,] numbers = { { 1, 2, 3 }, { 4, 5, 6 }};  
  
foreach (int i in numbers)  
  
 Console.Write($"{i} ");

В данном случае длина массива numbers равна 6. И цикл foreach выводит все элементы массива в строку:

1 2 3 4 5 6

Но что если мы хотим отдельно пробежаться по каждой строке в таблице? В этом случае надо получить количество элементов в размерности.   
  
В частности, у каждого массива есть метод GetUpperBound(номер\_размерности), который возвращает индекс последнего   
  
элемента в определенной размерности. И если мы говорим непосредственно о двухмерном массиве, то первая размерность (с индексом 0)   
  
по сути это и есть таблица. И с помощью выражения

numbers.GetUpperBound(0) + 1

можно получить количество строк таблицы, представленной двухмерным массивом. А через

numbers.Length / количество\_строк

можно получить количество элементов в каждой строке:

int[,] numbers = { { 1, 2, 3 }, { 4, 5, 6 }};  
  
  
  
int rows = numbers.GetUpperBound(0) + 1; // количество строк  
  
int columns = numbers.Length / rows; // количество столбцов  
  
// или так  
  
// int columns = numbers.GetUpperBound(1) + 1;  
  
  
  
for (int i = 0; i < rows; i++)  
  
{  
  
 for (int j = 0; j < columns; j++)  
  
 {  
  
 Console.Write($"{numbers[i, j]} \t");  
  
 }  
  
 Console.WriteLine();  
  
}

1 2 3  
  
4 5 6

## Массив массивов

От многомерных массивов надо отличать массив массивов или так называемый "зубчатый массив":

int[][] nums = new int[3][];  
  
nums[0] = new int[2] { 1, 2 }; // выделяем память для первого подмассива  
  
nums[1] = new int[3] { 1, 2, 3 }; // выделяем память для второго подмассива  
  
nums[2] = new int[5] { 1, 2, 3, 4, 5 }; // выделяем память для третьего подмассива

Здесь две группы квадратных скобок указывают, что это массив массивов, то есть такой массив, который в свою очередь содержит в себе   
  
другие массивы. Причем длина массива указывается только в первых квадратных скобках, все последующие квадратные скобки должны быть пусты:   
  
new int[3][]. В данном случае у нас массив nums содержит три массива. Причем размерность каждого из этих массивов может не совпадать.

Альтернативное определение массива массивов:

int[][] numbers = {   
  
 new int[] { 1, 2 },   
  
 new int[] { 1, 2, 3 },   
  
 new int[] { 1, 2, 3, 4, 5 }   
  
};
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Используя вложенные циклы, можно перебирать зубчатые массивы. Например:

int[][] numbers = new int[3][];  
  
numbers[0] = new int[] { 1, 2 };  
  
numbers[1] = new int[] { 1, 2, 3 };  
  
numbers[2] = new int[] { 1, 2, 3, 4, 5 };  
  
foreach(int[] row in numbers)  
  
{  
  
 foreach(int number in row)  
  
 {  
  
 Console.Write($"{number} \t");  
  
 }  
  
 Console.WriteLine();  
  
}  
  
  
  
// перебор с помощью цикла for  
  
for (int i = 0; i<numbers.Length;i++)  
  
{  
  
 for (int j =0; j<numbers[i].Length; j++)  
  
 {  
  
 Console.Write($"{numbers[i][j]} \t");  
  
 }  
  
 Console.WriteLine();  
  
}

## Основные понятия массивов

Суммируем основные понятия массивов:

Ранг (rank): количество измерений массива

Длина измерения (dimension length): длина отдельного измерения массива

Длина массива (array length): количество всех элементов массива

Например, возьмем массив

int[,] numbers = new int[3, 4];

Массив numbers двухмерный, то есть он имеет два измерения, поэтому его ранг равен 2. Длина первого измерения - 3, длина второго измерения - 4. Длина массива (то есть общее количество элементов) - 12.

Примеры массивов:
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# C# и .NET | Конструкция if..else и тернарная операция

Условные конструкции - один из базовых компонентов многих языков программирования, которые направляют работу программы по одному из путей   
  
в зависимости от определенных условий. Одной из таких конструкций в языке программирования C# является конструкция if..else

Конструкция if/else проверяет истинность некоторого условия и в зависимости от результатов проверки выполняет определенный код.

Ее простейшая форма состоит из блока if:

if(условие)  
  
{  
  
 выполняемые инструкции  
  
}

После ключевого слова if ставится условие. Условие должно представлять значение типа bool.   
  
Это может быть непосредственно значение типа bool или результат условного выражения или другого выражения, которое возвращает значение типа bool.   
  
И если это условие истинно (равно true), то срабатывает код, который помещен далее после условия внутри фигурных скобок.

Например:

int num1 = 8;  
  
int num2 = 6;  
  
if(num1 > num2)  
  
{  
  
 Console.WriteLine($"Число {num1} больше числа {num2}");  
  
}

В данном случае у нас первое число больше второго, поэтому выражение num1 > num2 истинно и возвращает   
  
true, следовательно, управление переходит к строке Console.WriteLine("Число {num1} больше числа {num2}");

Если блок if содержит одну инструкцию, то мы можем его сократить, убрав фигурные скобки:

int num1 = 8;  
  
int num2 = 6;  
  
if (num1 > num2)  
  
 Console.WriteLine($"Число {num1} больше числа {num2}");  
  
  
  
// или так  
  
if (num1 > num2) Console.WriteLine($"Число {num1} больше числа {num2}");

Также мы можем соединить сразу несколько условий, используя логические операторы:

int num1 = 8;  
  
int num2 = 6;  
  
if(num1 > num2 && num1==8)  
  
{  
  
 Console.WriteLine($"Число {num1} больше числа {num2}");  
  
}

В данном случае блок if будет выполняться, если num1 > num2 равно true и num1==8 равно true.

Но что, если мы захотим, чтобы при несоблюдении условия также выполнялись какие-либо действия? В этом случае мы можем добавить блок else:

int num1 = 8;  
  
int num2 = 6;  
  
if(num1 > num2)  
  
{  
  
 Console.WriteLine($"Число {num1} больше числа {num2}");  
  
}  
  
else  
  
{  
  
 Console.WriteLine($"Число {num1} меньше числа {num2}");  
  
}

Блок else выполняется, если условие после if ложно, то есть равно false. Если блок else содержит толко одну   
  
инструкцию, то оять же мы можем его сократить, убрав фигурные скобки:

int num1 = 8;  
  
int num2 = 6;  
  
if(num1 > num2)  
  
 Console.WriteLine($"Число {num1} больше числа {num2}");  
  
else  
  
 Console.WriteLine($"Число {num1} меньше числа {num2}");

Но в примере выше при сравнении чисел мы можем насчитать три состояния: первое число больше второго, первое число меньше второго и числа равны.   
  
Используя конструкцию else if, мы можем обрабатывать дополнительные условия:

int num1 = 8;  
  
int num2 = 6;  
  
if(num1 > num2)  
  
{  
  
 Console.WriteLine($"Число {num1} больше числа {num2}");  
  
}  
  
else if (num1 < num2)  
  
{  
  
 Console.WriteLine($"Число {num1} меньше числа {num2}");  
  
}  
  
else  
  
{  
  
 Console.WriteLine("Число num1 равно числу num2");  
  
}

При необходимости можно добавить несколько выражений else if:

string name = "Alex";  
  
  
  
if (name == "Tom")  
  
 Console.WriteLine("Вас зовут Tomas");  
  
else if (name == "Bob")  
  
 Console.WriteLine("Вас зовут Robert");  
  
else if (name == "Mike")  
  
 Console.WriteLine("Вас зовут Michael");  
  
else  
  
 Console.WriteLine("Неизвестное имя");

## Тернарная операция

Тернарную операция также позволяет проверить некоторое условие и в зависимости от его истинности выполнить некоторые действия. Она имеет следующий синтаксис:

[первый операнд - условие] ? [второй операнд] : [третий операнд]

Здесь сразу три операнда. В зависимости от условия тернарная операция возвращает второй или третий операнд: если условие равно true, то   
  
возвращается второй операнд; если условие равно false, то третий. Например:

int x=3;  
  
int y=2;  
  
  
  
int z = x < y ? (x+y) : (x-y);  
  
Console.WriteLine(z); // 1

Здесь первый операнд (то есть условие) представляет выражение x < y. Если оно равно true, то возвращается   
  
второй операнд - (x+y), то есть результат операции сложения. Если условие равно false, то возвращается   
  
третий операнд - (x-y).

Результат тернарной операции (то есть второй или третий операнд в зависимости от условия) присваивается переменной z.
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# C# и .NET | Циклы

Циклы являются управляющими конструкциями, позволяя в зависимости от определенных условий выполнять некоторое действие множество раз. В   
  
C# имеются следующие виды циклов:

for

foreach

while

do...while

## Цикл for

Цикл for имеет следующее формальное определение:

for ([действия\_до\_выполнения\_цикла]; [условие]; [действия\_после\_выполнения])  
  
{  
  
 // действия  
  
}

Объявление цикла for состоит из трех частей. Первая часть объявления цикла - некоторые действия, которые выполняются один раз   
  
до выполнения цикла. Обычно здесь определяются переменные, которые будут использоваться в цикле.

Вторая часть - условие, при котором будет выполняться цикл. Пока условие равно true, будет выполняться цикл.

И третья часть - некоторые действия, которые выполняются после завершения блока цикла. Эти действия выполняются каждый раз при завершении блока цикла.

После объявления цикла в фигурных скобках помещаются сами действия цикла.

Рассмотрим стандартный цикл for:

for (int i = 1; i < 4; i++)  
  
{  
  
 Console.WriteLine(i);  
  
}

Здесь первая часть объявления цикла - int i = 1 - создает и инициализирует переменную i.

Вторая часть - условие i < 4. То есть пока переменная i меньше 4, будет выполняться цикл.

И третья часть - действия, выполняемые после завершения действий из блока цикла - увеличение переменной i на единицу.

Весь процесс цикла можно представить следующим образом:

Определяется переменная int i = 1

Проверяется условие i < 4. Оно истинно (так как 1 меньше 4), поэтому выполняется блок цикла, а именно инструкция   
  
Console.WriteLine(i), которая выводит на консоль значение переменной i

Блок цикла закончил выполнение, поэтому выполняется треться часть объявления цикла - i++. После этого переменная i будет равна 2.

Снова проверяется условие i < 4. Оно истинно (так как 2 меньше 4), поэтому опять выполняется блок цикла -   
  
Console.WriteLine(i)

Блок цикла закончил выполнение, поэтому снова выполняется выражение i++. После этого переменная i будет равна 3.

Снова проверяется условие i < 4. Оно истинно (так как 3 меньше 4), поэтому опять выполняется блок цикла -   
  
Console.WriteLine(i)

Блок цикла закончил выполнение, поэтому снова выполняется выражение i++. После этого переменная i будет равна 4.

Снова проверяется условие i < 4. Теперь оно возвражает false, так как значение переменной i НЕ меньше 4,   
  
поэтому цикл завершает выполнение. Далее уже выполняется остальная часть программы, которая идет после цикла

В итоге блок цикла сработает 3 раза, пока значение i не станет равным 4. И каждый раз это значение будет увеличиваться на 1. Однократное выполнение блока цикла   
  
называется итерацией. Таким образом, здесь цикл выполнит три итерации. Результат работы программы:

1  
  
2  
  
3

Если блок цикла for содержит одну инструкцию, то мы можем его сократить, убрав фигурные свобки:

for (int i = 1; i < 4; i++)  
  
 Console.WriteLine(i);  
  
  
  
// или так  
  
for (int i = 1; i < 4; i++) Console.WriteLine(i);

При этом необязательно именно в первой части цикла объявлять переменную, а в третий части изменять ее значение - это могут быть любые действия. Например:

var i = 1;  
  
  
  
for (Console.WriteLine("Начало выполнения цикла"); i < 4; Console.WriteLine($"i = {i}"))  
  
{  
  
 i++;  
  
}

Здесь опять же цикл срабатывает, пока переменная i меньше 4, только приращение переменной i происходит в блоке цикла. Консольный вывод данной программы:

Начало выполнения цикла  
  
i = 2  
  
i = 3  
  
i = 4

Нам необязательно указывать все условия при объявлении цикла. Например, мы можем написать так:

int i = 1;  
  
for (; ;)  
  
{  
  
 Console.WriteLine($"i = {i}");  
  
 i++;  
  
}

Формально определение цикла осталось тем же, только теперь блоки в определении у нас пустые: for (; ;). У нас нет   
  
инициализированной переменной, нет условия, поэтому цикл будет работать вечно - бесконечный цикл.

Мы также можем опустить ряд блоков:

int i = 1;  
  
for (; i<4;)  
  
{  
  
 Console.WriteLine($"i = {i}");  
  
 i++;  
  
}

Этот пример по сути эквивалентен первому примеру: у нас также есть переменная-счетчик, только определена она вне цикла. У нас есть условие выполнения цикла.   
  
И есть приращение переменной уже в самом блоке for.

Также стоит отметить, что можно определять несколько переменных в объявлении цикла:

for (int i = 1, j = 1; i < 10; i++, j++)  
  
 Console.WriteLine($"{i \* j}");

Здесь в первой части объявления цикла определяются две переменных: i и j. Цикл выполняется, пока i не будет равна 10. После каждой итерации   
  
переменые i и j увеличиваются на единицу. Консольный вывод программы:

1  
  
4  
  
9  
  
16  
  
25  
  
36  
  
49  
  
64  
  
81

## Цикл do..while

В цикле do сначала выполняется код цикла, а потом происходит проверка условия в инструкции while. И пока это условие истинно,   
  
цикл повторяется.

do  
  
{  
  
 действия цикла  
  
}  
  
while (условие)

Например:

int i = 6;  
  
do  
  
{  
  
 Console.WriteLine(i);  
  
 i--;  
  
}  
  
while (i > 0);

Здесь код цикла сработает 6 раз, пока i не станет равным нулю. Но важно отметить, что цикл do гарантирует хотя бы единократное выполнение действий,   
  
даже если условие в инструкции while не будет истинно. То есть мы можем написать:

int i = -1;  
  
do  
  
{  
  
 Console.WriteLine(i);  
  
 i--;  
  
}  
  
while (i > 0);

Хотя у нас переменная i меньше 0, цикл все равно один раз выполнится.

## Цикл while

В отличие от цикла do цикл while сразу проверяет истинность некоторого условия, и если условие истинно, то код цикла выполняется:

while (условие)  
  
{  
  
 действия цикла  
  
}

Например:

int i = 6;  
  
while (i > 0)  
  
{  
  
 Console.WriteLine(i);  
  
 i--;  
  
}

## Цикл foreach

Цикл foreach предназначен для перебора набора или коллекции элементов. Его общее определение:

foreach(тип\_данных переменная in коллекция)  
  
{  
  
 // действия цикла  
  
}

После оператора foreach в скобках сначала идет определение переменной. Затем ключевое слово in и далее коллекция,   
  
элементы которой надо перебрать.

При выполнении цикл последовательно перебирает элементы коллекции и помещает их в переменную, и таким образом в блоке цикла мы можем выполнить с ними некоторые действия.

Например, возьмем строку. Строка по сути - это коллекция символов. И .NET позволяет перебрать все элементы строки - ее символы с помощью цикла foreach.

foreach(char c in "Tom")  
  
{  
  
 Console.WriteLine(c);  
  
}

Здесь цикл foreach пробегается по всем символам строки "Tom" и каждый символ помещает в символьную переменную c. В блоке цикла   
  
значение переменной c выводится на консоль. Поскольку в строке "Tom" три символа, то цикл выполнится три раза. Консольный вывод программы:

T  
  
o  
  
m

Стоит отметить, что переменная, которая определяется в объявлении цикла, должна по типу соответствовать типу элементов перебираемой коллекции. Так, элементы строки - значения типа   
  
char - символы. Поэтому переменная c имеет тип char. Однако в реальности не всегда бывает очевидно, какой тип представляют   
  
элементы коллекции. В этом случае мы можем определить переменную с помощью оператора var:

foreach(var c in "Tom")  
  
{  
  
 Console.WriteLine(c);  
  
}

В дальнейшем мы подробнее рассмотрим, что представляют собой коллекции в .NET и какие именно коллекции можно перебирать с помощью цикла foreach.

## Операторы continue и break

Иногда возникает ситуация, когда требуется выйти из цикла, не дожидаясь его завершения. В этом случае мы можем воспользоваться оператором   
  
break.

Например:

for (int i = 0; i < 9; i++)  
  
{  
  
 if (i == 5)  
  
 break;  
  
 Console.WriteLine(i);  
  
}

Хотя в условии цикла сказано, что цикл будет выполняться, пока счетчик i не достигнет значения 9, в реальности цикл сработает 5 раз.   
  
Так как при достижении счетчиком i значения 5, сработает оператор break, и цикл завершится.

0  
  
1  
  
2  
  
3  
  
4

Теперь поставим себе другую задачу. А что если мы хотим, чтобы при проверке цикл не завершался, а просто пропускал текущую итерацию.   
  
Для этого мы можем воспользоваться оператором continue:

for (int i = 0; i < 9; i++)  
  
{  
  
 if (i == 5)  
  
 continue;  
  
 Console.WriteLine(i);  
  
}

В этом случае цикл, когда дойдет до числа 5, которое не удовлетворяет условию проверки, просто пропустит это число и перейдет к следующей итерации:

0  
  
1  
  
2  
  
3  
  
4  
  
6  
  
7  
  
8

Стоит отметить, что операторы break и continue можно применять в любом типе циклов.

## Вложенные циклы

Одни циклы могут быть вложенными в другие. Например:

for (int i = 1; i < 10; i++)  
  
{  
  
 for (int j = 1; j < 10; j++)  
  
 {  
  
 Console.Write($"{i \* j} \t");  
  
 }  
  
 Console.WriteLine();  
  
}

В данном случае цикл for (int i = 1; i < 10; i++) выполняется 9 раз, то есть имеет 9 итераций. Но в рамках каждой итерации   
  
выполняется девять раз вложенный цикл for (int j = 1; j < 10; j++). В итоге данная программа выведет таблицу умножения.

НазадСодержаниеВперед

Contacts: metanit22@mail.ru

Copyright © Евгений Попов, metanit.com, 2024. Все права защищены.

# C# и .NET | Задачи с массивами

Познакомившись с циклами, переменными, условными конструкциями и массивами, рассмотрим несколько задач для работы с массивами.

## Количество положительных чисел

Найдем количество положительных чисел в массиве:

int[] numbers = { -4, -3, -2, -1, 0, 1, 2, 3, 4 };  
  
int result = 0;  
  
foreach(int number in numbers)  
  
{  
  
 if(number > 0)  
  
 {  
  
 result++;  
  
 }  
  
}  
  
Console.WriteLine($"Число элементов больше нуля: {result}");

Здесь создаем вспомогательную переменную result, которая будет содержать количество положительных чисел. В цикле прохожим по массиву и, если его элемент больше нуля,   
  
добавляем к переменной result единицу.

## Инверсия массива

Вторая задача - инверсия массива, то есть переворот его в обратном порядке:

int[] numbers = { -4, -3, -2, -1,0, 1, 2, 3, 4 };  
  
   
  
int n = numbers.Length; // длина массива  
  
int k = n / 2; // середина массива  
  
int temp; // вспомогательный элемент для обмена значениями  
  
for(int i=0; i < k; i++)  
  
{  
  
 temp = numbers[i];  
  
 numbers[i] = numbers[n - i - 1];  
  
 numbers[n - i - 1] = temp;  
  
}  
  
foreach(int i in numbers)  
  
{  
  
 Console.Write($"{i} \t");  
  
}

Поскольку нам надо изменять элементы массива, то для этого используется цикл for. Алгоритм решения задачи подразумевает перебор элементов до середины массива,   
  
которая в программе представлена переменной k, и обмен значений элемента, который имеет индекс i, и элемента с индексом n-i-1.

## Программа сортировки массива

Теперь возьмем задачу посложнее - простейшую сортировку массива:

int[] nums = { 54, 7, -41, 2, 4, 2, 89, 33, -5, 12 };  
  
  
  
// сортировка  
  
int temp;  
  
for (int i = 0; i < nums.Length - 1; i++)  
  
{  
  
 for (int j = i + 1; j < nums.Length; j++)  
  
 {  
  
 if (nums[i] > nums[j])  
  
 {  
  
 temp = nums[i];  
  
 nums[i] = nums[j];  
  
 nums[j] = temp;  
  
 }  
  
 }  
  
}  
  
  
  
// вывод  
  
Console.WriteLine("Вывод отсортированного массива");  
  
for (int i = 0; i < nums.Length; i++)  
  
{  
  
 Console.WriteLine(nums[i]);  
  
}

Для сортировки массива выполняем проходы по массиву и сравниваем элементы. Поскольку нам надо последовательно сравнивать каждый элемент массива с каждым (за исключением сравния с самим собой),   
  
то здесь применятся вложенный цикл.

Во внешнем цикле мы берем элемент, который будем сравнивать:

for (int i = 0; i < nums.Length - 1; i++)

Далее запускаем вложенный цикл, который начинается, со следующего элемента, и из которого извлекаем элементы, с которыми будем сравнивать тот элемент, которые берется из массива во внешнем цикле:

for (int j = i + 1; j < nums.Length; j++)

Если элемент с меньшим индексом больше элемента с большим индексом, то меняем элементы местами.

if (nums[i] > nums[j])  
  
{  
  
 temp = nums[i];  
  
 nums[i] = nums[j];  
  
 nums[j] = temp;  
  
}

В конце выводим все элементы.
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# C# и .NET | Методы

Если переменные хранят некоторые значения, то методы содержат собой набор инструкций, которые выполняют определенные действия.   
  
По сути метод - это именованный блок кода, который выполняет некоторые действия.

Общее определение методов выглядит следующим образом:

[модификаторы] тип\_возвращаемого\_значения название\_метода ([параметры])  
  
{  
  
 // тело метода  
  
}

Модификаторы и параметры необязательны.

Ранее мы уже использовали как минимум один метод - Console.WriteLine(), который выводит информацию на консоль.   
  
Теперь рассмотрим, как мы можем создавать свои методы.

## Определение метода

Определим один метод:

void SayHello()  
  
{  
  
 Console.WriteLine("Hello");  
  
}

Здесь определен метод SayHello, который выводит некоторое сообщение. К названиям методов предъявляются в принципе те же требования, что и к названиям переменных. Однако, как правило,   
  
названия методов начинаются с большой буквы.

Перед названием метода идет возвращаемый тип данных. Здесь это тип void, который указыает,   
  
что фактически ничего не возвращает, он просто производит некоторые действия.

После названия метода в скобках идет перечисление параметров. Но в данном случае скобки пустые, что означает, что метод не принимает никаких параметров.

После списка параметров в круглых скобках идет блок кода, который представляет набор выполняемых методом инструкций. В данном случае блок метода SayHello   
  
содержит только одну инструкцию, которая выводит строку на консоль:

Console.WriteLine("Hello");

Но если мы запустим данный проект, то мы не увидим никакой строки, которую должен выводить метод SayHello. Потому что после определения   
  
метод еще надо вызвать, чтобы он выполнил свою работу.

## Вызов методов

Чтобы использовать метод SayHello, нам надо его вызвать. Для вызова метода указывается его имя, после которого в скобках идут значения для его параметров (если метод принимает параметры).

название\_метода (значения\_для\_параметров\_метода);

Например, вызов метода SayHello будет выглядеть следующим образом:

SayHello();

Поскольку метод не принимает никаких параметров, то после названия метода идут пустые скобки.

Объединим определение и вызов метода:

void SayHello()  
  
{  
  
 Console.WriteLine("Hello");  
  
}  
  
  
  
SayHello(); // Hello  
  
SayHello(); // Hello
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Консольный вывод программы:

Hello  
  
Hello

Преимуществом методов является то, что их можно повторно и многократно вызывать в различных частях программы. Например, в примере   
  
выше два раза вызывается метод SayHello.

При этом в данном случае нет разницы, сначала определяется метод, а потом вызывается или наоборот. Например, мы могли бы написать и так:

SayHello(); // Hello  
  
SayHello(); // Hello  
  
  
  
void SayHello()  
  
{  
  
 Console.WriteLine("Hello");  
  
}

Определим и вызовем еще несколько методов:

void SayHelloRu()  
  
{  
  
 Console.WriteLine("Привет");  
  
}  
  
void SayHelloEn()  
  
{  
  
 Console.WriteLine("Hello");  
  
}  
  
void SayHelloFr()  
  
{  
  
 Console.WriteLine("Salut");  
  
}  
  
  
  
  
  
string language = "en";  
  
  
  
switch (language)  
  
{  
  
 case "en":   
  
 SayHelloEn();  
  
 break;  
  
 case "ru":  
  
 SayHelloRu();  
  
 break;  
  
 case "fr":  
  
 SayHelloFr();  
  
 break;  
  
}

Здесь определены три метода SayHelloRu(), SayHelloEn() и SayHelloFr(), которые также имеют   
  
тип void, не принимают никаких параметров и также выводит некоторую строку на консоль. Условно говоря, они выводят приветствие на   
  
определенном языке.

В конструкции switch проверяется значение переменной language, которая условно хранит код языка,   
  
и в зависимости от ее значения вызывается определенный метод. Так, в данном случае на консоль будет выведено

Hello

## Сокращенная запись методов

Если метод в качестве тела определяет только одну инструкцию, то мы можем сократить определение метода. Например, допустим у нас есть метод:

void SayHello()  
  
{  
  
 Console.WriteLine("Hello");  
  
}

Мы можем его сократить следующим образом:

void SayHello() => Console.WriteLine("Hello");

То есть после списка параметров ставится оператор =>, после которого идет выполняемая инструкция.
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# C# и .NET | Параметры методов

В прошлой теме был определен метод SayHello, который выводит на консоль некоторое сообщение:

void SayHello()  
  
{  
  
 Console.WriteLine("Hello");  
  
}  
  
  
  
SayHello(); // Hello

Но минусом подобного метода является то, что он выводит одно и то же сообщение. И было бы неплохо, если бы мы могли бы динамически определять,   
  
какое сообщение будет выводить метод на экран, то есть передать из вне в метод это сообщение. Для этого в языке C# мы можем использовать параметры.

Параметры позволяют передать в метод некоторые входные данные. Параметры определяются через заятую в скобках после названия метода в виде:

тип\_метода имя\_метода (тип\_параметра1 параметр1, тип\_параметра2 параметр2, ...)  
  
{  
  
 // действия метода  
  
}

Определение параметра состоит из двух частей: сначала идет тип параметра и затем его имя.

Например, определим метод PrintMessage, который получает извне выводимое сообщение:

void PrintMessage(string message)  
  
{  
  
 Console.WriteLine(message);  
  
}  
  
  
  
PrintMessage("Hello work"); // Hello work  
  
PrintMessage("Hello METANIT.COM"); // Hello METANIT.COM  
  
PrintMessage("Hello C#"); // Hello C#

Здесь метод PrintMessage() принимает один параметр, который называется message и имеет тип string.

Чтобы выполнить метод, который имеет параметры, при вызове после имени метода в скобках ему передаются значения для его параметров, например:

PrintMessage("Hello work");

Здесь параметру message передается строка "Hello work". Значения, которые передаются параметрам, еще называются аргументами.   
  
То есть передаваемая строка "Hello work" в данном случае является аргументом.

Иногда можно встретить такие определения как формальные параметры и фактические параметры.   
  
Формальные параметры - это собственно параметры метода (в данном случае message), а фактические параметры - значения, которые   
  
передаются формальным параметрам. То есть фактические параметры - это и есть аргументы метода.

Определим еще один метод, который складывает два числа:

void Sum(int x, int y)  
  
{  
  
 int result = x + y;  
  
 Console.WriteLine($"{x} + {y} = {result}");  
  
}  
  
  
  
Sum(10, 15); // 10 + 15 = 25

Метод Sum имеет два параметра: x и y. Оба параметра представляют тип int. Поэтому при вызове данного метода нам обязательно надо   
  
передать на место этих параметров два числа. Внутри метода вычисляется сумма переданных чисел и выводится на консоль.

При вызове метода Sum значения передаются параметрам по позиции. Например, в вызове Sum(10, 15) число 10   
  
передается параметру x, а число 15 - параметру y.

Также параметры могут использоваться в сокращеной версии метода:

void Sum(int x, int y) => Console.WriteLine($"{x} + {y} = { x + y }");  
  
  
  
Sum(10, 15); // 10 + 15 = 25

Передаваемые параметру значения могут представлять значения переменных или результат работы сложных выражений, которые возвращают   
  
некоторое значение:

void Sum(int x, int y) => Console.WriteLine($"{x} + {y} = { x + y }");  
  
  
  
int a = 10, b = 15, c = 6;  
  
Sum(a, b); // 10 + 15 = 25  
  
Sum(3, c); // 3 + 6 = 9  
  
Sum(14, 4 + c); // 14 + 10 = 24

Если параметрами метода передаются значения переменных, то таким переменным должно быть присвоено значение. Например, следующая программа не скомпилируется:

void Sum(int x, int y)  
  
{  
  
 Console.WriteLine($"{x} + {y} = { x + y }");  
  
}  
  
  
  
int a;  
  
int b = 15;  
  
Sum(a, b); // ! Ошибка

## Соответствие параметов и аргументов по типу данных

При передаче значений параметрам важно учитывать тип параметров: между аргументами и параметрами должно быть соответствие по типу. Например:

void PrintPerson(string name, int age)  
  
{  
  
 Console.WriteLine($"Name: {name} Age: {age}");  
  
}  
  
  
  
PrintPerson("Tom", 24); // Name: Tom Age: 24

В данном случае первый параметр метода PrintPerson() представляет тип string, поэтому при вызове метода   
  
мы должны передать этому параметру значение типа string, то есть строку. Второй параметр представляет тип int,   
  
поэтому должны передать ему целое число, которое соответствует типу int.

PrintPerson("Tom", 24);

Также мы можем передать параметрам значения тех типов, которые автоматически могут быть преобразованы в тип параметров. Например:

void PrintPerson(string name, int age)  
  
{  
  
 Console.WriteLine($"Name: {name} Age: {age}");  
  
}  
  
  
  
byte b = 37;  
  
PrintPerson("Tom", b); // Name: Tom Age: 37

Здесь параметру типа int передается значение типа byte, но комилятор может автоматически преобразовать значение типа byte к тиу int. Поэтому здесь ошибки не возникнет.   
  
Какие преобразования типов могут быть выполнены автоматически, рассматривалось в одной из предыдущих тем: Преобразования базовых типов данных

Данные других типов мы передать параметров не можем. Например, следующий вызов метода PrintPerson будет ошибочным:

PrintPerson(45, "Bob"); // Ошибка! несоответствие значений типам параметров

## Необязательные параметры

По умолчанию при вызове метода необходимо предоставить значения для всех его параметров. Но C# также позволяет использовать необязательные параметры.   
  
Для таких параметров нам необходимо объявить значение по умолчанию. Также следует учитывать, что после необязательных параметров все последующие параметры также должны быть необязательными:

void PrintPerson(string name, int age = 1, string company = "Undefined")  
  
{  
  
 Console.WriteLine($"Name: {name} Age: {age} Company: {company}");  
  
}

Здесь параметры age и company являются необязательными, так как им присвоены значения. Поэтому при вызове метода мы можем не передавать для них данные:

void PrintPerson(string name, int age = 1, string company = "Undefined")  
  
{  
  
 Console.WriteLine($"Name: {name} Age: {age} Company: {company}");  
  
}  
  
  
  
PrintPerson("Tom", 37, "Microsoft"); // Name: Tom Age: 37 Company: Microsoft  
  
PrintPerson("Tom", 37); // Name: Tom Age: 37 Company: Undefined  
  
PrintPerson("Tom"); // Name: Tom Age: 1 Company: Undefined

Консольный вывод программы:

Name: Tom Age: 37 Company: Microsoft  
  
Name: Tom Age: 37 Company: Undefined  
  
Name: Tom Age: 1 Company: Undefined

## Именованные параметры

В предыдущих примерах при вызове методов значения для параметров передавались в порядке объявления этих параметров в методе. То есть аргументы передавались параметрам по позиции.   
  
Но мы можем нарушить подобный порядок, используя именованные параметры:

void PrintPerson(string name, int age = 1, string company = "Undefined")  
  
{  
  
 Console.WriteLine($"Name: {name} Age: {age} Company: {company}");  
  
}  
  
  
  
PrintPerson("Tom", company:"Microsoft", age: 37); // Name: Tom Age: 37 Company: Microsoft  
  
PrintPerson(age:41, name: "Bob"); // Name: Bob Age: 41 Company: Undefined  
  
PrintPerson(company:"Google", name:"Sam"); // Name: Sam Age: 1 Company: Google

Для передачи значений параметрам о имени при вызове метода указывается имя параметра и через двоеточие его значение: name:"Tom"

Консольный вывод программы:

Name: Tom Age: 37 Company: Microsoft  
  
Name: Bob Age: 41 Company: Undefined  
  
Name: Sam Age: 1 Company: Google
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# C# и .NET | Массив параметров и ключевое слово params

Во всех предыдущих примерах мы использовали постоянное число параметров. Но, используя ключевое слово   
  
params, мы можем передавать неопределенное количество параметров:

void Sum(params int[] numbers)  
  
{  
  
 int result = 0;  
  
 foreach (var n in numbers)  
  
 {  
  
 result += n;  
  
 }  
  
 Console.WriteLine(result);  
  
}  
  
  
  
int[] nums = { 1, 2, 3, 4, 5};  
  
Sum(nums);  
  
Sum(1, 2, 3, 4);  
  
Sum(1, 2, 3);  
  
Sum();

Сам параметр с ключевым словом params при определении метода должен представлять одномерный массив того типа, данные которого мы собираемся использовать.   
  
При вызове метода на место параметра с модификатором params мы можем передать как отдельные значения, так и массив   
  
значений, либо вообще не передавать параметры. Количество передаваемых значений в метод неопределено, однако все эти значения должны соответствовать типу параметра с params.

Если же нам надо передать какие- то другие параметры, то они должны указываться до параметра с ключевм словом params:

void Sum(int initialValue, params int[] numbers)  
  
{  
  
 int result = initialValue;  
  
 foreach (var n in numbers)  
  
 {  
  
 result += n;  
  
 }  
  
 Console.WriteLine(result);  
  
}  
  
  
  
int[] nums = { 1, 2, 3, 4, 5};  
  
Sum(10, nums); // число 10 - передается параметру initialValue  
  
Sum(1, 2, 3, 4);  
  
Sum(1, 2, 3);  
  
Sum(20);

Здесь метод Sum имеет обязательный параметр initialValue, поэтому при вызове метода для него нужно обязательно передать значение. Поэтому первое значение при вызове   
  
метода будет передаваться этому параметру.

Однако после параметра с модификатором params мы НЕ можем указывать другие параметры. То есть   
  
следующее определение метода недопустимо:

//Так НЕ работает  
  
void Sum(params int[] numbers, int initialValue)  
  
{}

## Массив в качестве параметра

Также этот способ передачи параметров надо отличать от передачи массива в качестве параметра:

void Sum(int[] numbers, int initialValue)  
  
{  
  
 int result = initialValue;  
  
 foreach (var n in numbers)  
  
 {  
  
 result += n;  
  
 }  
  
 Console.WriteLine(result);  
  
}  
  
  
  
int[] nums = { 1, 2, 3, 4, 5};  
  
Sum(nums, 10);  
  
  
  
// Sum(1, 2, 3, 4); // так нельзя - нам надо передать массив

Так как метод Sum принимает в качестве параметра массив без ключевого слова params, то при его вызове нам обязательно надо передать в качестве первого параметра   
  
массив. Кроме того, в отличие от метода с параметром params после параметра-массива могут располагаться другие параметры.
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