11.2-二维数组

**二维数组：**

顾名思义，具有两个下标的数组

**声明：**

数据类型 数组名[行数][列数] （={元素初值}）

int a[2][3]; //具有“两行三列”的二维数组，编译器分配6个int型变量的存储空间

可以想象成一个“矩阵”

**存储方式：**

相邻元素间的地址是连续的

int a[2][3],i,j;

for(i=0;i<2;i++)

{

for(j=0;j<3;j++)

{

cout<<"a["<<i<<"]["<<j<<"]的地址为:"<<&a[i][j]<<endl;

}

}

（int型变量大小为4个字节）

地址分配原则：

（1）所有的维度都是从小到大依次分配;

（2）先分配排列最“后”的维度——低维

（3）相邻元素间地址仍然是连续的（递增）

**初始化：**

1.按照元素（地址存储）的顺序进行依次赋值：

（1）全部明确赋初识值：

int a[2][3]={1，2，3，4，5，6}

（2）部分赋初识值

int a[2][3]={1,2,3,4} //a[1][1]==a[1][2]==0

（3）省略最高维的初始化：

int a[][3]={1，2，3，4，5，6} //最高维数=元素数/低维数

2.将二维数组看成“最高维数”个一维数组依次赋值：

（1）a[0][3]==a[1][2]==a[1][3]==0

int a[3][4]={{1,2,3},{4,5},{6,7,8,9}};

int i,j;

for(i=0;i<3;i++)

{

for(j=0;j<4;j++)

{

cout<<"a["<<i<<"]["<<j<<"]的值为:"<<a[i][j]<<endl;

}

}

将a[3][4]看成一个具有三个元素（高维数）的一维“数组”；

每个“数组”的元素都是一个包含四个元素（低维数）的一维数组。

（2）省略最高维：

int a[][4]={{1,2,3},{4,5},{6,7,8,9}};

最高维是3

**访问：**

访问二维数组的元素必须同时指明每一个维度的下标值

根据第一个下标得到该“行”元素的**首地址**

根据第二个下标得到该元素对于首地址的**偏移量**

首地址：

数组的首地址为a[0][0]的地址；

第i行元素的首地址为a[i][0]的地址。

每个元素都是一个int型的变量

代码示例1：

编写代码，完成矩阵转置；同时判断该矩阵是不是对称矩阵。

对称矩阵：转置矩阵与原矩阵完全相等

输入：

第一行输入两个整数m,n，分别代表矩阵的行和列(1<m,n<=10);

接下来按照行数和列数按照矩阵的排列输入每个元素

输出：

先按照矩阵的排列输出转置后的矩阵结果；

然后在最后一行输出判定结果“YES”或“NO”

样例输入：

2 3

1 2 0

3 -1 4

样例输出：

1 3

2 -1

0 4

NO

int m,n;

cin>>m>>n;

int a[10][10]={0};

int i,j;

for(i=0;i<m;i++)

{

for(j=0;j<n;j++)

{

cin>>a[i][j];

}

}

for(j=0;j<n;j++)

{

for(i=0;i<m;i++)

{

cout<<a[i][j]<<" ";

}

cout<<endl;

}

if(m!=n)

{

cout<<"NO"<<endl;

}

else

{

int issym=1;

for(i=0;i<m;i++)

{

if(issym==0)

{

break;

}

for(j=0;j<n;j++)

{

if(i<j)

{

if(a[i][j]!=a[j][i])

{

cout<<"NO"<<endl;

issym=0;

break;

}

}

}

}

if(issym==1)

{

cout<<"YES"<<endl;

}

}

代码示例2：

题目描述

一个n×n 的方格图（标号由 11 开始）上有 m 个探测器，每个探测器的探测半径 为r ，问这n×n 个点中有多少个点能被探测到。

输入格式

第一行 输入3个整数 n,m,r ;

接下来 m 行，每行输入两个整数 x,y，表示第 i 个探测器的坐标。

输出格式

第一行按照网格图的“逐行”输出所有能被探测到的点的坐标

第二行输出能被探测到的点的个数

样例输入：

5 2 1

3 3

4 2

样例输出：

(2,3) (3,2) (3,3) (3,4) (4,1) (4,2) (4,3) (5,2)

8

![](data:image/png;base64,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)

int main()

{

int a[105][105]={0};

int n,m,r,sum=0;

int x,y;

cin>>n>>m>>r;

int i,j,k;

for(i=1;i<=m;i++)

{

cin>>x>>y; //边输入边计算，这样效率更高,不然还得再来个循环

a[x][y]=1; //标记探测器所在的点

for(k=1;k<=n;k++)

{

for(j=1;j<=n;j++)

{

double r1=sqrt(float((x-k)\*(x-k)+(y-j)\*(y-j)));//求出探测器与目标点的距离

if(r1<=r) //判断距离

{

a[k][j]=1;//标记目标点

}

}

}

}

for(i=1;i<=n;i++)

{

for(j=1;j<=n;j++)

{

if(a[i][j]==1)//能被探测到的目标点

{

sum++;

cout<<"("<<i<<","<<j<<") "; //输出坐标

}

}

}

cout<<endl;

cout<<sum; //输出被探测到的点的总数

return 0;

}