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Пояснительная записка по курсовому проекту ……..., 1 прил.

C, LINUX, GCC, МНОГОПОТОЧНОЕ ПРИЛОЖЕНИЕ.

Объектом исследования является алгоритм взаимодействия нескольких потоков в операционной системе Linux.

Цель работы – разработка многопоточной программной модели посещения отделения Сбербанка в операционной системе Linux.

В ходе работы реализован алгоритм взаимодействия нескольких потоков при работе с данными в операционной системе Linux.

В результате была получена программа, которая демонстрирует модель посещения отделения сбербанка множеством людей одновременно.
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# Введение

Курсовой проект по дисциплине «Операционные системы», 2 курс. В проекте использовался язык программирования C.

Задача: Разработать — в визуальном представлении на консоли Linux — многопоточную модель поведения посетителей отделения Сбербанка. Моделируется поведение 20 посетителей, каждый из которых независимо от других входит в отделение, подходит к автомату выдачи талонов на обслуживание, в модели считается, что очередь к этому автомату фактически не формируется, он сразу же получает талон с номером. Затем ждет, пока не появиться объявление о его талоне и окне к которому нужно подойти. Таких окон в модели должно быть 5. Подойдя к окну он обслуживается некоторой время, определяемое типом операции, заданной в талоне. Если получение наличных, то 3 сек., если другая операция, то 5 сек. После чего отходит и выходит из помещения. Появление посетителей моделируется как случайное в интервале времени модели от 1 до 6 секунд. Поведение модели должно отображаться в консольном окне с помощью условных схем, значков и текстов, размер окна не менее 40 строк на 100 столбцов, занимая в ходе моделирующих движений все пространство окна. Отдельный посетитель обозначается одной латинской буквой. Для правильного взаимодействия использовать семафоры или мьютексы.

Проект состоит из пяти разделов:

* Введение в проблематику разработки многопоточных приложений
* Декомпозиция разрабатываемой программы снизу-вверх с формированием основных процедур ее функционирования и описанием их функционального назначения
* Описание глобальных информационных объектов программы: глобальных переменных, средств синхронизации потоков и используемых структур данных в случае их применения
* Детальное текстовое описание на основе сочетания естественного языка и программных конструкций алгоритмов всех процедур

# 1 Введение в проблематику разработки многопоточных приложений

При разработке многопоточных приложений следует иметь в виду необходимость явного указания для системы разработки, что данное приложение будет использовать более одной нити. Для таких приложений в процессе построения исполняемого файла подключаются специальные библиотеки подпрограмм.

В современных операционных системах широко используются нити (threads), называемые несколько неточно в русском переводе также потоками. Обычно нить своей работой реализует действия одной из процедур программы. Теоретически любой нити процесса доступны все части программы процесса, в частности, все его процедуры, но реально работа организуется так, чтобы нити отвечала отдельная процедура. Учитывая, что процедуре для нормальной работы необходимы локальные переменные, становится понятным закрепление области этих переменных за нитью. Объект хранения локальных переменных (вместе со служебной информацией при вызове подпрограмм) называют стеком. (Более точное понятие стека программы формируется только с помощью архитектуры процессора.) Этот стек в действительности является частью оперативной памяти, он используется не только программно, но и аппаратно, в частности, при реализации прерываний. Стек процедуры является неотъемлемой частью ресурсов, принадлежащих процедуре.

В операционной системе Unix многопоточное программирование появилось достаточно поздно. К настоящему времени эта возможность входит в стандарт POSIX для Unix и поддерживается во всех современных ОС. Использование нитей при этом требует подключения заголовочного файла pthread.h.

Важной задачей в многопоточном программировании является правильная реализации потоков. Если в программе требуется определённая последовательность работы потоков, то в таком случае следует использовать семафоры или мьютексы, потому что последовательность работы потоков зависит от скорости выполнения других процессов, соответственно, если второй поток выполнится быстрее первого, то он и быстрее обработает данные, что собственно не должно произойти, поэтому не стоит забывать о правильной работе семафоров и мьютексов, если таковое имеется в программе. Потому что бывают такие ситуации, когда один поток заблокировал другой поток и после выполнения должен разблокировать, а этого не происходит, потому что программист просто не реализовал освобождение заблокированного потока. Именно эта задача и составляет основную сложность работы с многопоточными приложениями.

# 2 Декомпозиция разрабатываемой программы снизу-вверх с формированием основных процедур ее функционирования и описанием их функционального назначения

Основой любого консольного приложения являются символы. Так как работать с символами придется на протяжении всего процесса создания приложения, я сразу же описал простую функцию для вывода строки по координатам (PrintInPoint()). После чего решил, что весь интерфейс будет состоять из квадратов, рамки которых нужно рисовать повсеместно, для чего была написана простая функция (DrawBorder()). Соответственно, имя уже эти две функции можно нарисовать весь интерфейс в консоли. Но, чтобы изображение было более красивое, нужно менять у некоторых элементов цвет, для чего была описана функция ChangeColor и три директивы с кодами цветов.

Далее была описана функция DrawField(), которая содержит в себе вызовы других функций – для отрисовки «здания», окон, автомата, сидений и таблицы посетителей. Все они, в сущности, содержат три шага. 1 (опциальный) – подготовка данных для вывода. 2 – определение цвета. И 3 – вывод в консоль. Естественно, данные разные и используются функции, описанные в самом начале. В сущности, отрисовка поля выполняется при запуске программы в точке входа и при смене координат в функции для перемещения посетителя.

Собственно, функция перемещения посетителя. Это тоже одно из основополагающих действий в программе. В конечном итоге все сводится к тому, что, зная 2 точки, «имя» посетителя и режим (как сначала идти – по вертикали или по горизонтали), программа просто стирает «имя» в предыдущем месте, и пишет его в новом. Сначала делает это для одной оси, затем для другой. Алгоритм простой, но не идеальный, поэтому, чтобы восстановить стертые части поля, оно отрисовывается каждый раз при смене оси движения.

Соответственно, когда все основные функции отрисовки готовы, можно приступить к функционалу самого посетителя. Посетителем является поток, функция которого описана в visitor. Для его инициализации необходимо имя посетителя, которое, вместе с запуском потоков в количестве 20-ти штук, создается по очереди, от A до T. Собственно, посетитель может ходить в определенные точки, но нужно чтобы делал он это с умом. Для этого сделаны 2 однотипных блока функций и переменных – windows и seats – окна и сиденья. Подразумевается, что, если все окна заняты, то посетитель идет садится на не занятое сиденье, и ждет там, пока окно не освободится. Иначе, если хоть одно окно свободно, то он идет в это окно. Как уже было сказано, сиденья и окна – однотипные модули, и для них обоих были написаны две функции – для чтения и записи, используя мьютексы, чтобы не допустить одновременного чтения одних и тех же данных у двух и более посетителей. Более подробно алгоритм посетителя будет описан далее.

# 3 Описание глобальных информационных объектов программы: глобальных переменных, средств синхронизации потоков и используемых структур данных в случае их применения

В программе используются следующие глобальные переменные:

int numberOfTalons – количество талонов – для определения и выдачи нового талона посетителю.

int windows[5] – массив состояний окон. Если 0 – свободно, если 1 – занято.

int seats[8] – массив состояний сидений. Если 0 – свободно, если 1 – занято.

int fieldWidth – ширина поля, «здания»

int fieldHeight – высота поля, длина «здания»

int freeWindow – пустое окно. Буфер, нужный для передачи данных между функцией и алгоритмом, определяющим пустое окно (читатель).

int freeSeat - пустое сидение. Буфер, нужный для передачи данных между функцией и алгоритмом, определяющим пустое окно (читатель).

pthread\_mutex\_t mtxWinWrite,mtxWinRead – мьютексы для работы с чтением и записью в массив окон.

pthread\_mutex\_t mtxSeatWrite, mtxSeatRead – мьютексы для работы с чтением и записью в массив окон.

pthread\_t tid[20];//нити посетителей