**What is a Distributed Version Control System?**

A distributed version control system is a system that helps you keep track of changes you've made to files in your project.

This change history lives on your local machine and lets you revert to a previous version of your project with ease in case something goes wrong.

Git makes collaboration easy. Everyone on the team can keep a full backup of the repositories they're working on on their local machine. Then, thanks to an external server like BitBucket, GitHub or GitLab, they can safely store the repository in a single place.

This way, different members of the team can copy it locally and everyone has a clear overview of all changes made by the whole team.

Git has many different commands you can use. And I've found that these fifty are the ones I use the most often (and are therefore the most helpful to remember).

So I have written them down and thought it'd be nice to share them with the community. I hope you find them useful – Enjoy.

**How to check your Git configuration:**

The command below returns a list of information about your git configuration including user name and email:

git config -l

**How to setup your Git username:**

With the command below you can configure your user name:

git config --global user.name "Fabio"

**How to setup your Git user email:**

This command lets you setup the user email address you'll use in your commits.

git config --global user.email "signups@fabiopacifici.com"

**How to cache your login credentials in Git:**

You can store login credentials in the cache so you don't have to type them in each time. Just use this command:

git config --global credential.helper cache

**How to initialize a Git repo:**

Everything starts from here. The first step is to initialize a new Git repo locally in your project root. You can do so with the command below:

git init

**How to add a file to the staging area in Git:**

The command below will add a file to the staging area. Just replace filename\_here with the name of the file you want to add to the staging area.

git add filename\_here

**How to add all files in the staging area in Git**

If you want to add all files in your project to the staging area, you can use a wildcard . and every file will be added for you.

git add .

**How to add only certain files to the staging area in Git**

With the asterisk in the command below, you can add all files starting with 'fil' in the staging area.

git add fil\*

**How to check a repository's status in Git:**

This command will show the status of the current repository including staged, unstaged, and untracked files.

git status

**How to commit changes in the editor in Git:**

This command will open a text editor in the terminal where you can write a full commit message.

A commit message is made up of a short summary of changes, an empty line, and a full description of the changes after it.

git commit

**How to commit changes with a message in Git:**

You can add a commit message without opening the editor. This command lets you only specify a short summary for your commit message.

git commit -m "your commit message here"

**How to commit changes (and skip the staging area) in Git:**

You can add and commit tracked files with a single command by using the -a and -m options.

git commit -a -m"your commit message here"

**How to see your commit history in Git:**

This command shows the commit history for the current repository:

git log

**How to see your commit history including changes in Git:**

This command shows the commit's history including all files and their changes:

git log -p

**How to see a specific commit in Git:**

This command shows a specific commit.

Replace commit-id with the id of the commit that you find in the commit log after the word commit.

git show commit-id

**How to see log stats in Git:**

This command will cause the Git log to show some statistics about the changes in each commit, including line(s) changed and file names.

git log --stat

**How to see changes made before committing them using "diff" in Git:**

You can pass a file as a parameter to only see changes on a specific file.  
git diff shows only unstaged changes by default.

We can call diff with the --staged flag to see any staged changes.

git diff

git diff all\_checks.py

git diff --staged

**How to see changes using "git add -p":**

This command opens a prompt and asks if you want to stage changes or not, and includes other options.

git add -p

**How to remove tracked files from the current working tree in Git:**

This command expects a commit message to explain why the file was deleted.

git rm filename

**How to rename files in Git:**

This command stages the changes, then it expects a commit message.

git mv oldfile newfile

**How to ignore files in Git:**

Create a .gitignore file and commit it.

**How to revert unstaged changes in Git:**

git checkout filename

**How to revert staged changes in Git:**

You can use the -p option flag to specify the changes you want to reset.

git reset HEAD filename

git reset HEAD -p

**How to amend the most recent commit in Git:**

git commit --amend allows you to modify and add changes to the most recent commit.

git commit --amend

!!Note!!: fixing up a local commit with amend is great and you can push it to a shared repository after you've fixed it. But you should avoid amending commits that have already been made public.

**How to rollback the last commit in Git:**

git revert will create a new commit that is the opposite of everything in the given commit.  
We can revert the latest commit by using the head alias like this:

git revert HEAD

**How to rollback an old commit in Git:**

You can revert an old commit using its commit id. This opens the editor so you can add a commit message.

git revert comit\_id\_here

**How to create a new branch in Git:**

By default, you have one branch, the main branch. With this command, you can create a new branch. Git won't switch to it automatically – you will need to do it manually with the next command.

git branch branch\_name

**How to switch to a newly created branch in Git:**

When you want to use a different or a newly created branch you can use this command:

git checkout branch\_name

**How to list branches in Git:**

You can view all created branches using the git branch command. It will show a list of all branches and mark the current branch with an asterisk and highlight it in green.

git branch

**How to create a branch in Git and switch to it immediately:**

In a single command, you can create and switch to a new branch right away.

git checkout -b branch\_name

**How to delete a branch in Git:**

When you are done working with a branch and have merged it, you can delete it using the command below:

git branch -d branch\_name

**How to merge two branches in Git:**

To merge the history of the branch you are currently in with the branch\_name, you will need to use the command below:

git merge branch\_name

**How to show the commit log as a graph in Git:**

We can use --graph to get the commit log to show as a graph. Also,  
--oneline will limit commit messages to a single line.

git log --graph --oneline

**How to show the commit log as a graph of all branches in Git:**

Does the same as the command above, but for all branches.

git log --graph --oneline --all

**How to abort a conflicting merge in Git:**

If you want to throw a merge away and start over, you can run the following command:

git merge --abort

**How to add a remote repository in Git**

This command adds a remote repository to your local repository (just replace https://repo\_here with your remote repo URL).

git add remote https://repo\_here

**How to see remote URLs in Git:**

You can see all remote repositories for your local repository with this command:

git remote -v

**How to get more info about a remote repo in Git:**

Just replace origin with the name of the remote obtained by  
running the git remote -v command.

git remote show origin

**How to push changes to a remote repo in Git:**

When all your work is ready to be saved on a remote repository, you can push all changes using the command below:

git push

**How to pull changes from a remote repo in Git:**

If other team members are working on your repository, you can retrieve the latest changes made to the remote repository with the command below:

git pull

**How to check remote branches that Git is tracking:**

This command shows the name of all remote branches that Git is tracking for the current repository:

git branch -r

**How to fetch remote repo changes in Git:**

This command will download the changes from a remote repo but will not perform a merge on your local branch (as git pull does that instead).

git fetch

**How to check the current commits log of a remote repo in Git**

Commit after commit, Git builds up a log. You can find out the remote repository log by using this command:

git log origin/main

**How to merge a remote repo with your local repo in Git:**

If the remote repository has changes you want to merge with your local, then this command will do that for you:

git merge origin/main

**How to get the contents of remote branches in Git without automatically merging:**

This lets you update the remote without merging any content into the  
local branches. You can call git merge or git checkout to do the merge.

git remote update

**How to push a new branch to a remote repo in Git:**

If you want to push a branch to a remote repository you can use the command below. Just remember to add -u to create the branch upstream:

git push -u origin branch\_name

**How to remove a remote branch in Git:**

If you no longer need a remote branch you can remove it using the command below:

git push --delete origin branch\_name\_here

**How to use Git rebase:**

You can transfer completed work from one branch to another using git rebase.

git rebase branch\_name\_here

Git Rebase can get really messy if you don't do it properly. Before using this command I suggest that you re-read the official documentation [here](https://git-scm.com/book/it/v2/Git-Branching-Rebasing)

**How to run rebase interactively in Git:**

You can run git rebase interactively using the -i flag.  
It will open the editor and present a set of commands you can use.

git rebase -i master

# p, pick = use commit

# r, reword = use commit, but edit the commit message

# e, edit = use commit, but stop for amending

# s, squash = use commit, but meld into previous commit

# f, fixup = like "squash", but discard this commit's log message

# x, exec = run command (the rest of the line) using shell

# d, drop = remove commit

**How to force a push request in Git:**

This command will force a push request. This is usually fine for pull request branches because nobody else should have cloned them.  
But this isn't something that you want to do with public repos.

git push -f

## GITHUB

## Install

### GitHub Desktop

[desktop.github.com](https://desktop.github.com/)

### Git for All Platforms

[git-scm.com](https://git-scm.com/)

## Configure tooling

Configure user information for all local repositories

$ git config --global user.name "[name]"

Sets the name you want attached to your commit transactions

$ git config --global user.email "[email address]"

Sets the email you want attached to your commit transactions

$ git config --global color.ui auto

Enables helpful colorization of command line output

## Branches

Branches are an important part of working with Git. Any commits you make will be made on the branch you’re currently “checked out” to. Use git status to see which branch that is.

$ git branch [branch-name]

Creates a new branch

$ git switch -c [branch-name]

Switches to the specified branch and updates the working directory

$ git merge [branch]

Combines the specified branch’s history into the current branch. This is usually done in pull requests, but is an important Git operation.

$ git branch -d [branch-name]

Deletes the specified branch

## Create repositories

A new repository can either be created locally, or an existing repository can be cloned. When a repository was initialized locally, you have to push it to GitHub afterwards.

$ git init

The git init command turns an existing directory into a new Git repository inside the folder you are running this command. After using the git init command, link the local repository to an empty GitHub repository using the following command:

$ git remote add origin [url]

Specifies the remote repository for your local repository. The url points to a repository on GitHub.

$ git clone [url]

Clone (download) a repository that already exists on GitHub, including all of the files, branches, and commits

## The .gitignore file

Sometimes it may be a good idea to exclude files from being tracked with Git. This is typically done in a special file named .gitignore. You can find helpful templates for .gitignore files at [github.com/github/gitignore](https://github.com/github/gitignore).

## Synchronize changes

Synchronize your local repository with the remote repository on GitHub.com

$ git fetch

Downloads all history from the remote tracking branches

$ git merge

Combines remote tracking branches into current local branch

$ git push

Uploads all local branch commits to GitHub

$ git pull

Updates your current local working branch with all new commits from the corresponding remote branch on GitHub. git pull is a combination of git fetch and git merge

## Make changes

Browse and inspect the evolution of project files

$ git log

Lists version history for the current branch

$ git log --follow [file]

Lists version history for a file, beyond renames (works only for a single file)

$ git diff [first-branch]...[second-branch]

Shows content differences between two branches

$ git show [commit]

Outputs metadata and content changes of the specified commit

$ git add [file]

Snapshots the file in preparation for versioning

$ git commit -m "[descriptive message]"

Records file snapshots permanently in version history

## Redo commits

Erase mistakes and craft replacement history

$ git reset [commit]

Undoes all commits after [commit], preserving changes locally

$ git reset --hard [commit]

Discards all history and changes back to the specified commit

CAUTION! Changing history can have nasty side effects. If you need to change commits that exist on GitHub (the remote), proceed with caution. If you need help, reach out at [github.community](https://github.community/) or contact support.

## Glossary

* **git**: an open source, distributed version-control system
* **GitHub**: a platform for hosting and collaborating on Git repositories
* **commit**: a Git object, a snapshot of your entire repository compressed into a SHA
* **branch**: a lightweight movable pointer to a commit
* **clone**: a local version of a repository, including all commits and branches
* **remote**: a common repository on GitHub that all team members use to exchange their changes
* **fork**: a copy of a repository on GitHub owned by a different user
* **pull request**: a place to compare and discuss the differences introduced on a branch with reviews, comments, integrated tests, and more
* **HEAD**: representing your current working directory, the HEAD pointer can be moved to different branches, tags, or commits when using git switch