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**A rendszer célja, funkciói és környezete**

**Részletes feladatkiírás**

A cél egy olyan szoftvercsomag lefejlesztése, amely egy eseményre (pl. fesztivál, színházi előadás) arcképes regisztrációt és beléptetést hivatott szolgálni.

Ezen szoftvercsomag neve *FaceRecon* és három részből áll:

• FaceReconRegister: egy szerver oldali frontend webalkalmazás, ami a regisztrációt teszi lehetővé,

• FaceReconDesktop: egy asztali alkalmazás mely arcfelismerőként működik az esemény helyszínén,

• FaceReconServer: egy backend alkalmazás mely az első kettőt szolgálja ki. Az asztali alkalmazás és a backend szoftver C++ programozási nyelven fog íródni.

**A rendszer által biztosított tipikus funckiók**

Vázlatosan az alábbi funkciókat várjuk el a rendszertől:

* **FaceReconRegister**
  + Név és e-mail szöveges mezőkre kitöltési lehetőség
  + Önarckép feltöltésére lehetőség
  + Beküldési gomb
  + Beküldésre adott válaszlehetőségek
    - Regisztráció elfogadva és konfirmációs e-mail kiküldve
    - Sikertelen regisztráció, mert a képen nem található arc
    - Sikertelen regisztráció, mert a képen egynél több arc található
    - Sikertelen regisztráció, mert az arc már meglelhető az adatbázisban
* **FaceReconDesktop**
  + Webkamera által szolgáltatott kép élő közvetítése
  + Webkamerán található arcok bekeretezése
  + Amennyiben a webkamera által szolgáltatott képen csak egy arc található több ideig (pl. 50 frame-en keresztül) kérés küldése a szervernek, hogy léptesse be az adott személyt
  + Szerver válaszlehetőségeinek kiírása:
    - A személy nem található az adatbázisban
    - A személy már belépett az eseményre
    - Személy azonossága (név, e-mail) és erre konfirmációs lehetőség
* **FaceReconServer**
  + Regisztrációs kérés fogadása és lekezelése a weboldaltól
    - Arckép összehasonlítása adatbázissal
    - Válasz visszaküldése
  + Beléptetési kérés fogadása és lekezelése
    - Arckép összehasonlítása adatbázissal
    - Válasz visszaküldése
  + Regisztrált arcképek tárolása
  + Adatbázis karbantartása
  + Kérések konkurrens kezelése

**A program környezete**

A szoftvercsomagot szerver-kliens alkalmazásként készítettük el, natívan, C++ programozási nyelven. Bár jelenleg a cél operációs rendszer a Windows, mivel a fordítási procedúra CMake-kel lett definiálva, ezért kevés módosítással könnyen lefordítható és futtatható más operációs rendszereken is.

A grafikus felület megvalósításához a *Qt* keretrendszert választottuk, a képek kezeléséhez, valamint az előre betanított neurális hálók használatához pedig az *OpenCV* könyvtárat. A webalkalmazás a Crow könyvtárat használja a webes funkcionalitások megvalósításához.

A függőségek menedzselését a *vcpkg*-val valósítottuk meg, jelenleg emiatt tudunk csak Windowsra fordítani.

Különböző konkurrens problémák megoldására, melyeket a klasszikus C++ szabvány jelenleg még nem támogat a *boost* könyvtárat választottuk.

A fordítás és telepítés procedúrák megkönnyítésének érdekében kisebb shell scripteket írtunk, melyek a megfelelő paraméterek beállításával automatikusan elvégzik ezeket a feladatokat.

**Megvalósítás**

Az alkalmazást a feladatkiírásnak megfelelően szoftvercsomagként készítettük el, három különálló szoftver, két natív C++ nyelven íródott alkalmazás és egy weboldal, melyek kliens-szerver architektúrát valósítanak meg.

Az általunk elkészített programocsomagot FaceRecon névre kereszteltük (kiejtése: [feɪsrɪˈkɒn]), utalva arra, hogy a szoftvercsomag arcokat derít fel és az “ismerős” arcoknak megengedi a belépést.

**Architektúra**

A FaceRecon architektúrája 9 különálló modulra bontható:

* Adatbázisréteg (Database Layer, DB)
* Adatelérési réteg (Data Access Layer, DAL)
* Képfeldolgozó réteg (Image Processing Layer, IPL)
* GUI üzleti logika réteg (GUI Business Logic Layer, GBLL)
* Szerver üzleti logika réteg (Server Business Logic Layer, SBLL)
* Felhasználói felület (Graphical User Interface, GUI)
* Szerver (Server, SERVER)
* Weboldal (Webpage, WEB)
* Adatdefiníciók (Data Definitions, DATA)

Az egyes rétegek közötti kapcsolatot hivatott az alábbi ábra illusztrálni:

//TODO: Kép

**Adatbázis réteg**

// TODO: Egészítsd ki

**Adathozzáférési réteg**

// TODO: Egészítsd ki

**Képfeldolgozó réteg**

Célja: A képfeldolgozó algoritmusok (mi esetünkben neurális hálók) funkcionalitásainak egy közös interfészbe burkolása, melyet a Desktop alkalmazás és a Server alkalmazás is fel tud használni.

Ez mindkét alkalmazás által intenzíven használt réteg, hiszen az adatbázisban található minden kép, valamint a webkamera által szolgáltatott minden kép is ezen megy keresztül.

Négy különálló funkcionalitást szolgáltat melyek szorosan összefüggnek: az első a képeken az arcok azonosítása, második az azonosított arcok kivágása a képről, a harmadik a kivágott arcból egy *feature matrix* előállítása, a negyedik pedig két kép összehasonlítása *feature matrix* alapján.

A Desktop alkalmazás nem többszálú, ezért ezek mindig szekvenciálisan vannak hívva, így szálkezelési problémák nem léphetnek fel. Ezzel ellentétben a Server alkalmazás többszálú, ezért implementálni kellett ennek egy szálbiztos változatát is.

Megjelenés a kódban: a Server és a Desktop alkalmazás üzleti logikai rétege (GBLL és SBLL) által egyik legintenzívebben felhasznált rétege, így a kódban sok helyen jelenik meg.

**Szerver üzleti logika réteg**

Célja: A szerver rétegtől jövő hívások kiszolgálása, minden egyes hívás ezen a rétegen megy keresztül. Mivel a szerverhívások több szálon történnek, ezért fontos volt ennek a rétegnek szálbiztossá tétele. Mivel a képfeldolgozó réteg összehasonlító funkciójának minden egyes képhez egy feature mátrixra van szüksége, ezért a szerver indításakor ezeket minden adatbázisban lévő képre kiértékeljük és a hozzá tartozó személy adatait is számon tartjuk lokális memóriában, ezáltal gyorsítva az összehasonlító eljárást.

Három kérés létezik, melyet ez a réteg le kell kezeljen:

* Regisztráló kérések a weboldalról érkeznek, ezek esetében a base64-ben lévő képet dekódolni kell és ha pontosan egy arcot tartalmaz, azt kivágni és összehasonlítani az adatbázissal, majd lementeni a képet, adatbázisba (lokálisba is) beszúrni az új adatot és válaszolni a weboldalnak.
* Beléptető kérések a kliens alkalmazás(ok)ból érkeznek, ezek már a kliens által kivágott képek, így csak az összehasonlító eljárást kell elvégezni, választ küldeni a Desktopnak
* Megerősítő kérés: Desktopból jön, egyezés esetén a felhasználó megerősítheti személyazonosságát. Ez pedig maga után vonja az adatbázis frissítését.

**GUI üzleti logika réteg**

Célja: A grafikus GUI felület működésének logikáját írja le, felhasználva a képfeldolgozó réteget. Amennyiben 50 frame-en keresztül a képen egy arcot lát az utolsó képről kivágja az arcot és beléptető kérést küld a Servernek, majd annak válasza alapján, ha van egyezés akkor megerősítő kéréssel megerősítheti személyazonosságát.

**Server**

Célja: A HTML endpointok definiálása és az üzleti logika réteg felhasználásával a weboldal és a Desktop alkalmazások kiszolgálása.

**Grafikus felület**

//TODO Dávid

**Weboldal**

//TODO

**Adatdefiníciók**

Célja: Az adatbázisban tárolt adatstruktúra definiálása C++ nyelven elősegítve a lokális tárolást.

//TODO ami közte van

**GUI-terv**

A Desktop alkalmazás fejlesztésekor az egyszerű, érthető felépítést tartottuk szem előtt, ennek megfelelően a program működését egyetlen ablak látja el.

A képernyő közepén a webkamera élő közvetítése, mely amennyiben arcokat érzékel bekeretezi azokat. Továbbá alatta az aktuális detekció állapota van leírva (nem látható arc a képen, túl sok arc van a képen vagy pont egy arc van a képen). Amennyiben a képen csak egy arc látható, úgy azt kivágva mutatja a státusz mellett.

Amennyiben beléptető kérést küld a Desktop és van egyezés, a két gomb (“Confirm” és “Decline”) klikkelhető állapotba kerülnek, ezáltal a felhasználó megerősítheti személyazonosságát.

**Telepítési leírás**

A programcsomag fejlesztése során hangsúly fektettünk a fordítás és telepítés leegyszerűsítésére, ezért két paraméterezhető scriptet írtunk, egyik elvégzi a fordítást, másik pedig programcsomagokat készít.

Szükséges előfeltételek:

* MSVC fordító
* vcpkg <https://github.com/microsoft/vcpkg>
* Qt6

Meghívásra példa:

*QT6\_DIR="/c/Qt/6.4.0/msvc2019\_64/" CMAKE\_BUILD\_TYPE=Release CMAKE\_TOOLCHAIN\_FILE=/vcpkg/scripts/buildsystems/vcpkg.cmake ./scripts/build.sh*

Csomagkészítésre példa:

*QT6\_DIR="/c/Qt/6.4.0/msvc2019\_64/" CMAKE\_BUILD\_TYPE=Release ./scripts/create\_package.sh*

Ezt követően a *package* folderbe keletkeznek a futtatni készen lévő programok.