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实验课程名称： 操作系统

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 实验项目名称 | 动态分区管理 | | | 实验成绩 |  |
| 实验者 | 周豪 | 专业班级 | 软件zy2201 | 组别 |  |
| 同组者 | 无 | | | 实验日期 | 2024年12月11日 |
| 第一部分：实验分析与设计（可加页）   1. 实验内容描述（问题域描述）   1．掌握分区管理的基础思想，加深对存储管理的理解；  2．掌握动态分区的分配，分析各种分配算法的特点及区别；  3．掌握动态分区的回收，分析碎片问题并掌握紧凑技术。   1. 实验基本原理与设计（包括实验方案设计，实验手段的确定，试验步骤等，用硬件逻辑或者算法描述）   学习动态分区的管理思想，选择1~3种内存分配算法（最先适应法、最佳适应法、最坏适应法）模拟实现动态分区的内存分配回收：  1.能够输入给定的内存大小，进程的个数，每个进程所需内存空间的大小等；  2.能够选择分配或回收操作，并能显示完成内存分配或回收后内存空间的使用情况；  3.能够显示进程在内存的存储地址、大小等。  三、主要仪器设备及耗材  Window 10  Python 3.9  PyQt5 | | | | | |

|  |
| --- |
| 第二部分：实验调试与结果分析（可加页）   1. 调试过程（包括调试方法描述、实验数据记录，实验现象记录，实验过程发现的问题等）  （1）数据结构 {333BFA5C-D3DA-4528-AD14-F3075222B70D}  图1 类图  在本次实验实现过程中，我创建了四个主要的类：MemoryManagerApp、MemoryManager、Process 和 MemoryBlock，共同构成了内存管理系统的核心功能模块。  MemoryManagerApp 类是应用程序的主要入口，负责初始化用户界面、处理用户输入以及与内存管理系统的交互。它通过一个 MemoryManager 实例来管理内存的分配和回收，并且负责跟踪当前的进程和内存状态。  MemoryManager 类负责具体的内存管理工作，提供内存分配和回收的功能，包含一个 memory\_blocks 属性，用于存储所有内存块，并通过不同的内存分配策略来执行内存分配操作。每当内存被分配或释放时，MemoryManager 会更新内存状态，并提供方法来查询当前的内存使用情况。  Process 类代表一个正在运行的进程，它有一个唯一的 pid，以及需要分配的内存大小。Process 类还维护着与之关联的内存块，当一个进程结束时，相关的内存块将会被释放回内存池。  MemoryBlock 类表示一个内存块，它具有 block\_id，start，size等属性。每个 MemoryBlock 实例要么处于空闲状态，要么已经被某个 Process 占用，内存块的状态会随进程的内存需求变化而更新。 （2）三种分配方法  1. 实验结果及分析（包括结果描述、实验现象分析、影响因素讨论、综合分析和结论等） 2. 实验小结、建议及体会 |
| 图2 三种分配方法  最先适应法从内存的开始位置依次遍历内存块，找到第一个满足进程内存需求的空闲内存块，并将其分配给进程。如果找到合适的内存块，则立即分配；如果没有合适的内存块，分配失败。  最佳适应法首先对所有的空闲内存块按照大小进行排序，选择最小的一个且能够满足进程需求的内存块进行分配。  最坏适应法选择最大的空闲内存块进行分配，将进程放置在剩余空间最大的内存块中。 主要函数实现 **allocate\_memory()**  用于处理内存分配的逻辑。用户输入总内存大小、进程数量及各个进程的内存需求后，该函数会检查是否有足够的内存可供分配。如果内存足够，它会创建进程对象并使用选定的分配策略进行内存分配。如果分配成功，内存状态将更新；如果分配失败，所有操作将回滚。  **add\_processes()**  用于添加新的进程。当用户输入新的进程内存需求时，系统会首先检查当前剩余的空闲内存是否足够。若足够，则创建新进程并使用选定的分配策略进行内存分配。如果内存不足或分配失败，将回滚新增进程的分配，并打印错误信息。  **rollback\_memory()**  用于回滚分配失败的进程。当内存分配操作失败时，rollback\_memory()会释放已经分配的内存，并回收被分配给进程的内存块。同时，它还会将已回收的进程编号放入一个回收列表，以便下次分配时可以重用这些编号。  **update\_memory\_state()**  用于更新内存的状态，并将当前的内存状态显示在用户界面中。它会遍历内存管理器的内存块，检查每个内存块是否被分配给某个进程。如果是，它会更新表格中显示的进程编号、内存起始地址和大小。如果是空闲内存块，则显示空闲状态。  **get\_block\_id\_by\_process()**  通过进程的起始地址来查找对应的内存块ID。它遍历内存管理器中的所有内存块，寻找与进程对应的内存块，并返回该内存块的ID，以便进行后续的内存释放操作。  **free\_memory()**  用于回收用户指定进程的内存。用户输入进程编号后，系统会查找对应的进程，并释放其所占用的内存块。如果该进程存在并成功释放内存，内存状态将更新，并删除进程记录；如果输入无效，则提示错误信息。 |
| 二．实验结果及分析（包括结果描述、实验现象分析、影响因素讨论、综合分析和结论等）  图3 界面原型与成果展示  本系统的UI界面是采用PyQt5完成的，包含三个主要部分：内存与进程配置区、操作区和内存状态表格。在配置区，用户可以输入内存总大小、进程数量以及每个进程的内存需求，并通过“分配内存”按钮启动内存分配操作。操作区提供了回收内存、新增进程和选择内存分配策略（包括最先适应法、最佳适应法、最坏适应法）的功能，用户可通过输入框和按钮进行操作。内存状态表格实时展示当前内存分配情况，显示每个内存块的编号、起始地址、大小和分配状态，帮助用户清晰了解内存的使用情况。   1. 实验小结、建议及体会   本次实验是基于课程中的内存分配内容展开的。我实现了一个动态内存分配模拟系统，采用了最先适应法、最佳适应法和最坏适应法来模拟内存的分配与回收。在这个过程中，我更好地理解了内存管理算法的工作原理，并把它们应用到实际的内存分配操作中。  首先，我用PyQt5设计了一个简单易用的界面，用户可以输入总内存、进程数和每个进程所需的内存空间等参数来配置系统。每种分配方法都有对应的按钮，用户可以根据自己的需求选择不同的分配策略。系统也允许用户回收内存，进行内存的动态管理。每次分配或回收内存后，内存的状态会实时显示在表格中，用户可以看到每个内存块的状态、进程在内存中的起始地址和大小等信息。  通过这次实验，我深刻体会到内存管理的重要性和复杂性，让我更好地理解了操作系统中内存分配算法的实现，也加深了对内存管理基本原理的理解。 |

实验课程名称： 操作系统

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 实验项目名称 | 磁盘调度 | | | 实验成绩 |  |
| 实验者 | 周豪 | 专业班级 | 软件zy2201 | 组别 |  |
| 同组者 | 无 | | | 实验日期 | 2024年12月13日 |
| 第一部分：实验分析与设计（可加页）   1. 实验内容描述（问题域描述）   1．掌握文件的物理结构，分析不同物理结构的区别；  2．掌握文件存储设备的特性，分析顺序、直接存储设备的特点及区别；  3．掌握常用的磁盘调度算法（先来先服务法、最短寻道时间优先、电梯算法）；  4. 掌握磁盘调度性能评价的准则，并能对调度性能进行定量评价。   1. 实验基本原理与设计（包括实验方案设计，实验手段的确定，试验步骤等，用硬件逻辑或者算法描述）   磁盘调度是文件存储管理的核心内容。按照下列要求用高级语言编写和调试一个磁盘调度程序，以便加深了解有关磁盘等直接存储设备的概念，并体会磁盘调度算法的具体实施过程。  选择1~3种磁盘调度算法（先来先服务法、最短寻道时间优先、电梯算法）模拟实现磁盘调度：  要求：  1.能够输入当前磁头的位置、磁头移动方向、磁道访问请求序列等；  2.计算磁头移动的总磁道数；  3.能够显示磁盘调度结果（磁头依次访问的磁道号顺序等）。  三、主要仪器设备及耗材  Window 10  Python 3.9  PyQt5 | | | | | |
| 第二部分：实验调试与结果分析（可加页）   1. 调试过程（包括调试方法描述、实验数据记录，实验现象记录，实验过程发现的问题等）  （1）数据结构   图1 DiskSchedulerApp类图  DiskSchedulerApp是一个基于PyQt5的启动类，其包含一个文本框head\_position\_input处理磁头位置的输入，request\_input处理对于查询队列的输入，algorithm\_select则可以通过下拉框进行三种不同方法的选择，direction\_select则只针对电梯算法，选择从小到大或是从大到小进行扫描，同样采用下拉框输入，最后是calculate按钮，点击即可计算结果，展示最短寻道长度及路径。 （2）算法实现   图2 三种寻道算法过程  **A.先来先服务法**  在实现先来先服务法（FCFS）时，我首先获取磁头的初始位置和所有待处理的请求。我按照请求的到达顺序处理这些请求。每次，我计算当前磁头位置到目标请求的距离，并更新磁头的位置。所有请求处理完后，我就能够计算出磁头的总移动距离。这个算法的实现比较简单，因为它不对请求的顺序进行优化，只是按照到达的顺序依次处理每个请求。  **B.最短寻道时间优先 (SSTF)**  在实现最短寻道时间优先（SSTF）时，我首先对请求进行排序。然后，从当前磁头的位置出发，我会选择与当前磁头位置距离最近的请求进行处理。每次处理完一个请求，我就更新磁头位置，并重新计算剩余请求与磁头的距离，选择下一个最短距离的请求进行处理，直到所有请求都被处理完。这个算法的关键是每次选择最短寻道时间的请求，从而尽量减少磁头的移动距离。  **C.电梯算法 (SCAN)**  实现电梯算法（SCAN）时，我首先对请求进行排序，然后根据磁头的初始位置和扫描方向（从小到大或从大到小），决定磁头的移动方向。磁头会朝着指定方向移动，直到到达磁盘的边缘或者处理完所有在该方向上的请求。当磁头到达边界时，我会反转方向，继续处理另一个方向上的请求。整个过程不断更新磁头的位置，直到所有请求都处理完。电梯算法的关键是在每次移动时，确保按照指定的方向遍历所有请求，并计算出总的寻道长度。   1. 实验结果及分析（包括结果描述、实验现象分析、影响因素讨论、综合分析和结论等）     图3 界面原型及成果展示  与实验1一样，本次实验的UI界面我也使用的PyQt进行的实现。首先，用户需要在初始磁头位置框里输入磁头的起始位置，然后在访问序列框中输入需要访问的磁道号，多个磁道号用逗号隔开。接下来，我可以从下拉菜单中选择一种调度算法（比如先来先服务法、最短寻道时间优先法或电梯算法），如果选择的是电梯算法，还需要指定磁头的扫描方向。点击“计算”按钮后，程序会自动计算出磁头的总移动长度和访问的顺序，然后把结果显示在下方的运行结果区域。    图4 三种寻道算法比较  出于对三种算法效率的兴趣，我额外设计了对三种算法寻道平均时间的比较。首先我编写了py脚本，用于随机生成大量测试用例。对于本次实验，我生成了100组测试用例，每组包含一个初始磁头位置和50个请求，每个请求的位置在（0，500）之间。将生成的大测试样例存入.txt文件。然后我编写了测试代码，从上述.txt文件中依次读取每条测试用例，然后使用三种算法进行求解并求出寻道时间平均值，利用matplotlib绘制可视化柱状图，如图3所示。具体结果为：  1.先来先服务法: 8496.25  2.最短寻道时间优先: 714.84  3.电梯算法 (从小到大): 725.28  4.电梯算法 (从大到小): 720.64  可以看出先来先服务算法的效率最低，达到最短寻道时间优先算法的11.9倍，以及电梯算法的11.8倍。而最短寻道时间优先算法与电梯算法的效率则非常接近。   1. 实验小结、建议及体会   通过本次磁盘调度模拟实验，我实现了三种磁盘调度算法：先来先服务法（FCFS）、最短寻道时间优先（SSTF）和电梯算法（SCAN）。在实现过程中，我深入理解了每种算法的原理及其特点，分别通过处理请求到达顺序、选择最短寻道时间的请求以及在两个方向上扫描处理请求来优化磁头的移动。在UI展示方面，我使用PyQt5开发了一个直观的界面，方便用户输入参数并查看结果。通过对三种算法的测试与比较，发现先来先服务法的效率最低，而最短寻道时间优先和电梯算法的效率较高且接近。此次实验帮助我加深了对磁盘调度算法的理解。 | | | | | |