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A bored student printed out a regular 8 × 8 chessboard and then used a black marker to completely fill in some of the white squares. Knowing which squares he filled in, determine the area (i.e. the number of the chessboard squares) of the largest enclosed black region on the chessboard after his actions.

**Example**

* ChessboardShapes(["g2", "h1"]) = 6.  
  ![Chessboard](data:image/png;base64,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)  
  Coloring "g2" black creates a plus-shaped black region around it consisting of 5 squares ("f2", "g1", "g2", "g3", "h2"). When "h1" is colored black, it connects to that region, but because it's in a corner of the chessboard, it doesn't add any new squares besides itself, thus the returned value is 5 + 1 = 6.
* ChessboardShapes([]) = 1.  
  If no squares are recolored, the largest black region is just any of the originally black squares.
* **[input] array.string squares**

White squares colored black, expressed in standard algebraic chess notation (all letters are lowercase, "a1" is a black square).  
0 ≤ squares.length ≤ 32.

* **[output] integer**

The area of the largest enclosed black region.

<https://codefights.com/challenge/YPo4BxN4Mu95MksRG>

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace ConsoleApplication1

{

class Program

{

public class Celda

{

public int Fila;

public int Columna;

public int ColorCelda;

public string notacion;

public Celda(int fila, int columna)

{

this.Fila = fila;

this.Columna = columna;

}

public override bool Equals(object obj)

{

Celda c = (Celda)obj;

if (this.Fila == c.Fila && this.Columna == c.Columna)

{

return true;

}

return false;

}

}

static Celda[,] matriz = new Celda[8, 8];

public static List<Celda> FloodFill(Celda nodo, int viejo, int reemplazo)

{

Stack<Celda> pila = new Stack<Celda>();

if (matriz[nodo.Fila, nodo.Columna].ColorCelda != viejo)

return new List<Celda>();

pila.Push(nodo);

List<Celda> grupoSeleccionado = new List<Celda>();

grupoSeleccionado.Add(nodo);

while (pila.Count > 0)

{

Celda c = pila.Pop();

matriz[c.Fila, c.Columna].ColorCelda = reemplazo;

if (!grupoSeleccionado.Contains(matriz[c.Fila, c.Columna]))

{

grupoSeleccionado.Add(matriz[c.Fila, c.Columna]);

}

if (c.Fila > 0)

{

if (matriz[c.Fila - 1, c.Columna].ColorCelda == viejo)

{

pila.Push(new Celda(c.Fila - 1, c.Columna));

}

}

if (c.Fila < 8 - 1)

{

if (matriz[c.Fila + 1, c.Columna].ColorCelda == viejo)

pila.Push(new Celda(c.Fila + 1, c.Columna));

}

if (c.Columna > 0)

{

if (matriz[c.Fila, c.Columna - 1].ColorCelda == viejo)

pila.Push(new Celda(c.Fila, c.Columna - 1));

}

if (c.Columna < 8- 1)

{

if (matriz[c.Fila, c.Columna + 1].ColorCelda == viejo)

pila.Push(new Celda(c.Fila, c.Columna + 1));

}

}

return grupoSeleccionado;

}

static void mostrar(Celda[,] matriz)

{

for (int i = 0; i < 8; i++)

{

for (int j = 0; j < 8; j++)

{

Console.Write(matriz[i, j].ColorCelda + " ");

//Console.Write(matriz[i, j].notacion + " ");

}

Console.WriteLine();

}

}

static void Main(string[] args)

{

int[,] m =

{

{0,1,0,1,0,1,0,1},

{1,0,1,0,1,0,1,0},

{0,1,0,1,0,1,0,1},

{1,0,1,0,1,0,1,0},

{0,1,0,1,0,1,0,1},

{1,0,1,0,1,0,1,0},

{0,1,0,1,0,1,0,1},

{1,0,1,0,1,0,1,0},

};

//int[,] m =

//{

// {0,1,0,1,0,1,0,1},

// {1,0,1,0,1,0,1,0},

// {0,1,1,1,0,1,0,1},

// {1,0,1,1,1,0,1,0},

// {0,1,0,1,0,1,0,1},

// {1,0,1,0,1,0,1,0},

// {0,1,0,1,0,1,0,1},

// {1,0,1,0,1,0,1,0},

//};

Console.WriteLine(ChessboardShapes(new string[] { "g2", "h1" }));

Console.ReadLine();

}

static int ChessboardShapes(string[] squares)

{

int[,] m =

{

{0,1,0,1,0,1,0,1},

{1,0,1,0,1,0,1,0},

{0,1,0,1,0,1,0,1},

{1,0,1,0,1,0,1,0},

{0,1,0,1,0,1,0,1},

{1,0,1,0,1,0,1,0},

{0,1,0,1,0,1,0,1},

{1,0,1,0,1,0,1,0},

};

for (int i = 0; i < 8; i++)

{

for (int j = 0; j < 8; j++)

{

matriz[i, j] = new Celda(i, j);

matriz[i, j].ColorCelda = m[i, j];

}

}

int f = 0, c = 0;

for (int i = 8; i >= 1; i--)

{

for (int j = 'a'; j <= 'h'; j++)

{

matriz[f, c].notacion = (char)j + i.ToString();

c++;

}

f++;

c = 0;

}

for (int i = 0; i < 8; i++)

{

for (int j = 0; j < 8; j++)

{

if (squares.Contains(matriz[i, j].notacion))

{

matriz[i, j].ColorCelda = 1;

}

}

}

int max = 0;

for (int i = 0; i < 8; i++)

{

for (int j = 0; j < 8; j++)

{

if (matriz[i, j].ColorCelda == 1)

{

List<Celda> sel = FloodFill(new Celda(i, j), 1, 2);

max = Math.Max(sel.Count, max);

}

}

}

return max;

}

}

}