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# Abstract

Debugging is a main activity in the development process. It is used extensively by developers to localize faults or find sources of errors and enhance quality and performance in general (Elsaka, 2017) . Determining the source of the error or also known as fault localization is the hardest aspect of debugging (Myers, 2004) because it requires analyzing hundreds of lines of codes to identify it. This critical area has contributed a significant amount of study in improving various Fault Localization technique in assisting developer to allocate fault. Nevertheless, identifying fault using stand-alone fault localization technique are not always effective, thus by combining different technique of Fault Localization that represent distinct analysis might overcome this issue. A few research has shown that combining more than one approaches can assist developer better, since aspects from different sources are included in the fault localization process, however, combining two approaches are not always means good results. We must agree that there are no “one-size-fits-all solutions”. This is the purpose of my thesis where we only recommend combining or use more than one technique only in specific situation rather than combining it in all situations. To suggest the best combination technique that can perform fault localization effective and efficiently. We have combined three fault localization technique which are Information Retrieval (IR) Based Technique and Spectrum Based Fault Localization (SBFL) Technique, and we believe that the combination of dynamic and static fault localization analysis can assist developer in better fault localization as it includes different sources. This is because different information sources in analyzing can help developer in allocating fault better than relying on single or limited sources. To execute the experiment, we have used a real-world java program, which is Defects4j projects by (Just, et al., 2014) where about 395 bug reports are selected with their appropriate assignees. The experimental results demonstrate the efficiency of our architecture in comparison with both SBFL and IR technique alone in assisting developers to fault localization.
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# 1.0 Introduction

This chapter is a brief introduction on the motivation of this research, as well as research’s motivation, objectives, hypothesis and problem statement.

## Objective and Motivation

In this subsection, I will briefly explain on my thesis research objective and motivation but before that I will explain first the definition of debugging and its general ideas. Debugging process is an action taken following a program failure and are defined as “determining what runtime faults led to a runtime failure or what software errors were responsible for those runtime faults and modifying the code to prevent the runtime faults from occurring” (fitzgerald, et al., 2008).

In other words, debugging is a process where developer identify what cause the fault and preventing the occurrences by modifying, adding or deleting the code (Masri, 2015). The first activity is referred to as fault localization, while the other one is called a fault repair or bug fixing. Though both activities are vital and difficult, my research will only be focusing on the first activity which is fault localization as it considered to be more critical since it is a prerequisite for fault repair.

Improvements are being made to produce effective and efficient debugging tools since decade ago by (Weiser, 1981), (Korel, et al., 1988), (Cleve, et al., 2000), (Jones, et al., 2002), (Renieres, et al., 2003), (Liblit, et al., 2005) , (Liu, et al., 2005), (Wong, et al., 2009), (Srivastav et al, 2010) , (Parnin, et al., 2011), (Shu, et al., 2016), (Sohn, et al., 2017), however debugging is still considered to be an expensive, time consuming activity. My research is focusing on the attempts to identify improvements to fault localization tools.

Latest research by (Zou, et al., 2019) on comparison between all fault localization techniques shows that SBFL technique is the most effective technique in fault localization while IR technique are one of the fastest techniques in fault localization. Fault localization is the specific task of identifying the faulty core of a program in which components are responsible for an error. Alternatively, fault localization can be thought of as reporting which portions of a system should be modified in order to correct an error (Groce, 2005).

In this thesis, I have combined two approach which presented in (Poshyvanyk, et al., 2007)and (Abreu, et al., 2007) that applies Information-Retrieval Based Fault Localization (IR) and Spectrum Based Fault Localization (SBFL) respectively. Since both techniques are using different information sources for analysis fault localization, it is interesting to know how much these techniques are correlated to each other. In fault localization research, it seems to be more promising to find new information sources than optimizing existing information sources and recent studies also confirm that integrating more information sources significantly outperforms any standalone techniques in the SBFL family (Zou, et al., 2019).

The main objective of my research is to observe the relationship between SBFL and IR when used for fault localization. In other word, to investigate how the techniques can be combined, and what results can be produced through the combination. The motivation for combining these two techniques is two-fold:

1. When fault localization results using Information Retrieval techniques unable to localize fault location, SBFL may provide more precise information.
2. When fault localization results using Spectrum Based technique unable to localize fault location, this situation may be supplemented with analysis from IR.

Second objectives of my research is to evaluate the integration of SBFL and IR via experiments to demonstrate the effectiveness and efficiency of using these techniques together for fault localization.

## Hypothesis, Problem Statement and Research Question

In this subsection, I will briefly explain on my thesis research hypothesis, problem statement and research methods. Fault localization considered to be one of the most expensive (Jones, et al., 2005) , (Wong, et al., 2010) , (Srivastav et al, 2010), (Sun, et al., 2016), tedious and time consuming activities in the debugging activity (Wong, et al., 2010) , (Agarwal, et al., 2014). Example of Fault localization technique are such as Spectrum Based Fault Localization (SBFL), Mutation based Fault Localization, Dynamic Slicing, Stack Traces, Predicate Switching, Information Retrieval (IR) and History-Based Fault Localization (Sun, et al., 2016) (Zou, et al., 2019) .

Now, I will briefly explain about SBFL and IR technique that related to my research, as well as the issues that has raised concern. In SBFL technique, location of the fault will be determined after suspiciousness result are generated. The suspiciousness value for each line of code is calculated based on the pass and failed formula calculation. The idea was, the suspiciousness value with the highest number, holds the higher chances of probability that the line of code contains fault or in other word, the fault location. This contribution of idea has been a state-of-the-art technique for quite some time and massive research has evolved since.

However, the suspiciousness value that generated from SBFL technique for fault localization is not always accurate. Top N has been used to measure the accuracy of the result on many faults localization study (Rao, et al., 2011), (Sisman, et al., 2012), (Zhou, et al., 2012) , (Saha, et al., 2013), and most research and study agree that the accuracy of the technique is consider accurate when the location of fault is in between top 1, top 5 and 10 result generated.

Research made by (Zou, et al., 2019) where they perform an experiment to compare between all standalone technique in fault localization family such as Spectrum Based Fault Localization (SBFL), Mutation based Fault Localization, Dynamic Slicing, Stack Traces, Predicate Switching, Information Retrieval (IR) and History-Based Fault Localization, found that SBFL is the most effective fault localization technique. SBFL manage to localize about 44% and 43% faults of in the top 10 result where Ochiai and DStar have the best performance on all metrics respectively.

In the study made by (Le, et al., 2015) , while running their experiment, they consider an output of a fault localization tool to be effective if the root cause appears in the top 10 most suspicious program elements and this approach has been used also in other and previous research. To evaluate the SBFL result reliability, this indicator has also been used in my study to the suspiciousness list generated. Now, the problem arises when the location of the fault is not in the top 10 of the suspiciousness results.

SBFL techniques aim to pinpoint faulty program elements by sorting them only by their suspiciousness scores and developers tend to resort to a different debugging strategy if they do not find the fault in the first positions of a suspiciousness list (De Souza, et al., 2017). The question would be “How can developer determine the location of the fault if it does not appear in the suspiciousness result, or it does appear but not in the top 10 list?”. “What additional information can they use to assist them in fault localization?”.

Traditional approach by manually finding the fault line by line is tedious and time consuming, probably can be done if it involves small programs or simple one, but “how if it involves a huge program or a real-world program and to make it worse the complex one?”. (Xuan et al, 2014) found that to further improve the fault localization effectiveness, extra information sources should be introduced rather than only considering the SBFL technique.

Here is when my research come into sense where the combination of more than one fault localization technique in enhancing fault localization performance. The hypothesis of my research is the combination of more than one fault localization technique increase the result accuracy and effectiveness in locating fault. Another question arise will be “which technique should I choose to make sure optimum result?”.

Research by Rao et al, on comparative study between IR model for fault localization, they found that sophisticated models like Latent Dirichlet Allocation Model (LDA), Latent Semantic Analysis Model (LSA), and Cluster Based Document Model (CBDM) do not outperform simpler models like Unigram Model (UM) or Vector Space Model (VSM) for IR based bug localization in large software systems, where in general almost 50% of the total fault of relevant file at the rank of 10 are managed to be retrieved (Rao, et al., 2011). In fault localization research, VSM has been shown to outperform many other IR approaches (Wang, et al., 2014) (Rao, et al., 2011) while Ochiai is the best in performance compared to other technique (Zou et al, 2019) in SBFL. This are the reason why this research choose Ochiai technique for SBFL and VSM technique for IR, because of their outstanding performance other than its availability.

IR-based technique assist people in sorting through vast amounts of data or information as quickly and efficiently as possible (Lillis, et al., 2016), where it measures the textual similarity between the bug report and the source files. This approach takes a bug report and source file as input, rather than a set of test cases, and generate a list of relevant source code files as output based on the bug report query (Wong, et al., 2016).

IR- based fault localization techniques do not require program execution information, such as passed and failed test cases (Zhou et al, 2012) where genuinely I think this type of technique may add value and give advantage when IR and SBFL technique are being combined since additional information are best gathered between different type of source to avoid redundancy and confusion.

This combination of the most effective technique which is SBFL technique and the fastest technique which is IR technique in fault localization might produce a promising result. In my research, the first experiment made was to observe how SBFL and IR complement each other, meaning that the combination is observed from both SBFL and IR technique perspective, and when is the best time to combine it.

In IR, due to the nature of language use, the terms that constitute a topic are often semantically related (Blei, et al., 2003), (Chen, et al., 2015) , for example if the topic of the bug report’s results is about “period”, so the source code that contains topic “period” as the highest result might be the location of fault. This might help in contributing accuracy of fault localization in SBFL.

The situation where a developer unable to allocate fault is not new and happens in most fault localization technique since there are no “one-size-fits-all solutions” in addressing fault localization. Same as SBFL, IR technique also face same situation where at some point the topic generated from the result unable to assist developer in allocating fault where the technique unable to map the similarity between documents.

Since different kind source of information might help developer in fault localization, hence SBFL are being applied. Optimization of information from the test cases execution for example, the top 10 of suspiciousness value might contain the location of the faults. Another hypothesis is where IR result does not assist developer in allocating the fault, SBFL might come in handy in proving fault localization. All factors that mention above has driven my research into below research questions:

RQ1: How effective are SBFL and IR fault localization technique individually/standalone?

This question helps my research to understand the performance of widely-used techniques.

RQ2: How effectively can we combine the techniques for better fault localization? Which combination are the best that this research suggest?

This question considers ways of combining different techniques efficiently and effectively, and evaluates the performance of the combined technique.

RQ3: What is the run-time cost of standalone techniques and combined techniques for each program? And how long is the average of execution time for each technique on one bug?

The previous question concerns on the fault localization standalone and combined technique’s effectiveness, while this question considers the efficiency of the techniques. The best combination technique is the one that have effectiveness and efficiency balance.

RQ4: How effective the combined approach is when compared with the state-of-the-art techniques?

This research question compares the performance of our combined approach

To find the answer to research questions above, series of experiment will be done to observe what caused the results for SBFL and IR are not accurate or not listed on the top 10 ranking and another experiment to combine the techniques to identify which combination is efficient and effective.

## 1.3 Summary and structure of the thesis

Chapter 2 briefly explains the fundamental definitions of basic term that will be used in this thesis, and the background reviews including related work of research in fault localization. Each fault localization technique will be discussed and previous research on hybrid technique will be highlighted.

In Chapter 3, is where the individual experiment will be explained in detail. It will include the requirements of the research approach, research’s technical approach and the tools that has been used to run the experiment. SBFL and IR Technique will be run separately to observe their behavior. Ochiai and VSM algorithm will be used to perform SBFL and IR technique respectively. Experiment result will also be discussed at the end of the chapter.

In Chapter 4, a hybrid or combination of both techniques will be run as the second experiments. Experiment results and analysis will be discussed, including limitation of this research will also be highlighted.

Chapter 5 is about research conclusion and future works that possibly be continued after this research.

# 2.0 Background and related work

This chapter is a background and related work of this research, and this includes the intersection of Fault Localization techniques in fault localization.

## 2.1 Fundamental definitions and terminology: error, fault, bug, test

To avoid confusion in further discussion, I will explain first the fundamental definitions and terminology of error, fault, bug and test. According to (De Souza, et al., 2017), error is a tricky term, which is also sometimes used to refer to as a fault, failure, or mistake. Usually, the term is often used to indicate an incorrect state during the program’s execution. (McCall, et al., 2014) and (Munson, et al., 2006) define error as the nature of the problem in the source code that causes the compilation or execution to fail. In other word, error is caused by a mistake made that led to unsuccessful execution or code compilation (Krawiec, 2018).

(Hristova, et al., 2003) did significant research in understanding common error that occur among novice programmer and divide it to three category which are Syntax errors, Semantic errors and Logic errors. *Syntax errors* refers to mistakes in the spelling, punctuation and order of words in the program while *Semantic errors* occur from a mistaken idea of how the language interprets certain instructions. *Logic errors* are general errors that often occur which may cause unintended result, and sometimes even without failed execution.

On the other hand, bug can be defined as a program behavior that deviates from its specification (Allen, 2002). (Ko, et al., 2005) define bug as a combination of one or more errors in the code (e.g., software errors), which may produce errors in execution (e.g., runtime faults), which in turn may produce failures in program behavior (e.g., runtime failures). While fault is a manifestation of an error in software (Munson, et al., 2006) and are also called bug or defect (De Souza, et al., 2017). As this is a very clear definition and to avoid confusion later, the definition that will be used for this thesis writing is the term “fault” instead of “bug”.

Test or testing is the main source of information for debugging and a very important process in fault localization. Testing is defined as “an activity in which a system or component is executed under specified conditions, the results are observed or recorded, and an evaluation is made of some aspect of the system or component” (IEEE, 2008). Testing is performed to make sure that intended function in the program that are tested are working as expected and at the same time the testing requirements are used as a guarantee that the code is widely tested, and most of the program elements are executed (De Souza, et al., 2017).

## 2.2 Spectrum Based Fault Localization (SBFL)

Initially, fault localization was performed manually where developers observe failed test cases and then search the source code for faults. This includes practice such as inserting print statements and breakpoints, checking the stack trace, and verifying failing test cases (De Souza, et al., 2017). Since then, many research has been done to improves fault localization task by created techniques with different approaches.

SBFL or also known as coverage based Fault Localization is a technique that rely on analysing structural execution profiles. SBFL is a dynamic debugging analysis and has received a lot of attention due to its simplicity and effectiveness (Xie, et al., 2013). SBFL is a technique that use a ranking metric to calculate statements’ suspiciousness (De Souza, et al., 2017). Suspiciousness is when a statements more likely to contain faults or have faulty elements (Alipour et al, 2012). The suspiciousness values are calculated according to the frequency of the statements in passing and failing test cases.

Various Spectrum based bug localization (SBFL) approaches have been proposed in the literature (Jones, et al., 2005), (Abreu, et al., 2006), (Lucia, et al., 2010), (Liblit, et al., 2005), (Liu, et al., 2005), (Artzi et al, 2010), (Zeller et al, 2002), (Cleve, et al., 2005), (Lucia, et al., 2014). These approaches analyze a program spectrum which is a record of program elements that are executed in failed and successful executions and generate a ranked list of program elements. Many of these approaches propose formulas that can be used to compute the suspiciousness of a program element given the number of times it appears in failing and successful executions (Le, et al., 2015).

For example, Jones and Harrold proposed Tarantula that uses a suspiciousness score formula to rank program elements (Jones, et al., 2005). Later, Abreu et al. proposed another suspiciousness formula called Ochiai (Abreu, et al., 2006), which outperforms Tarantula. Then, Lucia et al. investigated 40 different association measures and highlighted that some of them including Klosgen and Information Gain are promising for spectrum-based bug localization (Lucia, et al., 2010), (Lucia, et al., 2014). A study conducted by, Xie et al. on theoretical analysis found that several families of suspiciousness score formulas outperform other families and then theoretically they compared the performance of the formulas produced by genetic programming and identified the best performing ones (Xie, et al., 2013).

Next, Yoo et al, proposed to use genetic programming to generate new suspiciousness score formulas that can perform better than many human designed formulas (Yoo et al, 2012). Most recently, Xuan and Monperrus combined 25 different suspiciousness score formulas into a composite formula using their proposed algorithm named MULTRIC, which performs its task by making use of an off- the-shelf learning-to-rank algorithm named RankBoost (Xuan, et al., 2014). MULTRIC has been shown to outperform the best performing formulas studied by (Xie, et al., 2013) and the best performing formula constructed by genetic programming (Yoo et al, 2012), (Xie, et al., 2013).

Several research have also been conducted to investigate the shortcomings of SBFL procedures in order to better understand why SBFL has yet to be widely adopted by practitioners. Studies in early SBFL technique shows that following requirements must hold in order for Tarantula to be effective: (1) a defect is due to a single faulty statement; (2) statements are independent of each other; and (3) executing a faulty statement leads most of the time to a failure (Denmat, et al., 2005). Unfortunately it is obvious when dealing with complex programmes including nontrivial faults, the aforementioned requirements are unlikely to be met. Though several improvement has been made on the formulas and claimed to be better than the previous or exist version, (Baah, et al., 2010) demonstrated that the Tarantula (Jones, et al., 2002) metric and the popular Ochiai metric (Abreu, et al., 2006) are both grounded in statistical approaches, specifically correlation, showing that focusing on improvement of the formulas only might not help SBFL for optimum results hence combining it with other alternatives FL technique might shed some light to this issues.

## 2.3 Information retrieval- based (IR)

Information retrieval-based technique or also known as IR was initially used to index text and search for documents, until then later on it was discovered that it may assist developer in debugging where (Marcus, et al., 2004) paved the way by demonstrating that Latent Semantic Indexing (LSI) could be used for concept location in source code. IR is a static debugging approach that statically locating bugs using different types of analyses such as bug model, reports and source code file rather than a set of test cases, without any actual run of the program (Saha, et al., 2013), (Hovemeyer, et al., 2004), (Lukins, et al., 2008). IR fault localization techniques do not require program execution information, such as passed and failed test cases (Zhou, et al., 2012) where it just generate a list of relevant source code files as output (Wong, et al., 2016).

Akbar highlighted in his research that there are three generations of IR bug localization that can be identified over a fifteen year of research span (Akbar, 2020), where the first generation are based on simple bag-of-words (BoW) assumptions (Marcus, et al., 2004), (Kuhn, et al., 2007), (Lukins, et al., 2008), (Rao, et al., 2011), the second generation utilizing information such as bug reports, source code files, including version histories changes to improve BoW based systems performance (Zhou, et al., 2012), (Sisman, et al., 2013), (Wong, et al., 2014) (Wong, et al., 2014), (Moreno, et al., 2015), and the third one, focusing on the terms order and semantics relationships modelled has been taken into consideration to improve the IR tools (Wen, et al., 2016), (Rahman, et al., 2018), (Akbar, et al., 2019), (Xiao, et al., 2018), (Lam, et al., 2017), (Nguyen, et al., 2017).

IR techniques identify the elements of the software system that need to be modified to correct a bug by assisting people in sorting through vast amounts of data or information as quickly and efficiently as possible (Lillis, et al., 2016). These techniques do not attempt to identify every element of the software system that must be fixed. Instead, they aim to identify a starting point from which correction of the bug can be undertaken.

### 2.4.1 Text retrieval technique

Advanced knowledge and thorough understanding of how a system is built and its various components interact are required in manually attempting fault localization from the information provided in the bug report. Various work has been looked into techniques to aid developer in decreased human effort spent in fault localization activity. Text retrieval technique is a technique in which the system’s source code is indexed into a search space and then queried for code related to a given bug report (Mills et al, 2020). This is a typical IR approaches that locate fault files by comparing the bug reports with the source files (Zhong, et al., 2020). Numerous IR fault localization approaches that employ techniques to calculate the similarity between a bug report and a program element (e.g., a source code file) that has been proposed (Rao, et al., 2011), (Lukins, et al., 2010), (Le, et al., 2013), (Sisman, et al., 2012), (Zhou, et al., 2012), (Saha, et al., 2013), (Wang, et al., 2014), (Ye , et al., 2014).

Lukins et al. used a topic modeling algorithm named Latent Dirichlet Allocation (LDA) for bug localization (Lukins, et al., 2010). In the IR community, historically, Vector Space Model (VSM) is proposed very early about four decades ago (Salton, et al., 1975) , followed by many other IR techniques, including Smoothed Unigram Model (SUM), LSI (Marcus, et al., 2004) and LDA (Blei, et al., 2003). Rao et al, evaluated the performance of several standard IR techniques for bug localization including VSM and SUM and LDA (Rao, et al., 2011) by conducting a comparative study between the tools on bug localization task. In the study, they found that simple text models such as VSM and SUM perform better than more sophisticated models such as LDA. Since then, number of works have been done to improve the effectiveness of standard IR models by considering more information, applying advanced techniques, and refining queried bug reports.

More recently, several approaches which considers information aside from text in bug reports to better locate bugs were proposed. Zhou et al. proposed an approach named BugLocator that includes a specialized VSM (named rVSM) and considers the similarities among bug reports to localize bugs (Zhou, et al., 2012). Next, Saha et al. proposed an approach that considers the structure of source code files and bug reports and employs structured retrieval for bug localization, and it performs better than BugLocator (Saha, et al., 2013).

### 2.4.2 Stack trace technique

Stack trace fault localization is a technique that needs to execute the test cases at least once before it be able to track the fault. A stack trace is the list of active stack frames during execution of a program. Each stack frame corresponds to a function call that has not yet returned. Stack traces are useful information sources for developers during debugging tasks. When the system crashes, the stack trace indicates the currently active function calls and the point where the crash occurred (Zou, et al., 2019).

Bug reports often contains stack trace information; however, existing approaches often treat this information as a plain text. (Wong, et al., 2014) propose to use segmentation and stack-trace analysis to improve the performance of bug localization. (Moreno, et al., 2014) proposed a technique named Lobster where it uses the stack trace that recorded in the bug report to compute the similarity with the code elements and the source code of the programs.

(Davies et al, 2013)

Latest research by (Khvorov, et al., 2021) present the first approach to computing stack trace similarity based on deep learning based techniques and their study demonstrated that their approach outperform state-of-the-art approach on both private JetBrains dataset and open-source NetBeans data. However, stack trace analysis usually works on crash faults and less efficient for other type of faults.

### 2.4.3 History-based technique

History-based fault localization is a technique that only needs to examine the development history of the codes (Zou, et al., 2019) where are usually used for fault prediction. This technique ranks the elements in a program by their likelihood to be defective. Generally, fault prediction and fault localization are considered as different issues, moreover fault prediction runs before any failure has been discovered (Kim, et al., 2007).

(Dallmeier, et al., 2007) introduce a tools named iBUGS where it collects all past successes and failures of a project to leverages it’s history by automatically extract benchmarks for bug localization tools. These benchmarks are useful for both static and dynamic bug localization tools. Sisman and Kak proposed a version history aware bug localization technique which considers past buggy files to predict the likelihood of a file to be buggy and uses this likelihood along with VSM to localize bugs (Sisman, et al., 2012).

Wen et al, propose an approach named “Locus” to locate bugs from software changes, and evaluate it on six large open-source projects. (Wen, et al., 2016). While (Wang, et al., 2016) proposes an approach to prioritizing test cases based on historical data where the priorities of test cases are initialized based on requirement priorities and then are calculated dynamically according to historical data in regression testing. (Le, et al., 2016) propose a technique that utilizes the information of bug fixes across projects in the development history to effectively guide and drive a program repair process.

Wen et al, proposed a Historical SBFL where it is a combination of two technique from different family. The approach record the version histories on how bugs are introduced to software projects and this information reflects the root cause of bugs directly where at the same time, the evolution histories of code can also assist to differentiate those suspicious code entities ranked in tie by SBFL (Wen, et al., 2018).

## 2.4 Others Fault Localization Technique

### 2.4.1 Program slicing

Slicing and SBFL have a similar mechanism where they need to trace the execution of test cases, once. The main difference between these two techniques is their efficiency where SBFL needs to trace all the test cases while slicing only needs to trace failed test cases. Dynamic slicing is an enhance technique that developed from static slicing. A slicing criterion is a set of variables at a program location where they might be variables that have unexpected or undesired values. A program slice is a subset of program elements that potentially affect the slicing criterion (Xu et al, 2005). Program slicing was introduced as a debugging tool to reduce a program to a minimal form while still maintaining a given behavior (Weiser, 1981) and static slicing only uses the source code and accounts for all possible executions of the program.

While a dynamic slicing focuses on one execution for a specific input (Korel, et al., 1988). The key difference between dynamic slicing and static slicing is that dynamic slicing only includes executed statements for the specific input, but static slicing includes possibly executed statements for all potential inputs. Since dynamic slices are significantly smaller, they are more suitable and effective for program debugging compared to static slices (Zhang et al, 2007).

### 2.4.2 Mutation Based Fault Localization (MBFL)

MBFL is the slowest technique compared to other fault localization technique. This technique not only needs a lot of time to execute it, but it also needs a huge capacity of hardware and software to run it. MBFL technique uses information from mutation analysis (Jia et al, 2011), rather than from regular program execution, as inputs to its ranking metric or risk evaluation formula. While SBFL techniques consider whether a statement is executed or not, MBFL techniques consider whether the execution of a statement affects the result of a test by injecting mutants. A mutant typically changes one expression or statement by replacing one operand or expression with another (Pearson, et al., 2017). If a program statement affects failed tests more frequently and affects passed tests more rarely, it is more suspicious.

(Nica et al, 2010) proposed a technique to reduce bug candidates by using constraint-based debugging. First, statements that do not violate the constraints and that explain the failing test cases are deemed bug candidates. Second, the technique generates mutants for each bug candidate. Mutants that make the failing test cases pass are used to suggest possible faulty sites. (Moon, et al., 2014) proposed a technique that uses mutation to modify faulty and correct statements. The rationale is that, if a mutant inserted in a faulty statement reduces the amount of failing test cases, then the faulty statement is more likely to be faulty.

Conversely, a mutant inserted in a correct statement which generates more failing test cases is less likely to be faulty. (Hong et al, 2015) proposed a similar approach for multilingual programs. Mutation testing is also used to seed faults for experiments, and to suggest fixes for program repair (Weimer, 2006) (Debroy et al, 2014). (Ali, et al., 2009) used mutation testing to generate faults and shown that these faults are similar to real faults.

### 2.4.3 Predicate switching

Predicate switching (Zhang, et al., 2006) is a fault localization technique designed for faults related to control flow. A predicate, or conditional expression, controls the execution of different branches. If a failed test case can be changed to a passed test case by modifying the evaluated result of a predicate, the predicate is called a critical predicate and may be the root cause of the fault.

The technique first traces the execution of the failed test and identifies all instances of branch predicates. Then it repeatedly re-runs the test, forcibly switching the outcome of a different predicate each time. If switching a predicate produces the correct output, the predicate is potentially the cause of the fault and is called a critical predicate.

Predicate switching is similar to MBFL techniques, as they both apply mutations and examine the change of the execution results. However, predicate switching mutates the control flow rather than the program itself. For example, if a conditional expression has been evaluated multiple times during the program execution, predicate switching inverses one evaluation at a time instead of all evaluations. Furthermore, previous work (Pearson, et al., 2017), (Li, et al., 2017) also does not include predicate switching as an MBFL approach.

### 2.4.4 Delta Debugging

Delta debugging is a technique for simplifying a failing programme input in order to make the debugging process easier (Zeller, et al., 2002) . It iteratively reduces the size of a failing input until it identifies the smallest possible part of it that likewise causes failure through experimentation. Delta debugging is based on the idea that a smaller inputs cover less code thus need less debugging activity, and delta debugging inputs can be simplified while still remaining valid by removing parts from within (Masri, 2015). Despite the fact that none of these assumptions holds true in most cases, delta debugging has proven to be effective not only in simplifying input but also in a variety of other debugging settings aimed at narrowing down failure causes. One drawback of this technique in general is that it can change the programme state (or input) in ways that are difficult to achieve in the original context, resulting in infeasible states (or inputs) that will obstruct the debugging effort.

The work in (Zeller, 2002) reduces the cause of failure to a limited set of variables. It leverages memory graphs (Zimmermann, et al., 2001) to find the common variables between a passing run and a failing run. It then contrasts the program states, induced by the common variables, of the two runs. The suspiciousness of a given variable is evaluate by replacing its value in the passing run with its corresponding value in the failing run and re-executing the program. The variable is deemed suspicious if the identical failure is observed; otherwise, it is excluded from the set of failure-inducing variables.

(Burger, et al., 2011) described a method for reproducing an observed failure in the simplest possible way. The interaction between programme objects is captured and reduced from a single failing run to a simple unit test consisting of a set of method calls that reliably reproduces the failure. JINSI, a tool developed by the authors and based on the record/replay mechanism, delta debugging, and programme slicing, enables the suggested technique.

## 2.5 Hybrid Techniques and related works

Over the decade , there are many researches has been done that applying a solution to combine or hybrid techniques in fault localization. Both SBFL and IR techniques ultimately generate a ranked list of program elements that likely contain a bug; however, they only consider one source of information either bug reports or program spectra, which is not optimal (Hoang, et al., 2019). Different techniques in SBFL family may contain strongly correlated information on real-world projects. To further improve the fault localization effectiveness, extra information sources should be introduced rather than only considering the SBFL family (Zou, et al., 2019). Since this research are focusing on SBFL and IR technique, further explanation and elaboration will be made on this topic. This subsection will explain the intersection research on SBFL and IR technique, and also the combination of varies fault localization technique with each other.

There is so much research that has been done in recent decade regarding Fault localization and it seems to be more promising to find new information sources than optimizing existing information sources (Zou, et al., 2019). Recent studies by (Sohn, et al., 2017) (Li, et al., 2017) (Le, et al., 2016) also confirm that integrating more information sources significantly outperforms any techniques in the SBFL family and the combined techniques significantly outperform any standalone technique. Le et al, build an oracle that could predict whether the output of a fault localization tool either reliable or not before developer proceed to localize fault using the combination of SBFL and machine learning (Le, et al., 2013).

Another hybrid technique to allocate bugs has been done such as research by (Xuan, et al., 2014) and research by (Le, et al., 2016) where they combine SBFL and learning-based technique. (Sohn, et al., 2017) where they combine SBFL, Learning based, Genetic Programming and Linear rank. Research by (Li, et al., 2017) on combining Learning-based and MBFL, (Wen, et al., 2018) that are using SBFL and History-based to allocate bugs. While (Jiang, et al., 2019) did a systematical empirical study on the combination of SBFL and Statistical Debugging techniques, (Cui, et al., 2020) propose an approach by combining SBFL and MBFL to improves localization accuracy.

Research made by (Le, et al., 2015) on Multi-modal feature location takes as input a feature description and a program spectra, and finds program elements that implement the corresponding feature. There are also several multi-modal feature location techniques proposed in the literature by (Poshyvanyk, et al., 2007), (Liu et al, 2007), (Dit, et al., 2013) with varies combination of fault localization technique.

Poshyvanyk et al. proposed an approach named PROMESIR that computes weighted sums of scores returned by an IR-based feature location solution, LSI technique by (Marcus et al, 2003) and a SBFL technique by (Jones et al, 2005). They later rank the program elements based on their corresponding weighted sums (Poshyvanyk et al, 2007). Then, Liu et al. proposed an approach named SITIR which filters program elements returned by an IR-based feature location solution , LSI technique by (Marcus et al, 2003) if they are not executed in a failing execution trace (Liu et al, 2007). Later, Dit et al. proposed a LDA technique and Genetic Algorithm (GA) (Dit, et al., 2013).

Since techniques in different families use different information sources, it is interesting to know how much these techniques are correlated to each other and in (Zou, et al., 2019) paper, they found that different techniques in SBFL family may contain strongly correlated information on real-world projects. The research suggest that to further improve the fault localization effectiveness, extra information sources should be introduced rather than only considering the SBFL family. This research is focusing on one of the critical processes of debugging task which is fault localization, and this research attempts to improve fault localization tools by combining two technique of fault localization from different family.

# 3.0 Experiment methodology

This chapter will explain about methodology of experiment for my research. This chapter consist of four subsection which are 3.1. Experimental set-up, 3.2. Experimental subjects, 3.3 Studied techniques and their implementations where the illustration of how the approach works.

## 3.1 Experimental set-up

Experiments are usually referred as research-in-the-small, since they are concerned with a limited scope and most often are run in a laboratory setting (Wohlin et al, 2003). The purpose of my experiments is to observe the relationship between these two techniques in fault location. This experiment is to compare and understand “when does the SBFL and IR technique are accurate or helpful” and “when does it is not?”. “Does combining technique helpful when individual technique is not?”.

Since both techniques are using different type of sources to execute, the result produced will also be different in term of the granularity level. In the study made by (Le, et al., 2015), while running their experiment, they consider an output of a fault localization tool to be effective if the root cause appears in the top 10 most suspicious program elements and this are the rules that are also been applied in our experiment as an indicator either the suspiciousness list generated reliable or not. Hence that was also been applied to our experiment where we assume that both SBFL and IR results are reliable if the location of the fault are among the top 10 most high value ranking. If after ranking top 10 most high rank value unable to allocate fault, then the hybrid of both techniques is needed

## 3.2 Experimental subjects

My thesis’s experiments evaluate fault localization techniques using the Defects4J framework (Just, et al., 2014), version v1.0.1, see Table 3.1 for details. Defects4J contains 395 faults minimized from real-world faults in six open-source Java projects. Many previous studies on fault localization used Defects4J as their benchmarks (Pearson et al, 2017), (Le, et al., 2016) (Ma, et al., 2015). Defects4J provides a faulty version and a fixed version of the project. It also contains a suite of test cases for each fault that contains at least one failed test case that triggers the fault.

|  |  |  |
| --- | --- | --- |
| Program | Description | Faults |
| Joda-**Time** | A standard date and time library for Java | 27 |
| **Mockito** | A mocking framework to write tests in Java | 38 |
| Apache Commons **Math** | A lightweight mathematics and statistics library for Java | 106 |
| Apache Commons **Lang** | A complement library for  java.lang | 65 |
| JFree**Chart** | An open source framework for Java to create chart | 26 |
| Google **Closure** compiler | A tool to optimize JavaScript source code | 133 |
| Total |  | 395 |

Table 3.1: Defects4J Dataset (version 1.0.1) with each program description. ‘Faults’ is the number of faults of the program.

Defects4j program are used for all experiment in this research to ensure comparability and uniformity between experiments. Defects4j is one of many benchmarks for real-world programs, where provides an extensible set of reproducible bugs derived from Java software systems in the real world, along with a supporting infrastructure to use these bugs aims at advancing software engineering research (Just, et al., 2014), (Gay, et al., 2020). The defects4j database contains of 357 bugs from 5 programs initially, and since then has grows into 835 bugs from 17 programs (Version 2.0.0). However, for my experiment, I’m only using 6 programs with 395 bugs from defects4j due to time constrains.

Defects4j has been used as supporting resources for professionals in both software testing and debugging study (Gay, et al., 2020) where it can be used as a benchmarks to evaluate the effectiveness of automated test generation and corresponding fitness function (Rueda et al, 2016) (Shamsiri et al, 2015), automated program repair (Martinez et al, 2016) (Motwani et al, 2020), and fault localization (Pearson, et al., 2017) research.

## 3.3 Studied techniques and their implementations

### 3.3.1 SBFL Experiment

SBFL is the most effective technique in fault localization family where Ochiai have the best performance on all metrics (You et al, 2019) (Zou, et al., 2019). According to Vancsics et al, Ochiai obtained the best results (Vancsics et al, 2020) where it is more effective in locating individual bugs (Oo et al, 2020) and manage to handle multiple faults (Xiaobo et al, 2018).

Unlike other technique in SBFL, Ochiai is more effective for object-oriented programs thus, most SBFL-based repair tools also use Ochiai (Motwani et al, 2020). Since all programs in Defects4j are Java based that are object-oriented, and based on all these finding, other than its availability, Ochiai has been chosen for this individual SBFL experiment.

*Program spectrum and suspiciousness*

In SBFL, a program spectrum is a measurement of run-time behavior, such as code coverage (Harrold, et al., 2000). Collofello et al, proposed that program spectra be used for fault localization (Collofello, et al., 1986), where comparing program spectra on passed and failed test cases enable ranking of program elements. The more frequently an element is executed in failed tests, and the less frequently it is executed in passed tests, the more suspicious the element is (Zou, et al., 2019).

Ochiai is an enhanced version of SBFL technique that assigns a suspiciousness to each statement in the program based on the number of passed and failed test cases in a test suite that executed that statement (Abreu, et al., 2007). The intuition for this approach to fault localization is that statements in a program that are primarily executed by failed test cases are more likely to be faulty than those that are primarily executed by passed test cases (Jones et al, 2007). Figure 3.1 below is the formula that has been proposed by (Abreu, et al., 2007):
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Figure 3.1: Ochiai SBFL formula

A program *E* is a set of elements. Given a program element *e* ∈ *E*, we define the following notations:

• *failed(e)* denotes the number of failed test cases that cover program element *e*.

• *passed(e)* denotes the number of passed test cases that cover program element *e*.

• *totalfailed* denotes the number of all failed test cases.

• *totalpassed* denotes the number of all passed test cases.

SBFL technique are using probability algorithm between pass and fail execution of the test cases, so the result of this technique is in suspiciousness value are represent as; the highest value is 1 and the lowest value is 0. The line number and file name or method name of the fault also being showed together with the suspiciousness values. The suspiciousness values will be rank according to this value which at the same time it also contains the line of code number that are likely containing faults. Before running SBFL, program spectra or code coverage that includes class and method are taken from the program code. All requirement resources such as such as Time, Mockito, Math, lang, Closure and Chart program that are used for this experiment can be downloaded directly from [[1]](#footnote-1)Defects4j site. A fault localization technique outputs for SBFL technique are a ranked list of statement line with suspiciousness value.

### 3.3 IR technique experiment

IR technique use bug report information to localize fault in source code files, unlike SBFL techniques, IR techniques do not require program coverage information, but their generated ranking is based solely on source code files (Wong, et al., 2016). Before conducting the experiments, source code of the Defects4j program such as Time, Mockito, Math, lang, Closure and Chart are required. Since all the bugs that selected in this research are categorized as “fixed” bug so, the failing program version or the program version before bug repair are needed. This source code is necessary to be used in Information Retrieval technique.

*Bug Report Requirement*

Research made by Biggers et al, 2014 found that the exclusion of comments and literals from the source of source code lowers the accuracy of the end results since bug report might contains natural language context. Later in their research they grouped the sources of source code text into three categories which are Identifier, comments and string literals and combination from the three sources of group are highly recommended to generate more accurate results. Below is the definition of the three source of source code.

**Identifier** are defined to be a class name, attribute name, method name, parameter name, local variable name, enumeration constant name, label name, or a generic/template parameter name (Abebe et al, 2009) (Biggers et al, 2014).

**Comments** generally are used either to map requirements to code or to describe the code (Vinz and Etzkorn, 2006).

**String Literals** generally are used either to convey information to the end-user such as an error message which usually contains domain information or to the developer such as a debugging message which usually contains implementation information. Copyright information are also included into string literals (Biggers et al, 2014).

However, for this research, I only use Identifier and Comments sources since string literals information are not available except the copyright information where typically such data are not indexed, as they add no information about program purpose or behavior hence it has been removed.

The basic source of knowledge for developers to understand a fault is a bug report where, the summary gives a concise overview of the issue (Kim et al, 2013). That is why bug report is important so that developers manage to map the issues raised in bug report to the fault location in the source code.

Insufficient information generated from bug report may obstructing fault localization process. A complete and good bug report is a combination of bug report’s title and its description (Dit et al. 2011). However, Zimmerman et al, 2010 added that a quality bug report are the one that includes an codes attachment or code snippets.

To investigate this further, (Saha, et al., 2013) found that the important of program constructs such as class names and method names to present in bug reports where this might be effectively used to improve fault localization. While (Tantithamthavorn et al, 2018) found that the best results from their experiment has to do with the similar textual characteristics between bug reports and source code. They also conclude that increasing the number of topics has little impact on the performance. However their experiment on the bug report representation in Eclipse program, that contains title only without description are sufficient in achieving best performance while for Mozilla system need both title and description showing that length of the documents does not matter as long as the information in it is good enough to use to localize fault.

One of criteria included in (Tantithamthavorn et al, 2014) research for bug report information is they select only already-fixed issue reports which labelled as “fixed” and exclude issue reports where they could not establish a link to the source code entities. Based on literature evidence, for this research I decided that a bug report that will included in the experiments should have both title and descriptions, or at least contain class name or method name if no description included and best to contains codes attachment or code snippets. However, for bug report that does not have complete information, the documents will also being executed using IR technique to compare and confirm that the incomplete or insufficient information of bug report might affect the similarity of documents results.

*Source code extraction*

IR process started with extract information from each source code, and this includes information as comments and identifiers. Before writing the semantic information to the document collection, source code needs to be preprocessed first and the steps includes stemming, normalizing, removing stop words and splitting.

Stemming is a process is where we strip suffixes to reduce words to their stems for example “changing” becomes “chang”, and typically using the Porter stemmer algorithm (Porter, 1980). Normalizing is replacing each upper case letter with the corresponding lower case letter while filtering is removing common English language stop words such as “the”, “it”, “on” “an”. Same goes to the programming language keywords such as “if”, “while” are also removed.

Splitting is done by removing all punctuation, numbers including characters related to the syntax of the programming language such as “&&”, “->”. However, unlike common coding style convention, splitting process for this research does not include splitting the word where we retain the original (unsplit) tokens for example such as “AgeCalculator”, “PeriodType”, “LocalDate”. The main idea behind these steps is to capture the semantics of the developer’s intentions, which are thought to be encoded within the identifier names and comments in the source code (Poshyvanyk, et al., 2007) plus. This preprocessing step should be the same with bug report extraction process where all information of the bug report such as title, descriptions, codes attachment or code snippets.

The result generated will indicate a word that represent the file location or feature location of the fault. The file that contains source code will be modeled and word vector for each file or document will be calculated using cosine similarity, an algorithm of VSM to measure the file or document similarity with the bug report document. The value from vector of words calculated will be rank from highest to less similarity according to this value. Figure 3.2 below shows the cosine similarity algorithm that are being used in this experiment.

![Text

Description automatically generated](data:image/png;base64,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)

Figure 3.2: Cosine similarity from VSM text model formula

Usually, IR fault localization are used when there’s a need to understand and modify especially an unfamiliar codebase. When a developer unfamiliar with the large code base of the software system and does not know where to begin. Lacking sufficient documentation on the system and the ability to ask the code’s original authors for help, the only option they sees is to manually search for the code relevant to her task which might consume a lot of time (Dit et al, 2011).

### 3.3.3 Experiment procedure

Rao et al believe that combining IR fault localization tools with dynamic fault localization could significantly improve the state-of-the-art in fault localization (Rao, et al., 2011). Experiment started with the execution of IR process and SBFL process.

Each source element's preprocessed data should be saved as a separate document in the document collection. Each document is saved in .txt files and represents one class that contains several methods of the source code, as the experiments in this article are at the method and class level of granularity.

Each document is modeled into VSM text model, using Cosine Similarity or also known as cosine distance technique. Cosine Similarity measure is computed for unique terms in the documents (Ramya et al, 2018). Cosine Similarity are computed between all possible pairs of document vectors to measures the similarity between two vectors based on the cosine angle between them (Usino et al, 2019). For each document computed, it will produce a score ordering of the documents based on the degree to which they contained the same distribution of topics.

Bug report extraction that mimic the document extractor’s pre-processing steps also use cosine similarity technique to find word similarity in bug report documents. Both results from source code and bug report extraction now are in the same format and this will ease the query process. Query will be manually done to generate ranking result of word similarity to know the location of fault.

However there are some situation that might lead to inability to allocate fault accurately. This is because, IR techniques aim to identify a starting point from which correction of the bug can be undertaken. For example, when there is limited relevancy of information in bug reports though all precaution and attributes to a good quality of bug report has been considered into account and still provides us with inconclusive results, this situation may be supplemented with SBFL technique where the suspiciousness score will be look at.

On the other hand, SBFL technique that use source code coverage are executed using Ochiai technique in order to generate suspiciousness result. The suspiciousness results are calculated according to the frequency of the statements in passing and failing test cases. The intuition for this approach to fault localization is that statements in a program that are primarily executed by failed test cases are more likely to be faulty than those that are primarily executed by passed test cases (Jones et al, 2007). However, in some cases SBFL suspiciousness score are inconclusive and fault location cannot be determine, here is the example of situation when the results from IR technique come into consideration to allocate fault. SBFL Output includes program’s Method name, Statement line number, and Suspiciousness score. The result of suspiciousness score will be sorted, and the highest suspiciousness value are likely is the location of the fault. The highest score for suspiciousness value is 1 and the lowest score is 0.

Since both techniques use different information sources, instead of using one information sources or technique, using both in allocating fault localization can be count as using optimal information that has been provided. This research design that combining SBFL technique and IR technique can be used as a tie breaker when one of the techniques results unable to allocate fault accurately. Usually, when the fault cannot be identified or in other words, the faults were not in the top 10 of the list results, the developer basically will manually examine the report and source code of the faults as a step to identify the possible location of the faults.

# 4.0 Results and Analysis

This chapter will explain on the results and analysis that has been produced from running the experiment. I have embarked a series of experiments and both SBFL and IR technique are run independently and then combining it to find the relationship and compatibility between technique also to observe fault localization performance.

## 4.2 Results and Analysis

### 4.2.1 Individual/standalone technique

My research has the following finding (see Table 4.1 below). Table 1 contains results for overall performance of individually/ stand-alone technique on all 395 faults in Defects4j programs where the boldface indicates the best-performing technique for each program:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Program | SBFL | | | Document Similarity | | | Query | | |
| Accuracy | Time (s) | Time per bug (s) | Accuracy | Time (s) | Time per bug (s) | Accuracy | Time (s) | Time per bug (s) |
| Time | (18/27) 67% | 31. 35 | 1.16 | (14/26)  54% | 74.73 | 2.87 | **(19/26)**  **73%** | 1.50 | **0.06** |
| Mockito | **(25/38) 66%** | 5.26 | 0.14 | (6/37)  16% | 89.42 | 2.42 | (11/38)  29% | 2.49 | **0.07** |
| Lang | (60/65) 92% | 0.73 | **0.01** | (54/63)  86% | 191.66 | 3.04 | **(61/64)**  **94%** | 4.11 | 0.06 |
| Math | (75/106) 70.8% | 4.04 | **0.04** | (59/106)  55.6% | 258.89 | 2.44 | **(84/106)**  **79%** | 14.86 | 0.14 |
| Chart | **(22/26) 85%** | 2.85 | **0.11** | (7/8)  87.5% | 21.75 | 2.72 | **(8/8)**  **100%** | 0.49 | **0.06** |
| Closure | (70/133) 53% | 643.72 | 4.84 | (41/131)  31.3% | 405.37 | 3.10 | **(72/131)**  **55%** | 13.93 | **0.11** |
| Overall performance | (270/395) 68.4% | 687.95 | 1.74 | (181/371)  48.8% | 1041.82 | **2.81** | **(255/373)**  **68.4%** | **37.38** | **0.10** |

Table 4.1: Overall individual/stand-alone performance of SBFL, query and document similarity technique

* Overall performance for individual/stand-alone performance, both SBFL technique and query technique surprisingly are the same where both score 68.4% of accuracy in fault localization for all six real-world defects4j program. However, time for query technique to complete execute all six real-world defects4j programs are the fastest or the best with only 37.38s time taken compared to 687.95s for SBFL technique.
* Document similarity is the worst performance for both in term of accuracy and time where it scores 48.8% accuracy with 1041.82s time taken to complete all six real-world defects4j programs.
* Even though query technique and document similarity technique are from the same fault localization category, query technique more accurate than document similarity technique in all six real-world java Defects4j programs with 68.4% accuracy of fault localization compared to 48.8% for document similarity. To complete all six real-world program experiment execution, both query and document similarity technique spend about 37.38s and 1041.82s, respectively.

Figure 4.1: Comparison on accuracy of overall individual/stand-alone performance

* Query technique also more accurate than SBFL technique in each real-world java Defects4j programs except for Mockito programs where SBFL perform the best for Mockito with 66% fault localization accuracy compared to only 29% for query technique. Query techniques manage to score the Time program with 73% accuracy compared to 67% for SBFL, Lang program scores 94% compared to 92% for SBFL, Math program scores 79% compared to 70.8% only for SBFL, Closure programs score 55% compared to 53% accuracy for SBFL. Chart program score 100% accuracy with only 8 bugs involved from 26 bugs as another 18 bugs did not have bug report reference and could not proceed without bug report.
* SBFL technique are more accurate than document similarity technique for each real-world java Defects4j programs excepts for Chart programs with 87.5% compared to 85% for SBFL technique. However, as mentioned before Chart programs only managed to run 8 bugs as another 18 from the total of 26 bugs does not have any information regarding bug report/link to proceed with. Time program scores 67% for SBFL technique compared to 54% for document similarity, while Mockito score 66% compared to 16%, lang scores 92% compared to 86%, Math program scores 70.8% compared to 55.6% and closure program scores 53% compared to 48.8%, respectively.

Figure 4.2: Comparison on overall time spent for each bug in individual/stand-alone technique

### 4.2.2 Combine/Hybrid technique

Another finding that are analyzed from the combine/hybrid experiment are presented in Table 4.2 below. Table 4.2 shows the result performance of combination/ hybrid techniques on all 395 faults in all six real-world program Defects4j programs where the boldface indicates the best-performing hybrid technique for each program from accuracy perspective. If the accuracy is similar, then the time cost will be included as weight in deciding which technique are the best:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Program | SBFL + Document similarity | | | SBFL + Query | | | SBFL + Query + Document similarity | | | Query + Document similarity | | |
| Accuracy | Time (s) | Time per bug (s) | Accuracy | Time (s) | Time per bug (s) | Accuracy | Time (s) | Time per bug (s) | Accuracy | Time (s) | Time per bug (s) |
| Time | (21/27)  78% | 106.08 | 3.93 | (24/27)  89% | 32.85 | 1.22 | **(25/27)**  **93%** | 107.58 | 3.98 | (23/26)  88.46% | 76.23 | 2.93 |
| Mockito | (25/38)  66% | 94.68 | 2.49 | **(28/38)**  **74%** | 7.75 | 0.20 | (28/38)  74% | 97.17 | 2.56 | (12/38)  31.6% | 91.91 | 2.42 |
| Lang | (62/65)  95% | 192.39 | 2.96 | (64/65)  98.5% | 4.84 | 0.07 | **(65/65)**  **100%** | 196.5 | 3.02 | (63/64)  98.4% | 195.77 | 3.06 |
| Math | (82/106)  77.4% | 262.93 | 2.48 | (98/106)  92.5% | 18.9 | 0.18 | **(100/106)**  **94.3%** | 277.79 | 2.62 | (91/106)  85.8% | 273.75 | 2.58 |
| Chart | (23/26)  88.5% | 24.6 | 0.95 | (**23/26)**  **88.5%** | 3.34 | 0.13 | (23/26)  88.5% | 25.09 | 0.97 | **(8/8)**  **100%** | 22.24 | 2.72 |
| Closure | (87/133)  65.4% | 1049.09 | 7.89 | (97/133)  73% | 657.65 | 4.94 | **(104/133)**  **78.2%** | 1063.02 | 7.99 | (84/131)  64% | 419.3 | 3.20 |
| Overall performance | (300/395)  75.95% | 1729.77 | 20.7 | (334/395)  84.56% | 725.33 | 6.74 | **(345/395)**  **87.34%** | 1767.15 | 20.27 | (281/373)  75.34% | 1079.2 | 16.91 |

Table 4.2: Overall performance of combination/ hybrid techniques to all programs

Figure 4.3: Comparison on accuracy of overall combination technique performance

* For combination/hybrid technique, the best performance on accuracy is the SBFL technique that combines with query and document similarity techniques with 87.34% accuracy on fault localization where 345 bugs are managed to be allocate from 395 bugs. Though, the total time to perform this combination technique on all 395 bugs is a lot which is 1767.15 seconds however, when average calculation for each bug executed are being made, the total average time taken on each bug are around 20.27 seconds per bug which is count as acceptable.
* However, if time is one of the concerns without jeopardizing accuracy, combination of SBFL and Query technique is the best in term of fault localization accuracy where it scores 84.56% with 334 bugs are managed to be allocate from the total 395 bugs. Plus, the time taken for overall programs is 725.33 seconds, the fastest among all combination technique where it only took 6.74 seconds per bugs to be executed.

Figure 4.4: Comparison on overall time spent for each bug in combination technique

* The combination of document similarity with SBFL technique results does not have significant difference with the combination of document similarity with query technique where both scores 75.95% and 75.34% respectively.
* On the other hand, the time taken to execute all six programs for combination of document similarity and SBFL is 1729.77 seconds with average 20.7 seconds time taken for each bug to be localize while the combination of query and document similarity technique spend 1079.2 seconds to execute all programs with average 16.91 seconds per bugs to be allocate.
* As shown in the table, most programs perform the most with the combination of three technique which are SBFL, query and document similarity where Time program managed to score 93% while Lang program scores 100%, Math programs scores 94.3%, and Closure program scores 78.2% of accuracy to localize fault.
* While for Mockito program, the best accuracy performance is the same for both combination of SBFL with Query and combination of SBFL with Query and Document similarity where both scores 74% in accuracy to localize fault. Now this is the time when the time taken to execute the program will be helpful. Since it only took Mockito program about 7.75 seconds with average time 0.2 seconds per bugs to localize faults by using SBFL and Query technique, this combination accuracy performance is the best compared to the combination of SBFL with Query and Document similarity where the time spend is 97.17 seconds with average 2.56 seconds per bug to localize faults.
* For Chart program, the accuracy result for the combination of document similarity and SBFL are the same with both the combination of SBFL and query technique, and the combination of SBFL, query and document similarity where all three technique scores 88.5%. From time perspectives, the combination of SBFL and query technique is the fastest where it only took 3.34 seconds to run the whole Chart program in fault localization with average 0.13 seconds per bugs.
* The combination of SBFL and document similarity technique took 24.6 seconds to localize fault with average 0.95 seconds per bugs while the combination of SBFL, Query and Document similarity took 25.09 seconds to localize faults with average 0.97 seconds per bug.
* Though the combination of query and document similarity technique managed to get 100% performance in accuracy, but as mentioned before this, there are missing bug report for 18 bugs in that programs so only 8 bugs are included.
* If we are looking at the time cost perspective, the combination of SBFL and Query performance are the best with Time program only took 32.85 seconds with average of 1.22 seconds for each bug to localize fault, Lang program took 4.84 seconds with 0.07 seconds for each bug to localize fault, and Math program took 18.9 seconds with 0.18 seconds for each bug to localize faults.
* While for closure program, the best combination technique in time perspective is the combination of Query and Document similarity where it took 419.3 seconds with 3.20 for each bug to localize faults compared to other combination technique.

As a conclusion from the experiment results, though usually time spent for standalone/ individual technique are slightly shorter than the combined one, the combination or hybrid technique effectiveness in fault localization significantly outperforms standalone techniques. In my opinion taking time less than 10 seconds for each fault executed are acceptable as long as the performance of the fault localization accuracy are at the best. I also want to highlight the important of quality bug report where there are cases that fault location unable to be identified as the information provided are not enough. I hope that this research might be complementary to existing techniques as it could further improve state-of-the-art technique by combining with existing techniques.

## 4.3 Limitation

Due to time constraints, and the experiment are being done manually, all other program in Defects4j that are not mentioned in this thesis do not have a chance to be executed with this technique.

# 5.0 Conclusion and Future works

## 5.1 Summary

In this research, I analyzed 395 real world defects from Defects4J programs for fault localization using individually/standalone technique and combination/hybrid technique. Based on the experiment taken, the result shows that the different and independent data from both techniques that has been combined does complement to each other as it produced a new expression of data from both perspectives which is dynamic and static analysis of fault localization technique. This also conclude that the proposed hybrid technique is reliable where it does assist the location of fault. However, if the bug report does not meet the quality/requirement that has highlighted in section 3 the result does not assist developer in allocating fault. Our results shows that there is no single technique that can be effective in allocating faults however, it is recommended to use multiple technique as a strategy in fault localization as it improved performance.

The main contributions of this thesis can be identified as the followings:

* A novel empirical study that compares a specific range of fault localization techniques on real faults which is between SBFL, query and text similarity technique.
* Observation on relationship between SBFL, query and text similarity behavior by using a real-world java Defects4j dataset.
* Proposed a combined technique that are configurable based on time spent, and the accuracy to localize faults performance.
* An infrastructure/architecture/model for evaluating and combining fault localization techniques for future research.

## 5.2 Future work and outlook

Finding solutions for area that not being covered for example;

* When IR and SBFL both not helpful what should we do in improving this?
* Try on larger datasets or different program language
* Automate the technique for faster performance

I intend to replicate this study with additional collections of subject programs, and since Defects4J contains only single-fault versions of programs, so a study involving programs with multiple real faults is needed. These findings call for future work on the automation of the combination technique, leading to better fault localization techniques.
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# Appendix

Result summary for Defects4j program:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Program** | **SBFL** | | **IR (CS)** | | **SBFL + IR(CS)** | | **IR (Query)** | | **SBFL +IR (Query)** | | **SBFL+IR (CS+Query)** | |
| **E** | **Time** | **E** | **Time** | **E** | **Time** | **E** | **Time** | **E** | **Time** | **E** | **Time** |
| **Time** | 67% | 31. 35s | 54% | 74.73s | 78% | 106.08s | 73% | 1.50s | 89% | 32.85s | 93% | 107.58s |
| **Mockito** | 66% | 5.26 s | 16% | 89.42s | 66% | 94.68s | 29% | 2.49s | 74% | 7.75s | 74% | 97.17s |
| **Lang** | 92% | 0.73 s | 86% | 191.66s | 95% | 192.39s | 94% | 4.11s | 98.5% | 4.84s | 100% | 196.5s |
| **Math** | 70.8% | 4.04s | 55.6% | 258.89s | 77.4% | 262.93s | 79% | 14.86s | 92.5% | 18.9s | 94.3% | 277.79s |
| **Chart** | 85% | 2.85 s | 87.5% | 21.75s | 88.5% | 24.6s | 100% | 0.49 s | 88.5% | 3.34s | 88.5% | 25.09s |
| **Closure** | 53% | 643.72s | 31.3% | 405.37s | 65.4% | 1049.09s | 55% | 13.93s | 73% | 657.65s | 78.2% | 1063.02s |

Result summary for SBFL + IR (Query):

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Program | SBFL | | IR (Query) | | SBFL top 10 +IR (Query) | | SBFL top 30 + IR (Query) | | SBFL top 100 + IR (Query) | |
| E | Time | E | Time | E | Time | E | Time | E | Time |
| Time | 67% | 31. 35s | 73% | 1.50s | 89% | 32.85s | 100% | 32.85 | - | - |
| Mockito | 66% | 5.26 s | 29% | 2.49s | 74% | 7.75s | 86.8% | 7.75s | 100% | 7.75s |
| Lang | 92% | 0.73 s | 94% | 4.11s | 98.5% | 4.84s | - | 4.84s | 100% | 4.84s |
| Math | 70.8% | 4.04s | 79% | 14.86s | 92.5% | 18.9s | 96.2% | 18.9s | 99% | 18.9s |
| Chart | 85% | 2.85 s | 100% | 0.49 s | 88.5% | 3.34s | 92.3% | 3.34s | - |  |
| Closure | 53% | 643.72s | 55% | 13.93s | 73% | 657.65s | 75.2% | 657.65s | 85.7% | 657.65s |

\*E = Effectiveness

\*CS = Cosine Similarity

\*IR = Information Retrieval

\*SBFL = Spectrum Based Fault Localization

\*T = Title

\*C = Combination (Title and Description)

\*BR = Bug report

Top 10 Result analysis:

## Time

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Bug | SBFL | IR (CS) | SBFL + IR(CS) | IR (Query) | SBFL +  IR (Query) | SBFL+IR (CS+Query) | IR (CS+Query) |
| 1 | ✓ | ✓(C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✓ |
| 2 | ✓ | ✓ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✓ |
| 3 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 4 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 5 | ✕ | ✓ (C) | ✓ | ✕ (T,C) | ✕ | ✓ | ✓ |
| 6 | ✓ | ✓ (C) | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 7 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 8 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 9 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 10 | ✕ | ✕ (C) | ✕✕ | ✓ (C) | ✓ | ✓ | ✓ |
| 11 | ✕ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 12 | ✓ | ✓ (T) | ✓ | ✕ (T) | ✓ | ✓ | ✓ |
| 13 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕✕ | ✕✕ | ✕ |
| 14 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 15 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 16 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 17 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 18 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 19 | ✕ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 20 | ✓ | ✕ (C) | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 21 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 22 | ✕ | ✕ (C) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 23 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 24 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕✕ | ✕✕ | ✕ |
| 25 | ✕ | ✕ (C) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 26 | ✕ | ✕ (C) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 27 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| **Result** | **67%**  **(18/27)** | **54%**  **(14/26)** | **78%**  **(21/27)** | **73%**  **(19/26)** | **89%**  **(24/27)** | **93%**  **(25/27)** | **88.46%**  **(23/26)** |
| **Time**  **(seconds)** | **31. 35s** | **74.73s** | **106.08s** | **1.50s** | **32.85s** | **107.58s** | **76.23s** |

## Lang

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Bug | SBFL | IR (CS) | SBFL + IR(CS) | IR (Query) | SBFL +  IR (Query) | SBFL+IR (CS+Query) | IR (CS+Query) |
| 1 | ✓ | ✓(C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 2 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 3 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 4 | ✓ | ✓ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✓ |
| 5 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 6 | ✕ | ✕ (C) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 7 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 8 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 9 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 10 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 11 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 12 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 13 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 14 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 15 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 16 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 17 | ✕ | ✓ (C) | ✓ | ✕ (T,C) | ✕ | ✓ | ✓ |
| 18 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 19 | ✓ | ✕ (C) | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 20 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 21 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 22 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 23 | ✕ | ✕ (C) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 24 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 25 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 26 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 27 | ✕ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 28 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 29 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 30 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 31 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 32 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 33 | ✓ | ✓ (T) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 34 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 35 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 36 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 37 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 38 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 39 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 40 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 41 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 42 | ✓ | ✕ (C) | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 43 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 44 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 45 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 46 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 47 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 48 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 49 | ✓ | Title too short | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 50 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 51 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 52 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 53 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 54 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 55 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 56 | ✕ | ✕ (C) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 57 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 58 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 59 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 60 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 61 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 62 | ✓ | ✓ (C) | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 63 | ✓ | ✓ (C) | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 64 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 65 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| **Result** | **92%**  **(60/65)** | **86%**  **(54/63)** | **95%**  **(62/65)** | **94%**  **(61/64)** | **98.5%**  **(64/65)** | **100%**  **(65/65)** | **98.4%**  **(63/64)** |
| **Time**  **(seconds)** | **0.73 s** | **191.66s** | **192.39s** | **4.11s** | **4.84s** | **196.50s** | **195.77s** |

## Mockito

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Bug | SBFL | IR (CS) | SBFL + IR(CS) | IR (Query) | SBFL +  IR (Query) | SBFL+IR (CS+Query) | IR (CS+Query) |
| 1 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 2 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 3 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 4 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 5 | ✕ | ✕ (C) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 6 | ✓ | ✓ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✓ |
| 7 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 8 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 9 | ✕ | ✕ (C) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 10 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 11 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 12 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 13 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 14 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 15 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 16 | ✕ | ✕ (T) | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 17 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 18 | ✓ | ✕ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 19 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 20 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 21 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 22 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 23 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 24 | ✓ | Title too short | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 25 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 26 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 27 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 28 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 29 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 30 | ✓ | ✓ (C) | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 31 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 32 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 33 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 34 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 35 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 36 | ✕ | ✕ (C) | ✕✕ | ✕ (T,C) | ✕ | ✕ | ✕ |
| 37 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| 38 | ✓ | ✕ (C) | ✓ | ✕ (T,C) | ✓ | ✓ | ✕ |
| **Result** | **66%**  **(25/38)** | **16%**  **(6/37)** | **66%**  **(25/38)** | **29%**  **(11/38)** | **74%**  **(28/38)** | **74%**  **(28/38)** | **31.6%**  **(12/38)** |
| **Time**  **(Seconds)** | **5.26 s** | **89.42s** | **94.68s** | **2.49s** | **7.75s** | **97.17s** | **91.91s** |

## Chart

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Bug | SBFL | IR (CS) | SBFL + IR(CS) | IR (Query) | SBFL +  IR (Query) | SBFL+IR (CS+Query) | IR (CS+Query) |
| 1 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 2 | ✕ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 3 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 4 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 5 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 6 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 7 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 8 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 9 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 10 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 11 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 12 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 13 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 14 | ✕ | No BR | ✕✕ | No BR | ✕ | ✕✕ | No BR |
| 15 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 16 | ✓ | ✕ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 17 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 18 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 19 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 20 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 21 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 22 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 23 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 24 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 25 | ✕ | No BR | ✕✕ | No BR | ✕ | ✕✕ | No BR |
| 26 | ✕ | No BR | ✕✕ | No BR | ✕ | ✕✕ | No BR |
| **Result** | **85%**  **(22/26)** | **87.5%**  **(7/8)** | **88.5%**  **(23/26)** | **100%**  **(8/8)** | **88.5%**  **(23/26)** | **88.5%**  **(23/26)** | **100%**  **(8/8)** |
| **Time** | **2.85 s** | **21.75s** | **24.6s** | **0.49s** | **3.34** | **25.09s** | **22.24s** |

## Math

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Bug | SBFL | IR (CS) | SBFL + IR(CS) | IR (Query) | SBFL +  IR (Query) | SBFL+IR (CS+Query) | IR (CS+Query) |
| 1 | ✕ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 2 | ✕ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 3 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 4 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 5 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 6 | ✓ | ✕ | ✓ | ✕ (C,T) | ✓ | ✓ | ✕ |
| 7 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 8 | ✓ | ✓ | ✓ | ✕ (C,T) | ✓ | ✓ | ✓ |
| 9 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 10 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 11 | ✕ | ✓ | ✓ | ✕ (C,T) | ✕ | ✓ | ✓ |
| 12 | ✕ | ✕ | ✕✕ | ✕ (C,T) | ✕ | ✕✕ | ✕ |
| 13 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 14 | ✕ | ✕ | ✕✕ | ✕ (C,T) | ✕ | ✕✕ | ✕ |
| 15 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 16 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 17 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 18 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 19 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 20 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 21 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 22 | ✓ | ✕ | ✓ | ✕ (C,T) | ✓ | ✓ | ✕ |
| 23 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 24 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 25 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 26 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 27 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 28 | ✕ | ✕ | ✕✕ | ✓ (C) | ✓ | ✓ | ✓ |
| 29 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 30 | ✕ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 31 | ✕ | ✕ | ✕✕ | ✕ (C,T) | ✕ | ✕✕ | ✕ |
| 32 | ✓ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 33 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 34 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 35 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 36 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 37 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 38 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 39 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 40 | ✕ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 41 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 42 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 43 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 44 | ✕ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 45 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 46 | ✓ | ✓ | ✓ | ✕ (C,T) | ✓ | ✓ | ✓ |
| 47 | ✓ | ✓ | ✓ | ✕ (C,T) | ✓ | ✓ | ✓ |
| 48 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 49 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 50 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 51 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 52 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 53 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 54 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 55 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 56 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 57 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 58 | ✕ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 59 | ✓ | ✕ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 60 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 61 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 62 | ✕ | ✕ | ✕✕ | ✕ (C,T) | ✕ | ✕✕ | ✕ |
| 63 | ✓ | ✕ | ✓ | ✕ (C,T) | ✓ | ✓ | ✕ |
| 64 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 65 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 66 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 67 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 68 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 69 | ✓ | ✕ | ✓ | ✕ (C,T) | ✓ | ✓ | ✕ |
| 70 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 71 | ✓ | ✕ | ✓ | ✕ (C,T) | ✓ | ✓ | ✕ |
| 72 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 73 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 74 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 75 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 76 | ✓ | ✓ | ✓ | ✕ (C,T) | ✓ | ✓ | ✓ |
| 77 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 78 | ✕ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 79 | ✕ | ✕ | ✕✕ | ✕ (C,T) | ✕ | ✕✕ | ✕ |
| 80 | ✓ | ✕ | ✓ | ✕ (C,T) | ✓ | ✓ | ✕ |
| 81 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 82 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 83 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 84 | ✕ | ✕ | ✕✕ | ✕ (C,T) | ✕ | ✕✕ | ✕ |
| 85 | ✕ | ✕ | ✕✕ | ✕ (C,T) | ✕ | ✕✕ | ✕ |
| 86 | ✕ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 87 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 88 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 89 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 90 | ✓ | ✓ | ✓ | ✓ (C) | ✓ | ✓ | ✓ |
| 91 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 92 | ✓ | ✕ | ✓ | ✕ (C,T | ✓ | ✓ | ✕ |
| 93 | ✓ | ✓ | ✓ | ✕ (C,T | ✓ | ✓ | ✓ |
| 94 | ✓ | ✓ | ✓ | ✕ (C,T | ✓ | ✓ | ✓ |
| 95 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 96 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 97 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 98 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 99 | ✓ | ✕ | ✓ | ✕ (C,T) | ✓ | ✓ | ✕ |
| 100 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 101 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 102 | ✓ | ✕ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 103 | ✕ | ✕ | ✕✕ | ✓ (T) | ✓ | ✓ | ✓ |
| 104 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 105 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| 106 | ✓ | ✓ | ✓ | ✓ (T) | ✓ | ✓ | ✓ |
| **Result** | **70.8%**  **(75/106)** | **55.6%**  **(59/106)** | **77.4%**  **(82/106)** | **79%**  **(84/106)** | **92.5%**  **(98/106)** | **94.3%**  **(100/106)** | **85.8%**  **(91/106)** |
| **Time** | **4.04s** | **258.89s** | **262.93s** | **14.86s** | **18.90s** | **277.79s** | **273.75s** |

## Closure

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Bug | SBFL | IR (CS) | SBFL + IR(CS) | IR (Query) | SBFL + IR (Query) | SBFL+IR (CS+Query) | IR (CS+Query) |
| 1 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 2 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 3 | ✕ | ✓ | ✓ | ✕ | ✕ | ✓ | ✓ |
| 4 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 5 | ✕ | ✓ | ✓ | ✕ | ✕ | ✓ | ✓ |
| 6 | ✓ | ✓ | ✓ | ✕ | ✓ | ✓ | ✓ |
| 7 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 8 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 9 | ✓ | ✓ | ✓ | ✕ | ✓ | ✓ | ✓ |
| 10 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 11 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 12 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 13 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 14 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 15 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 16 | ✕ | ✓ | ✓ | ✕ | ✕ | ✓ | ✓ |
| 17 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 18 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 19 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 20 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 21 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 22 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 23 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 24 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 25 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 26 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 27 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 28 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 29 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 30 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 31 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 32 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 33 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 34 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 35 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 36 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 37 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 38 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 39 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 40 | ✕ | ✓ | ✓ | ✕ | ✕ | ✓ | ✓ |
| 41 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 42 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 43 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 44 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 45 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 46 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 47 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 48 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 49 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 50 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 51 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 52 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 53 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 54 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 55 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 56 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 57 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 58 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 59 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 60 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 61 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 62 | ✓ | ✓ | ✓ | ✕ | ✓ | ✓ | ✓ |
| 63 | ✓ | No BR | ✓ | No BR | ✓ | ✓ | No BR |
| 64 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 65 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 66 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 67 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 68 | ✓ | ✓ | ✓ | ✕ | ✓ | ✓ | ✓ |
| 69 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 70 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 71 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 72 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 73 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 74 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 75 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 76 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 77 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 78 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 79 | ✕ | ✓ | ✓ | ✕ | ✕ | ✓ | ✓ |
| 80 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 81 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 82 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 83 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 84 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 85 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 86 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 87 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 88 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 89 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 90 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 91 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 92 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 93 | ✕ | No BR | ✕ | No BR | ✕ | ✕ | No BR |
| 94 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 95 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 96 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 97 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 98 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 99 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 100 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 101 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 102 | ✕ | ✓ | ✓ | ✕ | ✕ | ✓ | ✓ |
| 103 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 104 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 105 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 106 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 107 | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 108 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 109 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 110 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 111 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 112 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 113 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 114 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 115 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 116 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 117 | ✓ | ✓ | ✓ | ✕ | ✓ | ✓ | ✓ |
| 118 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 119 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 120 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 121 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 122 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 123 | ✓ | ✕ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 124 | ✓ | ✕ | ✓ | ✕ | ✓ | ✓ | ✕ |
| 125 | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ | ✓ |
| 126 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 127 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 128 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 129 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 130 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 131 | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ | ✕ |
| 132 | ✕ | ✕ | ✕ | ✓ | ✓ | ✓ | ✓ |
| 133 | ✓ | ✓ | ✓ | ✕ | ✓ | ✓ | ✓ |
| **Result** | **53%**  **(70/133)** | **31.3%**  **(41/131)** | **65.4%**  **(87/133)** | **55%**  **(72/131)** | **73%**  **(97/133)** | **78.2%**  **(104/133)** | **64%**  **(84/131)** |
| **Time** | **643.72s** | **405.37s** | **1049.09s** | **13.93s** | **657.65s** | **1063.02s** | **419.3s** |

1. https://github.com/rjust/defects4j [↑](#footnote-ref-1)