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Задание

**Важно** выполнять все задачи последовательно. С 1 по 5 задачу формируется модуль librip, с помощью которого будет выполняться задание 6 на реальных данных из жизни. Весь вывод на экран (даже в столбик) необходимо запрограммировать одной строкой.

Подготовительный этап

1. Зайти на github.com и выполнить fork проекта с заготовленной структурой <https://github.com/iu5team/ex-lab4>

2. Переименовать репозиторий в lab\_3

3. Выполнить git clone проекта из вашего репозитория

Задача 1 (ex\_1.py)

Необходимо реализовать генераторы field и gen\_random

Генератор field последовательно выдает значения ключей словарей массива

Пример:

goods = [

   {'title': 'Ковер', 'price': 2000, 'color': 'green'},

   {'title': 'Диван для отдыха', 'color': 'black'}

]

field(goods, 'title') должен выдавать 'Ковер', 'Диван для отдыха'

field(goods, 'title', 'price') должен выдавать {'title': 'Ковер', 'price': 2000}, {'title': 'Диван для отдыха'}

1. В качестве первого аргумента генератор принимает list, дальше через \*args генератор принимает неограниченное кол-во аргументов.
2. Если передан один аргумент, генератор последовательно выдает только значения полей, если поле равно None, то элемент пропускается
3. Если передано несколько аргументов, то последовательно выдаются словари, если поле равно None, то оно пропускается, если все поля None, то пропускается целиком весь элемент

Генератор gen\_random последовательно выдает заданное количество случайных чисел в заданном диапазоне

Пример:

gen\_random(1, 3, 5)должен выдать 5 чисел от 1 до 3, т.е. примерно 2, 2, 3, 2, 1

В ex\_1.py нужно вывести на экран то, что они выдают, с помощью кода в *одну строку*

Генераторы должны располагаться в librip/gen.py

Задача 2 (ex\_2.py)

Необходимо реализовать итератор, который принимает на вход массив или генератор и итерируется по элементам, пропуская дубликаты. Конструктор итератора также принимает на вход именной bool-параметр ignore\_case, в зависимости от значения которого будут считаться одинаковыми строки в разном регистре. По умолчанию этот параметр равен False. Итератор **не должен модифицировать** возвращаемые значения.

Пример:

data = [1, 1, 1, 1, 1, 2, 2, 2, 2, 2]

Unique(data) будет последовательно возвращать только 1 и 2

data = gen\_random(1, 3, 10)

unique(gen\_random(1, 3, 10))будет последовательно возвращать только 1, 2 и 3

data = [‘a’, ‘A’, ‘b’, ‘B’]

Unique(data) будет последовательно возвращать только a, A, b, B

data = [‘a’, ‘A’, ‘b’, ‘B’]

Unique(data, ignore\_case=True) будет последовательно возвращать только a, b

В ex\_2.py нужно вывести на экран то, что они выдают *одной строкой*. **Важно** продемонстрировать работу как с массивами, так и с генераторами (gen\_random).

Итератор должен располагаться в librip/iterators.py

Задача 3 (ex\_3.py)

Дан массив с положительными и отрицательными числами. Необходимо одной строкой вывести на экран массив, отсортированный по модулю. Сортировку осуществлять с помощью функции sorted

Пример:

data = [4, -30, 100, -100, 123, 1, 0, -1, -4]

Вывод: [0, 1, -1, 4, -4, -30, 100, -100, 123]

Задача 4 (ex\_4.py)

Необходимо реализовать декоратор print\_result, который выводит на экран результат выполнения функции. Файл ex\_4.py **не нужно** изменять.

Декоратор должен принимать на вход функцию, вызывать её, печатать в консоль имя функции, печатать результат и возвращать значение.

Если функция вернула список (list), то значения должны выводиться в столбик.

Если функция вернула словарь (dict), то ключи и значения должны выводить в столбик через знак равно

Пример:

@print\_result

def test\_1():

   return 1

@print\_result

def test\_2():

   return 'iu'

@print\_result

def test\_3():

   return {'a': 1, 'b': 2}

@print\_result

def test\_4():

   return [1, 2]

test\_1()

test\_2()

test\_3()

test\_4()

На консоль выведется:

test\_1

1

test\_2

iu

test\_3

a = 1

b = 2

test\_4

1

2

Декоратор должен располагаться в librip/decorators.py

Задача 5 (ex\_5.py)

Необходимо написать контекстный менеджер, который считает время работы блока и выводит его на экран

Пример:

with timer():

   sleep(5.5)

После завершения блока должно вывестись в консоль примерно 5.5

Задача 6 (ex\_6.py)

Мы написали все инструменты для работы с данными. Применим их на реальном примере, который мог возникнуть в жизни. В репозитории находится файл data\_light.json. Он содержит облегченный список вакансий в России в формате json (ссылку на полную версию размером ~ 1 Гб. в формате xml можно найти в файле README.md).

Структура данных представляет собой массив словарей с множеством полей: название работы, место, уровень зарплаты и т.д.

В ex\_6.py дано 4 функции. В конце каждая функция вызывается, принимая на вход результат работы предыдущей. За счет декоратора @print\_result печатается результат, а контекстный менеджер timer выводит время работы цепочки функций.

Задача реализовать все 4 функции по заданию, ничего не изменяя в файле-шаблоне. Функции f1-f3 должны быть реализованы в 1 строку, функция f4 может состоять максимум из 3 строк.

Что функции должны делать:

1. Функция f1 должна вывести отсортированный список профессий без повторений (строки в разном регистре считать равными). Сортировка должна **игнорировать регистр**. Используйте наработки из предыдущих заданий.
2. Функция f2 должна фильтровать входной массив и возвращать только те элементы, которые начинаются со слова “программист”. Иными словами нужно получить все специальности, связанные с программированием. Для фильтрации используйте функцию filter.
3. Функция f3 должна модифицировать каждый элемент массива, добавив строку “с опытом Python” (все программисты должны быть знакомы с Python). Пример: *Программист C# с опытом Python*. Для модификации используйте функцию map.

Функция f4 должна сгенерировать для каждой специальности зарплату от 100 000 до 200 000 рублей и присоединить её к названию специальности. Пример: *Программист C# с опытом Python, зарплата 137287 руб.* Используйте zip для обработки пары специальность — зарплата.

Исходный код

Librip

Ctxmngrs.py

**import** time  
  
**class** timer:  
 **def** \_\_enter\_\_(self):  
 self.time = time.time()  
 **def** \_\_exit\_\_(self, exc\_type, exc\_val, exc\_tb):  
 time2 = time.time() - self.time  
 print(time2)

decorators.py

**def** print\_result(func):  
 **def** decor(\*args, \*\*kwargs):  
 print(func.\_\_name\_\_)  
 result = func(\*args, \*\*kwargs)  
 **if** isinstance(result, dict):  
 **for** k, v **in** result.items():  
 print(k, **'='**, v)  
 **elif** isinstance(result, list):  
 **for** i **in** result:  
 print(i)  
 **elif** isinstance(result, (str, int)):  
 print(result)  
 **else**:  
 **pass  
 return** result  
 **return** func()  
 **return** decor

gens.py

**import** random

**def** field(items, \*args):  
 **assert** len(args) > 0  
 l = len(args)  
 *# Необходимо реализовать генератор* **for** i **in** items:  
 *#print(type(i))* b = dict()  
 **for** k, v **in** i.items():  
 **if** v **is not None**:  
 **if** k **in** args:  
 **if** l == 1:  
 b = v  
 **else**:  
 b[k] = v  
 **else**:  
 **continue  
 if** b:  
 **yield** b

**def** gen\_random(begin, end, num\_count):  
 **for** i **in** range(num\_count):  
 **yield** random.randint(begin, end)

iterators.py

*# Итератор для удаления дубликатов***class** Unique(object):  
 **def** \_\_init\_\_(self, items, \*\*kwargs):  
 *# Нужно реализовать конструктор  
 # В качестве ключевого аргумента, конструктор должен принимать bool-параметр ignore\_case,  
 # в зависимости от значения которого будут считаться одинаковые строки в разном регистре  
 # Например: ignore\_case = True, Aбв и АБВ разные строки  
 # ignore\_case = False, Aбв и АБВ одинаковые строки, одна из них удалится  
 # По-умолчанию ignore\_case = False* self.a = []  
 **for** item **in** items:  
 **if** len(kwargs) > 0:  
 **if** kwargs[**'ignore\_case'**]:  
 item = item.lower()  
 **if** item **not in** self.a:  
 self.a.append(item)  
  
 *#a = list(list(filter(x not in a, items))[0] for x in items)* **def** \_\_next\_\_(self):  
 *# Нужно реализовать \_\_next\_\_* **if** self.n < len(self.a):  
 result = self.a[self.n]  
 self.n += 1  
 **return** result  
 **else**:  
 **raise** StopIteration  
  
 **def** \_\_iter\_\_(self):  
 self.n = 0  
 **return** self

Ex\_1.py

*#!/usr/bin/env python3***from** librip.gens **import** field, gen\_random  
  
goods = [  
 {**'title'**: **'Ковер'**, **'price'**: 2000, **'color'**: **'green'**},  
 {**'title'**: **'Диван для отдыха'**, **'price'**: 5300, **'color'**: **'black'**},  
 {**'title'**: **'Стелаж'**, **'price'**: 7000, **'color'**: **'white'**},  
 {**'title'**: **'Вешалка для одежды'**, **'price'**: 800, **'color'**: **'white'**}  
]  
  
*# Реализация задания 1***for** i **in** field(goods, **'price'**, **'title'**):  
 print(i)  
**for** i **in** gen\_random(1, 3, 5):  
 print(i, end = **', '**)

Результат выполения
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Ex\_2.py

*#!/usr/bin/env python3***from** librip.gens **import** gen\_random  
**from** librip.iterators **import** Unique  
  
data1 = [1, 1, 1, 1, 1, 2, 2, 2, 2, 2]  
data2 = gen\_random(1, 3, 10)  
data3 = gen\_random(1,9,15)  
data = [**'a'**, **'A'**, **'b'**, **'B'**]  
  
*# Реализация задания 2***for** i **in** Unique(data1):  
 print(i, end=**', '**)  
print()  
*#for i in data2:  
# print(i, end=', ')  
#print()***for** i **in** Unique(data2):  
 *#print('a')* print(i, end = **', '**)  
print()  
**for** i **in** Unique(data3):  
 *#print('a')* print(i, end = **', '**)  
print()  
**for** i **in** Unique(data):  
 print(i, end=**', '**)  
print()  
**for** i **in** Unique(data, ignore\_case=**True**):  
 print(i, end=**', '**)

Результат выполнения
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Ex\_3.py

*#!/usr/bin/env python3*data = [4, -30, 100, -100, 123, 1, 0, -1, -4]  
*# Реализация задания 3***def** sorted(items):  
 n = 1  
 **while** n < len(items):  
 **for** i **in** range(len(items) - n):  
 **if** math.fabs(items[i]) > math.fabs(items[i + 1]):  
 items[i], items[i + 1] = items[i + 1], items[i]  
 n += 1  
 **return** items  
  
  
data1 = sorted(data)  
print(data1)

Результат выполнения
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Ex\_4.py

**from** librip.decorators **import** print\_result  
  
*# Необходимо верно реализовать print\_result  
# и задание будет выполнено*@print\_result  
**def** test\_1():  
 **return** 1  
  
  
@print\_result  
**def** test\_2():  
 **return 'iu'**@print\_result  
**def** test\_3():  
 **return** {**'a'**: 1, **'b'**: 2}  
  
  
@print\_result  
**def** test\_4():  
 **return** [1, 2]  
  
  
test\_1()  
test\_2()  
test\_3()  
test\_4()

Результат выполнения

![](data:image/png;base64,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)

ex\_5.py

**from** time **import** sleep  
**from** librip.ctxmngrs **import** timer  
  
**with** timer():  
 sleep(5.5)

Результат выполнения

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfMAAABICAIAAABtF4seAAAAAXNSR0IArs4c6QAAEHtJREFUeF7tnb9uG8cWh5f3Hay8QCjIV+YDLBvB6SioUGEi7lxdEnBuI8KtYwVqDbKyAKlL52BVqNAlO8tqyAdgJBNiXiBy3oF3/u7O7pxZzlIS4+z+CAORhjNzzvnOmTNnhhuqtlgsArxAAARAAARKROBfJbIFpoAACIAACHACyOyIAxAAARAoGwE7s3/p1t7Vaoe12vFgcNYcfKUtnl81m1fWW/FYNvyw1v1SiNaoy+SejQqNsTqLSYTy89R788FxMjmt/L0EP4jy99KgwGA/F5sTjs6kNwdNjXd01ZRxQoRBAVW8umrpXp39Oj2KvxI9//6F8LBrM56Ncevec4n6OYj30jzF4hUppXaYL53HpyMgXZnBFOSvmqunqaozed5fjM8M7J7deN10gp87Q9Fw+zkMfg77d+kOyW/Dju5p9mCjOjeyge4QdzZ6xm39MJLCV3sxiYGUPozUD2qim0742Zx8iW5LxT+C8ktlPlCHAi42/PKhfyt/4yQfyl+eFvXDWLpjBOWOpZOvEmy5glJ6+i8EStFVdFtq8P1UWjr9kg7FfZT2eyrw3LLobu7MwGdaHmDext/2P+TkTO9pHqBjumYfXU/7/z1piR2hvjNe/DI+eCK3B7kXmRtm680P0yO7bE92k9Z+Yzr7yjfeuLKLf2Y/bF5OTn9TW7FR3Z/bRTcrseNjhKjEhTLHzbh+1OV56+SXxclTez+bDy6Dtztmu6283O31xq4tXaPy5DZslAD6FCJV4ocbVRhKpxA9yRmLuFhNMDrrNZ4f1HPrhMRHZ82mOnhRKkmdjweq5NdHNGo4Ld3uScVSUpKbHpRloKz+jJCz9aQDzB20su5zUcpbCHxkcoTqds/is6a9EBI9k7I0y3OYzMZtFGes7PmViVQqqc457tBjE+wy9tTLEXWWRS50/n6noo8CkloLcb5yZQbbcf4rzqdudvUpkG1WFmPuDmzDUQW7tWewt4LgXebdYccqpoydOZ7N7Jb8TJe9dtHNakwthR8jVFHv3ITFUSPQ3bgdrEWUmZk6yFKeF7O60k+ErlX5DHatuWkFN4j5QliUnDwcPe2tv6iLhRTTy3TNnvRhpyUJ360S95306TCSBQ4xXKuecRPdc8kRSuuciZ9cPekAcxee2XDyXgj90DwlK9SskTh9Dm/UcTpdGGZ5ajPZJByvhsw9os/TZhhY7qBXnHYIe1cfrB0uJi0ypcdh6e/3zGFRzUAAEatYHSsNQ2RAZjKDmCXlOP8V56iqZZ6U/1y5VAwtkm1WquADz8xOT24HusInbIuP7XE3s7/naozjUmhA7RbU+cu4jYk9lz3hZhUwQpY7XCWdJCLXprxmbUaJiJUkw6q3jIUax1OmZ3azcG/efi523MbwhJ4K6BzliYLAGq6UsYOE7OkXS+ldTbnbpaehpGGyK7OvvBAcExqxmkg3VTWP/K5NRU1iRjJPbem1md25jchPrzg7s9Po/BGJVUbnQWISYplTQByrONlM0ve0aUH+K84j2aY1yQ4okm08hNldUrcx9a0Nfn/i/6rvvA0uM59VBp2Xi8Uh/zfWFyD1nfaUd5tfXDf2idsSf4G+PVsv+tNreWacTf/sbfIDeG/y+6756YqtfPhEXkSlXutXXotn7gj7PymYHOnr+Erkj9mfYbgR65nTM2tNQReP3l+333i4rPVC6Xn7XN7R+avENbSGS7UJ6Y6evoFhu9cN2X9OmtLDLoT51avexlCurOEzf91SPW2VVpyIDyvmYlKQv9/N4SPxZMdqQIzMYAeY/4rzwPZ0K8zt9cjZJn3P3nrRjqI4U5ufg9v37FLr1v5G7/3yZ2AO3m5EF1fvo211iS8HT+/Ef/itnPMj79Z2I7qJCV1EG/tE9pXvs3mSy+heoNL0wfgXmXT64bNhvNmQyk8+xR9nj87v2nvqM4a1KM8VykJmtveu7CcRmF92g5fj8eth8FHdFzt6EpFVyMXzq6PpdvqG/el+45Ny1vwqamwLbzDy1kNN/iqRwzkOWzolyBlLdzPxAcyg+fFU9KnvbU/PdayOrmVjUEBPR9ASehLgZVM2lnTdIN9lns17oKIjaQeDo6lTwP3f8F9xJLoci7Lr3eFNf540kOmRfqJvcCRXMZ0ZiADzX3E0Z0MQWx06BRFLmzUVyjYruDVbxpvXKfqwL69BXDdHxifL4vJIHveMsVKEuvUz5IkLPt5ZX7aKX/kdjp5HTGKfuXQLu+9L9dRXaamLi+RWy7wg0mqklOfPz9D6r0N5ErJxXJX317bt6mBu9XSe4bxd7HiCKPay8cBM7HfzetFWyRSt/Z64O307SUk3Aix9j5mJJW67lh72P8efoMTdGMyQ+VpeGHpAjuPZFrREz6ULwXKHEmEthER0qBcjwVMhYlHBg5lNIqz7z/+otUm7g1hxRixlrxGMa0Dj/p3KAxY62ps2T+uSJJ0xWCBpINLkeBUnd1aJpcmVJh3eHsGQ9/QLJYjKn/JpPd9ss8J9TOqefYXxamFY4WtP9SgPcq2osbm9xPdueY9VfaPK39/8nBnMT5MeVRA5+d8r3d/e4nr+w2PJ8+lDf4LpnsV5rihpbYJo/R4929SY3BUq/SJD2AmFHYdrfEjnR/KpxCKzPVZf9hxSb8KV7AwPjSujf4byjwUF8z4kgX9yLLHHEzc/TcQqTi+QhwRUnbnWkG3WkNmr4y9YCgIgUAECxj5nWvtN7XnI7BUIRJgIAiBQMQL4RrCKORzmggAIVIAAMnsFnAwTQQAEKkYAmb1iDoe5IAACFSCAzF4BJ8NEEACBihFAZq+Yw2EuCIBABQhkM/t80KzpVzP7jTApHq6eo64cn/q+gNxGU47sSHzXgBCXateaJo2FVLKHS/MsQVr3WooHOZxs1OPzcVYg1mAiCIDAuggQNXuo/8jCeMl3cgd2T5YWdwPxVaPD4EhvDGQjy3e6Z6P3Xn05ihzdJ75JZ/Q+apvtbM6oLf4YxDDYNRK+v0rkcP4lVGlBsUGLYaP3ahBnf3s4qRJp5rqcCzkgAAIVJfDAtzEXUWMo/w9O9t3+0YWESja2ThaL1NeD8Z4HY7tN1tFHwdsD00V/zIL2nvhjEK2T/vQ85w94kdJdw21BiUqt/Y7WgBxONpJmVjTWYDYIgMC6CBCZfdLbJO5TKIVye7a2gpmVcNON8vaElelWik9Jmw9eRe1Ml++3guhCfJXfqNubTOW3+rGXp0r0cEpQrImZ9MnhLpXk/c5yM9flcsgBARAoPYFsZq+zGlW90tccFgn/nk6IcoolcsT9yK+pgp1NWD9425A70O401Lc3/iqRw0lBUnmWnDeN3cUhnVCJD/Yzs/ShBgNBAATWRiDnNqa15JvjEx3JnqNZsGV9lTrVuOw6ZTZVhXhvcrrbVDfd/BZG7UDjdtDYyv6VzqUqEcMdgtipoMbS+mJs7i6k9FyVlpm5NpdDEAiAQOkJZDI7S2L6EY75IDJSs7xRMD6qpHvutQN1MTLnF+ESH9VoDGfXKcQekJCPTxH9sDNMpVdVTUftN2ILKaBSPLv42FMO57f88mUKYnbzT3UtuXEtHw+n5ixgZulDDQaCAAisj0D224Nv4ydQ4sdMeBfZnPqbrWTP+zWmn4oxpQ3Vp5dhXypsyklM8JZODxeP2qQEJf2kR5RK5PACKq34ldIYBgIgAAJeBPBdj+vbRCEJBEAABNZD4IGfelyP0pACAiAAAiCQQwCZHeEBAiAAAmUjgMxeNo/CHhAAARBAZkcMgAAIgEDZCCCzl82jsAcEQAAEkNkRAyAAAiBQNgLI7GXzKOwBARAAAWR2xAAIgAAIlI0AMnvZPAp7QAAEQACZHTEAAiAAAmUjgMxeNo/CHhAAARBAZkcMgAAIgEDZCCCzl82jsAcEQAAEkNkRAyAAAiBQNgLI7GXzKOwBARAAAWR2xAAIgAAIlI0AMnvZPAp7QAAEQACZHTEAAiAAAmUjgMxeNo/CHhAAARBAZkcMgAAIgEDZCCCzl82jsAcEQAAEkNkRAyAAAiBQNgLI7GXzKOwBARAAAWR2xAAIgAAIlI0AMnvZPAp7QAAEQCCT2b90a+9qtUP1r/vlmwY0v2pqbZuDr0pV3ng28tHbo+eoy2j4zWZIXG0Un+DRVPLh4SPdax6/TitTEgNZiBb2i59e6AUCpSCwyLxuP4edG9k27PzcGWbf/3Z+v+1/WIN6/TBagcFqowi2hjvidx9s8qW+pKQvHeTfYQVDmNMDGZ/DKOzf+ctCTxCoFIG825jWfmM6Y7WwLOSPByNZI+taKSmZjwfzeJeLq/7jbvdMts8Hx/ocYPRMhp81m/acRiO1gw6a7zZ7d6e74njRvJJd7GpOiD5uNmWVl0in6z5SpSA4V0ViMpy2aHTmcdbRMCUxJZGbT6jEJty8nJz+Zk9rq0SWGYSeSkkmUXmqKw44haRTsgi/a+tS5AOKEs2TEnMRbQxPnvJ3WtuN6KYUxRWMAIFHIJBTs5tFMavfg+BD/zaulW468lf2YpVdoArbfqjLfN4oOrAfws9KivHzsKOHD6NADycbXTutq2bPVIJcc13lqR/0jFZPQiVmUXY4aZEBQbByV/qZYjP9a7aMpWt2p0UpVg7yvOwVHrHPZD7SSXcQfl9QEUJScujpEJSAXaHkr1TVBmOrTICq2U8/yiJxM9o+acWbyXf929cHdVYrvRgfPAlG19N+m//KXvWdX/t356z0m19FjZdqSH1nvOD95xfXk8mlqjpZBTq5loV8a3+jtykq7t3fO8MXUg7ZeO/t7Lv+G1XldaZ3ObM5pDfiIlEOJy1ijY3YipOXnRwx3z8JZn/J0pXVy6Pzu/bek4I2ZlWiC3YH+frB69v2NZO+G2hnFRSf7U75nYwQkpIrQu6pFIaDQJUJUJm983KxOOT/xjv3R1Pf2gj7P6kJ+bRie+BZ/IVqvH0+PVLXKXTj/ZXwnIFUyRrrtMhTSn2jMb2bz+46/efT8y+z6caWBPLQrxw9/5j9GYYbDy1wxflW5fllFjxJCo8VhWMYCJSTwKpPPaZvOdnt5z5bZPWd9vQyvnNnV7f8kRXWs3dlPazCrmXtZxvIxrVx95ZOWVTf22ZpWuk6uj7N0/rpfuPrqyjY2ttpB5dRY3tJelLnDH6RLe/EfV80eX6lzqr18fj1MPhYW/r4k490l9+Ne3AZITQlh56kmXvtYKY+orgL2v/2RYF+IFAxAjV2FWWYzNLHx9Ogxls6Py7kR1XsU77NTxPZGASsAOe3MeJzUfYZZqYx1Tmegd087P6upTwbLtjdiyGIiRoeijscspF0SKpnED4Xx4t0Y7DBro/2LqSSTOj2uTSNaxUkZvLpec+DOiGdJ8HTmph/Qw2RRhEWiYzJOvPXszCcToIfXIceji7aZu+yH14FbcGTUF4ebuJpJXmnSiQnS8/vldcSIGLavygghHTn6jCDRPudjBCaEsWTlpUIkl6r2HqFuSDgRyCT2f0GoRcIgAAIgMA3TGDV25hv2CSoBgIgAAIVJ4DMXvEAgPkgAAIlJIDMXkKnwiQQAIGKE0Bmr3gAwHwQAIESEkBmL6FTYRIIgEDFCSCzVzwAYD4IgEAJCSCzl9CpMAkEQKDiBJDZKx4AMB8EQKCEBJDZS+hUmAQCIFBxAv8HO+yfl8f+R4MAAAAASUVORK5CYII=)

ex\_6.py

*#!/usr/bin/env python3***import** json  
**import** sys  
**from** librip.ctxmngrs **import** timer  
**from** librip.decorators **import** print\_result  
**from** librip.gens **import** field, gen\_random  
**from** librip.iterators **import** Unique **as** unique  
  
path = **'data\_light.json'***# Здесь необходимо в переменную path получить  
# путь до файла, который был передан при запуске***with** open(path, encoding=**"utf8"**) **as** f:  
 data = json.load(f)  
  
  
*# Далее необходимо реализовать все функции по заданию, заменив `raise NotImplemented`  
# Важно!  
# Функции с 1 по 3 дожны быть реализованы в одну строку  
# В реализации функции 4 может быть до 3 строк  
# При этом строки должны быть не длиннее 80 символов*@print\_result  
**def** f1(arg):  
 **return** list(sorted(list(unique(list(field(arg, **'job-name'**)), ignore\_case=**True**))))  
  
  
@print\_result  
**def** f2(arg):  
 **return** list(filter(**lambda** x: x.startswith(**'программист'**), arg))  
  
  
@print\_result  
**def** f3(arg):  
 **return** list(map(**lambda** x: str(x) + **' с опытом Python'**, arg))  
  
  
@print\_result  
**def** f4(arg):  
 **return** list(map(**lambda** x: str(x) + str(**', зарплата {}'**).format(next(gen\_random(100000,200000, 1))), arg))  
  
  
**with** timer():  
 f4(f3(f2(f1(data))))

Результат выполнения

f1

1с программист

2-ой механик

3-ий механик

4-ый механик

4-ый электромеханик

[химик-эксперт

asic специалист

javascript разработчик

rtl специалист

web-программист

web-разработчик

автожестянщик

автоинструктор

автомаляр

автомойщик

…

юрист

юрист (cпециалист по сопровождению международных договоров, английский - разговорный)

юрист волонтер

юристконсульт

f2

программист

программист / senior developer

программист 1с

программист c#

программист с++

программист с++/с#/java

программист/ junior developer

программист/ технический специалист

программистр-разработчик информационных систем

f3

программист с опытом Python

программист / senior developer с опытом Python

программист 1с с опытом Python

программист c# с опытом Python

программист с++ с опытом Python

программист с++/с#/java с опытом Python

программист/ junior developer с опытом Python

программист/ технический специалист с опытом Python

программистр-разработчик информационных систем с опытом Python

f4

программист с опытом Python, зарплата 123307

программист / senior developer с опытом Python, зарплата 197891

программист 1с с опытом Python, зарплата 124566

программист c# с опытом Python, зарплата 126397

программист с++ с опытом Python, зарплата 191383

программист с++/с#/java с опытом Python, зарплата 141302

программист/ junior developer с опытом Python, зарплата 172747

программист/ технический специалист с опытом Python, зарплата 136746

программистр-разработчик информационных систем с опытом Python, зарплата 191779

0.2560141086578369

Process finished with exit code 0

Дополнительное задание

my\_list = [x **for** x **in** range(1,6)]  
print([x\*x **for** x **in** my\_list])  
print(list(map(**lambda** x: x\*x, my\_list)))
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