**Roll No: 1803122**

**Lab Performance Test [No]**

**Lab Task Q[No]**

**Q1.**  Consider the following code snippet:

**def X as INT;**

**FOR\_LOOP ( Y from 10 to 20.0);**

a) Perform Lexical Analysis on the given code snippet.

**Solution (Bold your own written code):**

|  |
| --- |
| %option noyywrap  %{    %}  delim [ \t\n]  ws {delim}+  digit     [0-9]  ICONST    [0-9]{digit}\*  FCONST    {digit}\*"."{digit}+  %%  {ws}        { }  {ICONST}    {printf("%s -> INT\_NUM\n", yytext);}  {FCONST}    {printf("%s -> FLOAT\_NUM\n", yytext);}  "def"       { printf("%s -> DEF\_TYPE\n", yytext); }  "X"     { printf("%s -> ID\n", yytext); }  "as"        { printf("%s -> AS\n", yytext); }  "INT"       { printf("%s -> TYPE\_INT\n", yytext); }  "FOR\_LOOP"      { printf("%s -> LOOP\n", yytext); }  "("     { printf("%s -> LP\n", yytext); }  ")"     { printf("%s -> RP\n", yytext); }  "Y"     { printf("%s -> ID\n", yytext); }  "from"      { printf("%s -> FROM\n", yytext); }  "to"        { printf("%s -> TO\n", yytext); }  ";"       { printf("%s -> SEMI\n", yytext); }  %%  int main()  {      yylex();      return 0;  } |

**Output (Screen/SnapShot):**

**![](data:image/png;base64,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)**

**Question: Q2**\_b

Perform Syntax Analysis on the given code snippet.

**def X as INT;**

**FOR\_LOOP ( Y from 10 to 20.0);**

**Solution (Bold your own written code): lexer.l**

|  |
| --- |
| %option noyywrap  %{      #include "parser.tab.h"  %}  delim [ \t\n]  ws {delim}+  digit     [0-9]  ICONST    [0-9]{digit}\*  FCONST    {digit}\*"."{digit}+  %%  {ws}        { }  {ICONST}    { return INT\_NUM;}  {FCONST}    { return FLOAT\_NUM; }  "def"       { return DEF; }  "X"     { return ID; }  "as"        { return AS; }  "INT"       { return INT\_TYPE; }  "FOR\_LOOP"      { return LOOP; }  "("     { return LP; }  ")"     { return RP; }  "Y"     { return ID; }  "from"      { return FROM; }  "to"        { return TO; }  ";"       { return SEMI; }  %% |

**Solution (Bold your own written code): parser.y**

|  |
| --- |
| %{  #include<stdio.h>  void yyerror(char \*s);  int yylex();  %}  %token INT\_TYPE DEF AS LOOP FROM TO  %token LP RP SEMI  %token ID INT\_NUM FLOAT\_NUM  %start stmts  %%  stmts: stmts stmt      | stmt      ;  stmt: loop      | exp      ;  loop: LOOP LP ID FROM INT\_NUM TO FLOAT\_NUM RP SEMI      ;    exp: DEF ID AS INT\_TYPE SEMI      ;  %%  void yyerror(char \*s)  {      fprintf(stderr, "error: %s", s);  }  int main()  {      yyparse();      printf("Parsing Finished\n");  } |

**Output (Screen/SnapShot):**

**![](data:image/png;base64,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)**

Q1\_c) Perform Semantic Analysis on the given code snippet.

**def X as INT;**

**FOR\_LOOP ( Y from 10 to 20.0);**

**Solution (Bold your own written code): symbtab.c**

|  |
| --- |
| #include<stdio.h>  #include<string.h>  #include<stdlib.h>  #include "symtab.h"  list\_t\* head = NULL;  void insert(char\* name, int type)  {  if(search(name)==NULL)  {  list\_t \*temp = (list\_t\*)malloc(sizeof(list\_t));  strcpy(temp->st\_name, name);  temp->st\_type = type;  printf("inserting %s with type %d\n", temp->st\_name, temp->st\_type);  temp->next = head;  head = temp;  }  else  {  printf("same variable %s is declared more than one\n", name);  yyerror();  }  }  list\_t\* search(char \*name)  {  list\_t \*current = head;  while (current!=NULL)  {  if(strcmp(name, current->st\_name)!=0)  current = current->next;  else  break;  }  return current;  }  int id\_check(char \*st\_name)  {  list\_t \*id = search(st\_name);  if (id==NULL)  return -1;    return 1;  }  int get\_type(char \*st\_name)  {  list\_t\* id = search(st\_name);  return id->st\_type;  }  int type\_check(int type1, int type2)  {  if (type1==INT\_TYPE && type2==INT\_TYPE)  {  return (INT\_TYPE);  }  else if (type1==INT\_TYPE && type2==REAL\_TYPE)  {  return (REAL\_TYPE);  }  else if (type1==INT\_TYPE && type2==CHAR\_TYPE)  {  printf("Type INT and Type CHAR are incompatiable\n");  return (-1);  }  else if (type1==CHAR\_TYPE && type2==REAL\_TYPE)  {  printf("Type REAL and Type CHAR are incompatiable\n");  return (-1);  }  else  {  printf("Types are incompatiable\n");  return (-1);  }  }  #include<stdio.h>  #include<string.h>  #include<stdlib.h>  #include "symtab.h"  list\_t\* head = NULL;  void insert(char\* name, int type)  {  if(search(name)==NULL)  {  list\_t \*temp = (list\_t\*)malloc(sizeof(list\_t));  strcpy(temp->st\_name, name);  temp->st\_type = type;  printf("inserting %s with type %d\n", temp->st\_name, temp->st\_type);  temp->next = head;  head = temp;  }  else  {  printf("same variable %s is declared more than one\n", name);  yyerror();  }  }  list\_t\* search(char \*name)  {  list\_t \*current = head;  while (current!=NULL)  {  if(strcmp(name, current->st\_name)!=0)  current = current->next;  else  break;  }  return current;  }  int id\_check(char \*st\_name)  {  list\_t \*id = search(st\_name);  if (id==NULL)  return -1;    return 1;  }  int get\_type(char \*st\_name)  {  list\_t\* id = search(st\_name);  return id->st\_type;  }  int type\_check(int type1, int type2)  {  if (type1==INT\_TYPE && type2==INT\_TYPE)  {  return (INT\_TYPE);  }  else if (type1==INT\_TYPE && type2==REAL\_TYPE)  {  return (REAL\_TYPE);  }  else if (type1==INT\_TYPE && type2==CHAR\_TYPE)  {  printf("Type INT and Type CHAR are incompatiable\n");  return (-1);  }  else if (type1==CHAR\_TYPE && type2==REAL\_TYPE)  {  printf("Type REAL and Type CHAR are incompatiable\n");  return (-1);  }  else  {  printf("Types are incompatiable\n");  return (-1);  }  } |

**Solution (Bold your own written code):symbtab.h**

|  |
| --- |
| #define INT\_TYPE 1  #define REAL\_TYPE 2  #define CHAR\_TYPE 3  typedef struct list\_t  {  char st\_name[40];  int st\_type;  struct list\_t \*next;  }list\_t;  list\_t\* search(char \*name);  void insert(char\* name, int type);  int id\_check(char \*st\_name); |

**Output (Screen/SnapShot):**