Design & analysis of algorithms  
 **COMP-SCI 5592 [Spring Semester 2023]**

**Assessment-1**

GitHub: <https://github.com/NagaSatish45/DAA_Comp_Sci_5592>

**Question # 1:**

Merge Sort and Insertion Sort Although merge sort costs O(n lg n) and insertion sort costs O (n2), but constant factors in insertion sort may result it faster on average case for small size problems.

**1.1 Experiment:** Merge Sort vs. Insertion Sort Compare time complexities of both algorithms empirically:

• For this purpose, you must code both algorithms, and execute them for different values of n and plot the obtained complexities.

• The time complexities will be approximated by counting the numbers of comparison of two values and swaps only.

• For plotting you will need to calculate time complexities for the values of n like 5, 10, 50, 90, 95, 100.

• For each of these values, you will need to generate an array of random integer values between 0 and 1000.

• Time complexity for every array of size n, will help to calculate the average complexity.

**Results:**

**1.1** **Provide the code for both algorithms and show your counters that you used for calculating time complexity.**

**Source Code:** Code for Both Merge and Insertion Sorting (in C language)

**// Merge sort function**

void mergeSort(int arr[], int l, int r){

if (l < r)

{

int m = l + (r - l) / 2;

mergeSort(arr, l, m);

mergeSort(arr, m + 1, r);

merge(arr, l, m, r);

}

}

// Function to merge two subarrays

void merge(int arr[], int l, int m, int r)

{

int i, j, k;

int n1 = m - l + 1;

int n2 = r - m;

int L[n1], R[n2];

for (i = 0; i < n1; i++)

L[i] = arr[l + i];

for (j = 0; j < n2; j++)

R[j] = arr[m + 1 + j];

i = 0;

j = 0;

k = l;

while (i < n1 && j < n2)

{

if (L[i] <= R[j])

{

arr[k] = L[i];

i++;

}

else

{

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1)

{

arr[k] = L[i];

i++;

k++;

}

while (j < n2)

{

arr[k] = R[j];

j++;

k++;

}

}

**// Insertion sort function**

void insertionSort(int arr[], int n)

{

int i, key, j;

for (i = 1; i < n; i++)

{

key = arr[i];

j = i - 1;

while (j >= 0 && arr[j] > key)

{

arr[j + 1] = arr[j];

j = j - 1;

}

arr[j + 1] = key;

}

}

int main()

{

int n, i;

int arr[100]; //array of size 100 (can be changed to accommodate different n values)

// n values: 5, 10, 50, 90, 95, 100

n = 101;

srand(time(0)); // seed the random number generator with the current time

for (i = 0; i < n; i++) {

arr[i] = rand() % 1000; //generates random numbers between 0 and 999

}

clock\_t start, end;

// Calculate time complexity for merge sort

start = clock();

mergeSort(arr, 0, n - 1);

end = clock();

double time\_taken\_merge = ((double)(end - start)) / CLOCKS\_PER\_SEC;

printf("Time taken for Merge sort: %f\n", time\_taken\_merge);

// Calculate time complexity for insertion sort

start = clock();

insertionSort(arr, n);

end = clock();

double time\_taken\_insertion = ((double)(end - start)) / CLOCKS\_PER\_SEC;

printf("Time taken for Insertion sort: %f\n", time\_taken\_insertion);

}

**Execution Results:**

|  |  |  |  |
| --- | --- | --- | --- |
| **Sno** | **Number of Values(n)** | **Time Taken to sort By Merge Sorting(sec)** | **Time Taken to sort By Insertion Sorting (sec)** |
| 1 | 5 | 0.000003 | 0.000002 |
| 2 | 10 | 0.000002 | 0.000001 |
| 3 | 50 | 0.000011 | 0.000002 |
| 4 | 90 | 0.000013 | 0.000001 |
| 5 | 95 | 0.000021 | 0.000002 |
| 6 | 100 | 0.000022 | 0.000002 |

**2** .**Plot the time complexity graphs for both algorithms on the same figure.**

Using R Language to plot the Time Complexity Graph between both the algorithms for above table values

R Code:

library(ggplot2)

MergeSort <- c(0.000003,0.000002,0.000011,0.000013, 0.000021,0.000022)

InsertionSort <- c(0.000002,0.000001,0.000002,0.000001,0.000002,0.000002)

x <- c(5,10,50,90,95,100)

library(ggplot2)

ggplot(data.frame(x, MergeSort, InsertionSort), aes(x)) +

geom\_line(aes(y = MergeSort, color = "MergeSort")) +

geom\_line(aes(y = InsertionSort, color = "InsertionSort")) +

scale\_y\_log10() +

labs(x = "Input Size", y = "Seconds (log scale)",

color = "Sorting Algorithm")

Result:
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Description automatically generated](data:image/png;base64,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)

**3.What is the biggest value of n after which merge sort is better than insertion sort?**

For the values I provided above ,it shows that Insertion sort is better than Merge sort with low time complexity…as I tested by giving More values such as 1 million and above by algorithm was crashing for the array size to generate Random variables. But while I tested online it was failing when the n value is greater than 1 million to 1.5 million The Merge sort is becoming more effective than Insertion sorting.

**Question # 2:** Repeat the same experiment as above for Quick Sort and Insertion Sort.

**1.2 Experiment:** Quicksort vs. Insertion Sort Compare time complexities of both algorithms empirically:

• For this purpose, you must code both algorithms, and execute them for different values of n and plot the obtained complexities.

• The time complexities will be approximated by counting the numbers of comparison of two values and swaps only.

• For plotting you will need to calculate time complexities for the values of n like 5, 10, 50, 90, 95, 100.

• For each of these values, you will need to generate an array of random integer values between 0 and 1000.

• Time complexity for every array of size n, will help to calculate the average complexity.

**Results:**

**1.1** **Provide the code for both algorithms and show your counters that you used for calculating time complexity.**

**Source Code:** Code for Both Quick and Insertion Sorting (in C language)

int partition(int arr[], int low, int high) {

int pivot = arr[high]; // Selecting last element as pivot

int i = (low - 1);

for (int j = low; j <= high - 1; j++) {

if (arr[j] < pivot) {

i++;

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

// Swapping arr[i + 1] and arr[high]

int temp = arr[i + 1];

arr[i + 1] = arr[high];

arr[high] = temp;

return (i + 1);

}

void quickSort(int arr[], int low, int high)

{

if (low < high) {

int pi = partition(arr, low, high);

quickSort(arr, low, pi - 1);

quickSort(arr, pi + 1, high);

}

}

// Insertion sort function

void insertionSort(int arr[], int n)

{

int i, key, j;

for (i = 1; i < n; i++)

{

key = arr[i];

j = i - 1;

while (j >= 0 && arr[j] > key)

{

arr[j + 1] = arr[j];

j = j - 1;

}

arr[j + 1] = key;

}

}

int main()

{

int n, i;

int arr[10000]; //array of size 100 (can be changed to accommodate different n values)

// n values: 5, 10, 50, 90, 95, 100

n = 100;

srand(time(0)); // seed the random number generator with the current time

for (i = 0; i < n; i++) {

arr[i] = rand() % 1000; //generates random numbers between 0 and 999

}

clock\_t start, end;

// Calculate time complexity for merge sort

start = clock();

quickSort(arr, 0, n - 1);

end = clock();

double time\_taken\_merge = ((double)(end - start)) / CLOCKS\_PER\_SEC;

printf("Time taken for Quick sort: %f\n", time\_taken\_merge);

// Calculate time complexity for insertion sort

start = clock();

insertionSort(arr, n);

end = clock();

double time\_taken\_insertion = ((double)(end - start)) / CLOCKS\_PER\_SEC;

printf("Time taken for Insertion sort: %f\n", time\_taken\_insertion);

}

**Execution Results:**

|  |  |  |  |
| --- | --- | --- | --- |
| **Sno** | **Number of Values(n)** | **Time Taken to sort By Quick Sorting (sec)** | **Time Taken to sort By Insertion Sorting(sec)** |
| 1 | 5 | 0.000002 | 0.000001 |
| 2 | 10 | 0.000003 | 0.000001 |
| 3 | 50 | 0.000004 | 0.000001 |
| 4 | 90 | 0.000007 | 0.000001 |
| 5 | 95 | 0.000012 | 0.000002 |
| 6 | 100 | 0.000008 | 0.000001 |

**2** .**Plot the time complexity graphs for both algorithms on the same figure.**

Using R Language to plot the Time Complexity Graph between both the algorithms for above table values

R Code:

library(ggplot2)

QuickSort <- c(0.000002,0.000003,0.000004,0.000007,0.000012,0.000008)

InsertionSort <- c(0.000001, 0.000001,0.000001,0.000001,0.000002,0.000001)

x <- c(5,10,50,90,95,100)

library(ggplot2)

ggplot(data.frame(x, MergeSort, InsertionSort), aes(x)) +

geom\_line(aes(y = MergeSort, color = "QuickSort")) +

geom\_line(aes(y = InsertionSort, color = "InsertionSort")) +

scale\_y\_log10() +

labs(x = "Input Size", y = "Seconds (log scale)",

color = "Sorting Algorithm")

Result:

![Chart, line chart
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**3.What is the biggest value of n after which Quick sort is better than insertion sort?**

In general, quick sort is considered to be faster than insertion sort for larger arrays due to its better average-case time complexity of O(n log n). On the other hand, insertion sort has a time complexity of O(n^2) in the worst case, which makes it slower than quick sort for larger inputs.

The exact value of n after which quick sort becomes faster than insertion sort can vary depending on the specifics of the implementation and the distribution of the data. However, it is generally considered that quick sort is faster than insertion sort for n >= 20. This value is just a rough estimate, and the actual value can be much larger or smaller depending on the specifics of the situation.